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Fig. 12 MULTIPLE INSTRUCTION PARALLEL
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SPECIFICATION

Title of the Invention
MULTIPLE INSTRUCTION PARALLEL
ISSUE/EXECUTION MANAGEMENT SYSTEM

5 Background of the Invention
Field of the invention

The present invention relates to a multiple instruction parallel
issue/execution management system, provided in a superscalar processor

for dynamically issuing a plurality of instructions in parallel and of

10 executing the plurality of instructions in parallel, and for managing the

1ssuing and execution of the plurality of instructions.

Description of related art
A technology called a "superscalar” is widely used for elevating the
performance of a general-purpose processor, in particular, a
15 microprocessor. The superscalar technology is so feature that, when
individual instructions included in an instruction string are sequentially
fetched, decode, issued and executed, a plurality of instructions are
fetched and decoded in parallel, and from deccded instructions, a
plurality of executable instructions are dynamically designated and issued
20 to a plurality of arithmetic and logic units and a memory access unit in
paralle] so that the instructions are executed in parallel. The éoﬁi?‘entional
superscalar technology is described in detail by Mike Johnson,
"Superscalar Microprocessor Design", published by -Prentic_e Hall. |
In the conventional superscalar microprocessor using the
25 superscalar technology, a multiple instruction parallel issue management

unit and a multiple instruction parallel execution management unit have

- 1-
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an extremely important role for realizing the above mentioned parallel
processing. The multiple instruction parallel issue management unit is
called a "reservation station”, and the multiple instruction parallel
execution management unit is called a "reorder buffer”.

The multiple instruction paralle]l issue management unit performs
an operation of temporarily holding a plurality of decoded instructions,
discriminating whether or not each of the held decoded instructions is
issuable, and selecting and issuing some number of instructions from
issuable instructions, and continuing to hold non-issuable instructions in
the multiple instruction parallel issue management unit to re-check
whether or not each of the instructions are issuable

Referring to Fig. 30, there is shown a block diagram illustrating a
fundamental construction of the prior art multiple instruction parallel
issue/execution management unit. The shown multiple instruction parallel
issue/execution management unit comprises a plurality of not-yet-issued
instruction entries 2501 and an issue control unit 2502. Each of the
not-yet-issued instruction entries 2501 includes an instruction tag field
25011, an instruction code field 25012, a first operand/tag field 25013, a
second operand/tag field 25014, a comparator 25015, and another -
comparator 25016. Furthermore, the shown multiple instruction parallel
issue/execution management unit comprises an instruction tag input
terminal 2503, an instruction code input terminal- 2504, a first
operand/tag register input terminal 2505, a first tag comparison input
terminal 2506, a second operand/tag register input terminal 2507, and a
second tag comparison input terminal 2508. Oné instruction is

temporarily held in each one not-yet-issued instruction entry.
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In order to determine whether or not a given instruction is issuable,
it is necessary to investigate whether or not all operands required by the
given instruction are complete. In the prior art multiple instruction
parallel issue management unit, whether or not all pecessary input
operands are complete, is discriminated by a parallel comparison using
the comparators 25015 and 25016, as will be described below. Here, in
the shown example, it is assumed that two input operands are used for one
instruction.

In the instruction tag field 25011 of the not-yet-issued instruction
entry 2501, an instruction tag inherent to the given instruction is stored.
If input operands exist, the input operands are stored in the first
operand/tag field 25013 and the second operand/tag field 25014, a
comparator 25015, and another comparator 25016. If the infmt operands
have not yet existed, instruction tags of instructions resultantly generating
the input operands are stored in the first operand/tag field 25013 and the
second operand/tag field 25014.

If execution of an instruction is completed, the instruction tag of the
same instruction is supplied through the first tag comparison input
terminal 2506 and the second tag comparison input terminal 2508 to the
comparator 25015 and the comparator 25016 of all the not-yet-issued
instruction entries 2501, respectively. These comparators 25015 and
25016 compare the input instruction tag with the values (the input
operand or the instruction tag) stored in the first operand/tag field 25013
and the second operand/tag field 25014, respectively, in order to check
whether or not both are consistent. Here, it is so set that the input

operand and the instruction tag are never consistent.
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If the result of comparison indicates consistency, since the result
value of the instruction obtained by the completion of the execution of the
instruction is supplied through the first operand/tag register input
terminal 2505 and the second operand/tag register input terminal 2507,
the result value is registered in the first operand/tag field 25013 or the
second operand/tag field 25014. On the other hand, the issue control unit
2502 receives the result of comparison from the comparators 25015 and
25016, and discriminates whether or not all operands required by the
respective instruction are complete.

As mentioned above, the multiple instruction parallel issue
management unit of the prior art superscalar microprocessor
discriminates whether or not the instruction is issuable, by the parallel
comparison using the comparators 25015 and 25016. Incidentally, in the
example shown in Fig. 30, one comparator 25015 and one comparator
25016 are provided for each one not-yet-issued instruction entry, but
actually, for each one entry there are required the comparators of the
number of instructions simultaneously executed in parallel.

On the other hand, the multiple instruction parallel execution
management unit is constructions as follows: In order to ensure the order
of instructions when the instructions are executed in the order different
from the instruction fetch/decode order, the multiple instruction parallel
execution management unit temporarily holds the result value of the
instruction which has been executed but whose execution result has not yet
been decided (called a "not-yet-decided result value” hereinafter), and
supplies these not-yet-decided result values to the not-yet-issued

instructions as an input operand.
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Referring to Fig. 31, there is shown a block diagram illustrating a
fundamental construction of the prior art multiple instruction parallel
execution management unit. The shown multiple instruction parallel
execution management unit includes a plurality of executed instruction
entries 2601 and an execution control unit 2602. Each of the executed
instruction entries 2601 includes a result value field 26011, an instruction
tag field 26012, a register number field 26013, and three comparators
26014, 26015 and 26016. The shown multiple instruction parallel
execution management unit further includes a result value input terminal
2603, an instruction tag registration input terminal 2604, an in instruction
tag comparison input terminal 2605, a register number registration input
terminal 2606, a first input terminal 26071 for register number
comparison, and a second input terminal 26072 for register number
comparison, a first operand/tag output terminal 26081, a second
operand/tag output terminal 26082, a result value output terminal 26091
and a register number output terminal 26092. For each one executed
instruction entry 2601, a not-yet-decided result value of one executed
instruction is temporarily stored.

When an instruction requires an input operand for a register file,
the multiple instruction parallel execution management unit investigate
whether or not the required input operand is temporarily stored within
the multiple instruction parallel execution management unit as a
not-yet-decided ;és—ﬁlt value with having not yet been written into the
register file, and supplies the not-yet-decided result value as the input
operand for the instruction if necessary. This operation is realized in the

prior art multiple instruction parallel execution management unit by a
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paralle] comparison using the comparators 26015 and 26016, as will be
described below:

In the result value field 26011 of the executed instruction entry
2601, the not-yet-decided result value is stored, and the instruction tag is
stored in the instruction field 26012. In the register number field 26013,
the register number to be written is stored. When an instruction requires
two input operands, the register numbers from which the required two
input operands are to be read out, are respectively supplied through the
register number cohparison first input terminal 26071 and the register
number comparison second input terminal 26072 to the comparators
26015 and 26016 of all the entries. Each of these comparators 26015 and
26016 compares a corresponding input register number with the register
number stored in the register number field 26013.

For all the entries, the execution control unit 2602 investigates
whether or not the register number consistency is detected as the result of
the comparison. If a plurality of consistency results are obtained for one
input operand, it is discriminated that the register number consistency is
detected in the entry storing the newest instruction. From the executed
instruction entry 2601 which is discriminated to be consistent with the
respective input operand, the result value and the instruction tag are read
out and outputted through the first operand/tag output terminal 26081 and
the second operand/tag output terminal 26082.

When execution of an instruction has been completed, the
comparator 26014 is used for determining into which of the executed
instruction entry 2601 the not-yet-decided result value of the execuied
instruction is stored. The determination is conducted by comparing the

instruction tag of the executed instruction with the instruction tag

-6 -
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previously stored in the instruction tag field 26012 of each entry by use
of the comparator 26014 in parallel, in order to investigate the executed
instruction entry consistent with the instruction tag of the executed
instruction. In addition, when the execution of an instruction is decided,
the result value and the register number of that instruction are outpurted
from the multiple instruction parallel execution management unit through
the result output terminal 26091 and the register number output terminal
26092 to the register file.

As mentioned above, the multiple instruction paralle]l execution
management unit of the prior art superscalar mMICroprocessor
discriminates whether or not the not-yet-decided result value is supplied
as the input operand for the not-yet-issued instruction, by a parallel
comparison using the comparators 26015 and 20016 of all the executed
instruction entries. Incidentally, in the shown example, one comparator
26014, one comparator 26015 and one comparator 26016 are provided
for each one executed instruction entry. However, for each one executed
instruction entry, there are required the comparators 26014 of the
number corresponding to the number of instructions, executions of which
are simultaneously completed, and also there are required the
comparators 26015 and 26016 of the number corresponding to the
number of instructions which are simultaneously decoded.

As mentioned above, the microprocessor based on the prior art
superscalar technology, requires a large number;f comparators in each
of the multiple instruction parallel issue management unit and the multiple
instruction parallel execution management unit, for the purpose of the
parallel decoding, the parallel issuing and the paralle]l execution of a

plurality of instructions.
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For example, consider a microprocessor using the prior art
superscalar based on the prior art superscalar technology and constructed
to issue three instructions in parallel and to execute and complete the
three instructions in parallel. The microprocessor having the
comparators of the number required in this scale, is actually
manufactured and used, although the design is considerably complicated.
In this case, the number of the not-yet-issued instruction entries 2501 in
the multiple instruction parallel issue management unit is required to be at
least 8, and the number of the executed instruction entries 2601 in the
multiple instruction parallel execution management unit, is required to be
at least 16. Therefore, the number of required comparators is 48 (=2 x 8
X 3) in the multiple instruction parallel issue management unit, and 144
(=3 X 16 x 3) in the multiple instruction parallel execution management
unit.

Furthermore, consider a microprocessor using the prior art
superscalar based on the prior art superscalar technology and constructed
to issue nine instructions (which are three times the number of
instructions processed in the above example) in parallel and to execute
and complete the nine instructions in parallel. In this case, in proportion
to the number of instructions issued and executed in parallel, it is
necessary to increase the number of the not-yet-issued instruction entries
2501 in the multiple instruction parallel issue management unit and the
number of the executed instruction entries 2601. For example, the
number of the not-yet-issued instruction entries 2501 is required to be at
least 24, and the number of the executed instruction entries 2601 is
required to be at least 48. Therefore, the total number of required

comparators is 432 (=2 x 24 x 9) in the multiple instruction parallel issue

-
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management unit, and 1296 (=3 x 48 x 9) in the multiple instruction
parallel execution management unit.

As seen from the above, the number of the comparators in the
multiple instruction parallel issue management unit and the multiple
instruction parallel execution management unit has the nature of
increasing abruptly substantially in proportion to a square of the number
of instructions which are, in parallel, issued, executed and complete in
execution. Incidentally, the number of instructions executed in paralle],
the number of instructions executed in parallel and the number of
instructions completed in execution in parallel, are set to be same or the
substantially the same.

As described above, the microprocessor based on the prior art
superscalar technology, requires a large number of comparators in each
of the multiple instruction paralle] issue management unit and the multiple
instruction parallel execution management unit, in order to decode a
plurality of instructions in parallel, to issue a plurality of instructions in
parallel, and to execute a plurality of instructions in parallel. Because of
this large number of comparators and the control circuits therefor, the
multiple instruction parallel issue management unit and the multiple
instruction parallel execution management unit in the MIiCroprocessor
based on the prior art superscalar technology, are not only extremely
complicated in construction but also large in circuit scale.

In addition, since a large amount of comparing operations are
executed simultaneously in parallel, a large amount of electric power is
consumed.

Furthermore, since the number of the comparators in the multiple

instruction parallel issue management unit and the multiple instruction

-9.
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paralle] execution management unit has the nature of increasing abruptly
substantially in proportion to a square of the number of instructions
which are, in parallel, issued, executed and complete in execution, if
attempt is made to elevate the degree of parallelism in processing, the
degree of complication in the control circuits and in wiring also abruptly
increases with increase of the number of the comparators, and the delay
time correspondingly increases. These problems are a serious problem in
improving the architecture of the microprocessor using the superscalar
technology, and in elevating the degree of parallelism in processing.
Elevation of the degree of parallelism in processing is the most
important factor in increasing the processing performance of the
microprocessor using the superscalar technology. However, because of
the above mentioned reason, it was difficult to manufacture a processor

capable of executing ten or more instructions in parallel.

Accordingly, it is an object of at least the preferred embodimentsof
the present invention to provide a
multiple instruction parallel issue management unit and a multiple
instruction parallel execution management unit, which has overcome the
above mentioned defects of the conventional ones.

Another such object is to provide a multiple
instruction parallel issue management unit and a multiple instruction
parallel exeCution management unit, which are constructed with no
comparator, and therefore, which are simple in circuit construction, small
in circuit scale, and also small in electric power consumption.

Still another ~ such object ~ 'is to provide a multiple

instruction parallel issue/execution management unit capable of

-10 -
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simultaneously decoding, issuing and executing ten or more instructions

in parallel.

Accordingly, the present invention provides a multiple instruction parallel

issue/execution management system incorporated in a superscalar type
Processor for dynarﬁjcallyissums" and executlmg a plurality of
instructions in parallel, the system including a forward map buffer for
storing forward map information indicating whether or not a result value
generated by execution of a given instruction is used as in input operand
other instructions, the forward map information being stored in a
predetermined field of an instruction format, the forward map buffer
- storing the forward map information for the result value
before the result value corresponding to the given instruction is actually
generated, so that when the result value corresponding to the given
instruction is actually generated, an operand using the result value is
specified by using the previously stored forward map information
corresponding to the result value, and supplied to an instruction using the
result value as the input operand.
The above and other objects, features and advantages of the present
invention will be apparent from the following description of preferred
embodiments of the invention with reference to the accompanying

drawings.

Brief Description of the Drawings

Fig. 1 is a block diagram of an overall structure of 2 processor in
accordance with a first embodiment:

Figs. 2A and 2B illustrate two examples of forward map

information used in the first embodiment;

- 11 -
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Figs. 3A, 3B and 3C illustrate three instruction formats used in the
first embodiment ; ,

Figs. 4A and 4B illustrate a relation between a unidirectional
relative input operand number and a relative instruction number, used in
the first embodiment ; _

Figs. SA and 5B illustrate a relation between a bidirectional relative
input operand number and a relative instruction number, used in the first
embodiment ;

Fig. 6 is a block diagram of the multiple instruction parallel

issue/execution management unit in accordance with the first embodiment ;

Fig. 7 illustrates, in a simplified form, an internal structure of the
multiple instruction parallel issue/execution management unit in
accordance with the first embodiment;

Fig. 8 shows abbreviations indicated by the values stored in the
issue flags used in the first embodiment, and
corresponding meanings;

Fig. 9 shows abbreviations indicated by the values stored in the
execution flags used in the first embodiment, and
corresponding meanings;

Fig. 10 illustrates examples of the pipeline operation timing, in the

processor in accordance with the first embodiment;
Fig. 11 illustrates an example of the pipeline operation timing of

the multiple instruction paralle] issue/execution management unit in

accordance with the first embodiment; =

12 -
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Figs 12A, 12B and 12C illustrate three cases of the pipeline
operation timing in the processor in connection with two instructions
having a data dependency on the register, for explaining an operation of
the multiple instruction parallel issue/execution management unit in
accordance with the first embodiment ;

Fig. 13 illustrate examples of instruction code strings used in the
multiple instruction parallel issue/execution mapnagement unit in
accordance with the first embodiment ;

Fig. 14 illustrates the values of registers in the register file used in
the multiple instruction parallel issue/execution management unit in
accordance with the first embodiment ;

Fig. 15 illustrates the pipeline operation timing in the processor in
the case of the instruction code string shown in Fig. 13;

Fig. 16 illustrates the operation of the multiple instruction parallel
issue/execution management unit in accordance with the first embodiment,

in the case of t=1;

Fig. 17 illustrates the operation of the multiple instruction parallel
issue/execution management unit in accordance with the first embodiment,

in the case of t=2;

Fig. 18 illustrates the operation of the multiple instruction parallel
issue/execution management unit in accordance with the first embodiment,

.1n the case of t=3;

Fig. 19 illustrates the operation of the multi;)ic instruction parallel

issue/execution management unit in accordance with the first embodiment,

in the case of t=4;

- 13-
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Fig. 20 illustrates the operation of the multiple instruction parallel
issue/execution management unit in accordance with the first embodiment ,

in the case of t=5;

Fig. 21 illustrates the operation of the multiple instruction parallel
issue/execution management ugit in accordance with the first embodiment ,

in the case of t=6;

Fig. 22 illustrates the operation of the multiple instruction parallel
issue/execution management unit in accordance with the first embodiment

in the case of t=7;

Fig. 23 illustrates the operation of the multiple instruction parallel
issue/execution management unit in accordance with the first embodiment,

_in the case of t=8;

Fig. 24 illustrates the operation of the multiple instruction parallel

issue/execution management unit in accordance with the first embodiment,
_ in the case of t=9;

Fig. 25 illustrates an example of the forward map buffer in the
multiple instruction parallel issue/execution management unit in
accordance with the first embodiment ;

Fig. 26 illustrates an example of the forward map prefetch buffer
in the multiple instruction parallel issue/execution management unit in
accordance with the first embodiment ;

Fig. 27 illustrates an example of the bypass map buffer in the
multiple instruction paralle]l issue/execution management unit in
accordance with the first embodiment;

Fig. 28 illustrates the construction of the imstruction registration

entry in the instruction registration buffer in the multiple instruction

- 14 -
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parallel issue/execution management unit in accordance with the first

embodiment; .
Fig. 29 is a block diagram of the multiple instruction parallel

issue/execution management unit in accordance with a second embodiment ,

Fig. 30 is a block diagram illustrating a fundamental construction
of the prior art multiple instruction parallel issue/execution management
unit; and

Fig. 31, there is shown a block diagram illustrating a fundamental
construction of the prior art multiple instruction parallel execution

management unit.

Description of the Preferred embodiments

Now, embodiments of the present invention will be described with
reference to the drawings. In the following description, the multiple
instruction parallel issue management unit and the multiple instruction
parallel execution management unit will be considered as a whole as one
unit, which will be called a "multiple instruction parallel issue/execution
management unit”

Referring to Fig. 1, there is shown a block diagram of an overall

structure of the processor in accordance with a first embodiment.

The shown processor is designated with Reference Numeral 10, and
comprises an instruction fetch/decode unit 11, an instruction cache
memory 18, a multiple instruction parallel issue/execution management
unit 12, a register file 13, a memory access unit 14, arithmetic and logic
units (ALU) 15, a data cache memory 16 and a result bus 17, which are

coupled as shown.

- 15 -
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Although one memory access unit 14 and two arithmetic and logic
units 15 are shown, an arbitrary number of memory access units and an
arbitrary number of arithmetic and logic units can be provided. In
addition, when a plurality of arithmetic and logic units 15 are provided, it
is possible to adopt such a construction that the plurality of arithmetic and
logic units 15 has different internal constructions to perform different
operations. In the shown embodiment, one memory access unit 14 and
two arithmetic and logic units 15 are provided to be able to execute three
instructions at maximum in parallel. In addition, the instruction cache
memory 18 and the data cache memory 16 are not indispensable, and
therefore, the processor 10 can be coupled to access directly to an
external memory. The register file 13 internally includes a plurality of
registers 135. In the shown embodiment, the register file 13 internally
includes eight registers 135

The multiple instruction parallel issue/execution management unit
12 includes a decode information input terminal 121, a register file
writing terminal 123, a register file reading data terminal 124, three
instruction issuing terminals 125-1, 125-2 and 125-3, and a result input
terminal 126, as shown.

In the processor 10 shown in Fig. 1, the instruction cache memory
18 stores a strings of instructions arranged in the order of instruction
addresses. The processor 10 executes the instruction string in the order
of instruction adcifesses, except for the situation that a branch is executed
for a branch instruction. When the branch is executed for the branch
instruction, the processor processes an instruction string starting a branch

destination address designated by the branch instruction. In the
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following, the predetermined processing order of the instruction string as
mentioned above will be called a "program sequence”.

The instruction fetch/decode unit 11 simultaneously fetches a
plurality of instructions arranged in the instruction address order, from
the instruction cache memory 18. The instruction fetch/decode unit 11
decodes the plurality of instructions to designate the kind of the operation
and the registers 135 in which the reading/writing is performed. For
simplification of the description, it is assumed that one instruction
executes to write the result value into one register 135 at maximum
within the register file 13, and similarly, one instruction executes to read
input operands from two registers 135 at maximum within the register
file 13. In the shown embodiment, the instruction fetch/decode unit 11
can decode three instructions at maximum in parallel.

As regards the three decoded instructions, the instruction
fetch/decode unit 11 transfers a decoded instruction code (called an
“instruction code information"), information of the register 135 to be
written (called a "register write information”), and forward map
information, through the decode information input terminal 121 to the
multiple instruction parallel issue/execution management unit 12.
Information concerning the instructions supplied from the instruction
fetch/decode unit 11 to the multiple instruction parallel issue/execution
management unit 12 and held in the multiple instruction parallel
issue/execution management unit 12, —\;lill be called an “instruction
operation information”. In addition, the instruction fetch/decode unit 11
supplies the register write information and a register read information
(information of the register 135 to be read out), to the register file 13.

The forward map information will be described later.
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The multiple instruction parallel issue/execution management unit
12 temporarily stores in the instruction operation information concerning
the plurality of instructions transferred through the decode information
input terminal 121 from the instruction fetch/decode unit 11, Here, the
instruction which is stored in the multiple instruction parallel
issue/execution management unit 12 and which has not yet been issued to
the memory access unit 14 or the arithmetic and logic unit 15, is called a
‘not-yet-issued instruction". The multiple instruction parallel
issue/execution management unit 12, selects from the not-yet-issued
instructions, a plurality of instructions which are issuable because
necessary input operands are already complete, and then, simultaneously
issues the selected plurality of instructions through the instruction issue
terminals 125 to the memory access unit 14 and the arithmetic and logic
units 15. In this embodiment, the multiple instruction parallel
issue/execution management unit 12 can simultaneously issue three
instructions at maxirnum.

Here, the memory access unit 14 is used in a load/store 1gstruction
or when any instruction using a variable in the memory as an input
value/output value is executed. The memory access unit 14 access the data
cache memory 16. The arithmetic and logic units 15 processes an
arithmetic and long operation and a branch instruction. The memory
access unit 14 and the arithmetic and logic units 15 output the result value
(which are the result of the processing of a given instructions) to the
result bus 17.

The multiple instruction parallel issue/execution managernent unit
12 internally holds not only the instruction operation information

concerning the not-yet-issued instructions, but also the instruction
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operation information concerning the instructions each of which has
already been issued but is under execution (called an "under-execution
instruction) and the instructions each of which has been already executed
but has not yet been decided (called a "not-yet-decided instruction). In
other words, the multiple instruction parallel issue/execution management
unit 12 internally holds the information of all instructions which have
already been decoded but for which the result value has not been decided.

The multiple instruction parallel issue/execution management unit
12 receives through the result value input terminal 126 the result values
of three executed instructions at maximum supplied through the result bus
17, and internally temporarily holds the result values until the result
values have been decided. If the result values have been decided, the
multiple instruction parallel issue/execution management unit 12 writes
these result values through the register file write terminal 123 to the
register file 13. The result value in a not-yet-decided condition is called a
"not-yet-decided result value". The not-yet-decided result value is not
written into the register 13 and is held in the multiple instruction parallel
issue/execution management unit 12.

In the processor 10, issuing and execution of instructions are
performed after all necessary operands are complete. Therefore, there
may be a case that the instructions are issued and executed in the order
different from the program order of the instructions. When the
instructions have been executed in the order different from the proéfam
order, it is said that the execution and the result value of the instruction
have not yet been decided. In other words, the fact that a given
instruction has been decided or the result value of a given instruction has

been decided, means that the execution of the given instruction is
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completed, and the execution of all instructions to be executed before the
given instruction in the program sequence has been completed, so that the
execution and the result value of the given instruction can no longer be
revoked for various reasons including an interrupt, an exception and an
branch prediction failure.

When a given instruction designates the register 135 in the register
file 13 as an input operand, the multiple instruction parallel
issue/execution management unit 12 receives the data read out from the
designated register 135, through the register file reading data terminal
124. In addition, for any instruction, the multiple instruction parallel
issue/execution management unit 12 selects a plurality of not-yet-issued
instructions requiring the result value of the instruction, in accordance
with the forward map information which will be described later, and
executes an operation of forwarding the result value to the plurality of
not-yet-issued instructions. The multiple instruction parallel
issue/execution management unit 12 investigates whether or not all
necessary input operands for each instruction will be complete, by
reading from the register file 13 and forwarding the not-yet-decided
result value, and determines that the instruction, all pecessary input
operands for which will be complete, is issuable.

In the shown embodiment, in each instruction there is previously
designated an input operand using the result value of the instruction. The __
designation of the input operand is realized by having the forward map
information in the inside of each instruction generating the result value.
The multiple instruction paralle] issue/execution management unit 12
shown in Fig. 1 manages the multiple instruction paralle] issue/execution

management on the basis of this forward map information.
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Figs. 2A and 2B illustrate two examples of the forward map
information. Here, the forward map information is information
indicating which of succeeding instructions uses the result value of an
instruction as an input operand. An example of the forward map
information shown in Fig. 2A is called an "input operand designating
type", and an example of the forward map information shown in Fig. 2B
is called an "instruction designating type".

The input operand designating type forward map information
shown in Fig. 2A is constituted by arranging "D" items of one-bit
information. Here, "D" is an arbitrary positive integer, and indicates the
maximum number of the input operands for which the forward map
information can be designated. In the shown example, D=10, and when
the value of a (d)th bit counted from a rightmost bit in the forward map
information is “1", it indicates that an input operand of a relative input
operand number "d" viewed from the instruction designating the forward
map information, uses the result value of the same instruction. To the
contrary, when the value of the (d)th bit counted from the rightmost bit
in the forward map information is "Q", it indicates that the input operand
of the relative input operand number "d" viewed from the instruction
designating the forward map information, does not use the result value of
the same instruction. The relative input operand number will be
described later. _ |

The input operand designating type forward map information will
be described with reference to Fig. 2A. In the example shown in Fig. 2A,
the bits at the positions corresponding to the input operands of the relative
input operand numbers "3", "5" and "7" are 1", and the other bits are

"0". Accordingly, the forward map information indicates that the result
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value of the instruction containing the forward map information is used
by the input operand of the relative input operand numbers “3", "5" and
"7", but not used by the input operands of the other relative input operand
numbers.

The instruction designating type forward map information shown in
Fig. 2B is constituted by arranging "pxD" items of one-bit information.
Here, "D" is an arbitrary positive integer, and indicates the maximum
number of the input operands for which the forward map information can
be designated. "p" is an arbitrary positive integer, and indicates the
maximum number of the input operands which can be taken by the
arbitrary instruction. In the shown example, D=10 and p=2, and when
the value of a (pxd+q)th bit counted from a rightmost bit in the forward
map information is "1", it indicates that a (q)th input operand in a relative
input operand number "d"” viewed from the instruction designating the
forward map information, uses the result value of the same instruction.
To the contrary, when the value of the (pxd+q)th bit counted from the
rightmost bit in the forward map information is "0", it indicates that the
(@)th input operand in the relative input operand number "d" viewed
from the instruction designating the forward map information, does not
use the result value of the same instruction. The relative instruction
number will be described later.

The instruction designating type forward map information will be
described with reference to Fig. 2B. In the example shown in Fig. 2B,
the 2-bit forward map information corresponding to the respective
instructions are partitioned by "I". In Fig. 2B, for simplification of
explanation, two bits corresponding to each one instruction are

distinguished from each other by giving character labels "L" and "R".
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This labeling corresponds to the fact that, since two input operands exist
at maximum for each instruction, the two operands are called a "left input
operand” and a "right input operand”, respectively.

In the shown example, the bits at the positions corresponding to the
input operands "R", "L" and "R" in the relative instruction numbers "5",
"7" and "9" are "1", and the other bits are "0". Accordingly, the forward
map information indicates that the result value of the instruction
containing the forward map information is used by the right input
operand, the left input operand and right input operand in the instruction
of the relative instruction numbers "S", "7" and "9", but not used by the
other input operands of the other instructions.

As mentioned above, the forward map information used in the
preferred embodiment  makes it possible to designate a plurality of input
operands using the result value of the instruction concerned.

~ Figs. 3A, 3B and 3C illustrate the instruction formats used in the
preferred enbodiment.  As regards the arithmetic operation instruction and the
memory access instruction, Figs. 3A, 3B and 3C illustrate three
instruction formats including the forward map information.

The instruction format shown in Fig. 3A includes the forward map
information in addition to the fields which have existed in the prior art
instruction format of the arithmetic operation instruction and the memory
access instruction, and which designate an instruction code, a result value
register, a left operand register and a right operand register, respectively.
The instruction code field indicates the kind of the instruction to be
executed, and the result value register indicates the register number of the
register in which the result value is to be written (called a "result value

register” hereinafter). The left operand register field indicates the
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register number of the register from which the left operand is to be read
out (called a "left operand register" hereinafter), and the right operand
register field indicates the register number of the register from which the
right operand is to be read out (called a "right operand register”
hereinafter). In the forward map information field, there is stored the
above mentioned forward map information, namely, information
concerning which of input operands of succeeding instructions uses the
result value of the instruction concerned. This forward map information
can be easily obtained by investigating, in instruction strings using the -
prior art instruction format, which of left and right input operands of
which succeeding instructions uses the result value of the instruction
concerned.

As mentioned above, the multiple instruction parallel
issue/execution method in the first embodiment uses the forward map
information to directly give the result value of some instruction to an
input operand of other instructions. Therefore, by designating the
forward map information, there exist many cases in which it is no longer
necessary to designate the result value register and the left operand
register or the right operand register. In these cases, the corresponding
field in the shown instruction format is made blank.

The instruction format shown in Fig. 3B is different from the

instruction format shown in Fig. 3A in that a field for a forward map

- information extension flag is added. When it is unnecessary to designate

the result value register and the left operand register or the right operand
register as in the above mentioned case, this forward map information
extension flag is used to store the forward map information into the black
field and therefore to efficiently utilize the blank field. Namely, the
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forward map information extension flag indicates whether the result
register field, the left operand register field and the right operand
register field designate the result register, the left operand register and
the right operand register, reSpectivéIy, or alternatively stores the
forward map information. Incidentally, although not shown, in an
alternative embodiment, when it is unnecessary to designate the result
value register and the left operand register or the right operand register,
it is possible to omit the unnecessary field(s) to realize a variable length
instruction format.

In the instruction format shown in Fig. 3C, each of the arithmetic
operation instruction and the memory access instruction is constituted of
two fields designating the instruction code and the forward map
information, respectively. In this shown example of the instruction
format, namely, the result value register, the left operand register and the
right operand register are not designated. The instruction of this
instruction format receives all the input operands by receiving the result
values of other instructions by means of designation of the forward map
information, and supplies all the result value generated as the result of
execution of the instruction concerned to input operands of other
instructions by means of designation of the forward map information in
the instruction concerned.

In the example of this instruction format, a register access
instruction is provided as another instruction type. This register access
instruction is constituted of three field designating the instruction code,
the register and the forward map information, and is used for writing
into the register or reading from the register. When some value is read

out from the register, an input operand of another instruction using the

=25 -



10

15

25

read-out value is designated by the forward map information. In the
example of this instruction format, all of register accesses are realized by
the register access instruction.

In the above description, a conditional branch instruction and a
non-conditional branch instruction are not described. Since these
instructions generates no result value, it is sufficient if the branch
destination address are stored in the forward map information field and
the result value field of the instruction format for the arithmetic
operation instruction.

Figs. 4A and 4B and Figs. 5A and 5B illustrate a relation between
the relative input operand number and the relative instruction number,
used in the first embodiment. - Figs. 4A and 4B
illustrate a unidirectional type of the relative input operand number and
the relative instruction number, and Figs. 5A and 5B illustrate a
bidirectional type of the relative input operand number and the relative
instruction number.

Here, the unidirectional type means to number from an instruction
next to a given instruction or from input operands of the instruction next
to the given instruction, in‘ the order of instruction addresses. On the
other hand, the unidirectional type means to number from an instruction
located before a given instruction in the order of instruction addresses, or
from input operands of the before-located instruction, in the order of
instruction addresses. In 4A and 4B and Figs. 5A and 5B, squares
indicate instructions, and circles indicates operands of instructions. The
number indicated in a circle indicates the bit position within the forward
map information designating the corresponding input operand. In the

case that the relative input operand number is used, the bit position within
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the forward map information designating some input operand is consistent
with the relative input operand number of the same operand.

In the unidirectional type of the relative input operand number
shown in Fig. 4A, the relative input operand numbers are allocated, in
accordance with the order of instruction addresses, from a right input
operand of an instruction next to the given instruction, to a left input
operand of the instruction next to the given instruction, to a right input
operand of an instruction next to the instruction next to the given
instruction, and then to a left input operand of the instruction next to the
instruction next to the given instruction. Therefore, when the relative
input operand number is used, the bit position within the forward map
information designating a respective input operand corresponds to the
relative input operand number of the same operand.

In the unidirectional type of the relative instruction number shown
in Fig. 4B, the relative instruction numbers are allocated, in accordance
with the order of instruction addresses, from an instruction next to the
given instruction, to an instruction next to the instruction next to the
given instruction. This relative instruction numbers are indicated within
the squares, respectively. When the relative instruction number is used,
the bit position within the forward map information designating a
respective input operand, is calculated for example as shown in Fig. 4B.
As shown in Fig. 4B, in the forward map information designated by using
the relative instruction numbe_r; when the number of the input operand(s)
is smaller than the maximum operand number which can be taken in an
arbitrary instruction, not-used bit positions are generated in the forward
map information. In the shown example, the third and fifth bit positions

correspond to no input operand.
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In the bidirectional type of relative input operand number shown in
Fig. 5A, the relative input operand numbers are allocated, in accordance
with the order of instruction addresses, by considering as a starting point
instruction an instruction located before a given instruction in the order
of instruction addresses, from a right input operand of the starting point
instruction, to a left input operand of the starting point instruction, to a
right input operand of an instruction next to the starting point instruction,
and then to a left input operand of the instruction next to the starting
point instruction. When the relative input operand number is used, the bit
position within the forward map information designating a respective
input operand corresponds to the relative input operand number of the
same operand.

In the bidirectional type of relative instruction number shown in
Fig. 5B, the relative instruction numbers are allocated, in accordance with
the order of instruction addresses, by considering as a starting point
instruction an instruction located before a given instruction in the order
of instruction addresses, from the starting point instruction, to an
instruction next to the starting point instruction, and then to an instruction
next to the instruction next to the starting point instruction. This relative
instruction numbers are indicated within the squares, respectively. When
the relative instruction number is used, the bit position within the forward
map information designating a respective input operand, is calculated for
example as shown in Fig. 5B. Similarly, in the forward map information
designated by using the bidirectional type of relative instruction number,
when the number of the input operand(s) is smaller than the maximum
operand number which can be taken in an arbitrary instruction, not-used

bit positions are generated in the forward map information.
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As mentioned above, when the relative input operand number is
used, all the bits within the forward map information correspond to input
operand numbers. On the other hand, when the relative instruction
number is used, there is a case in which bits corresponding to no input
operand exist in the forward map information. From a viewpoint of a
recording density, the relative input operand number is more efficient,
but the relative instruction number is more excellent in the point that it is
easy to understand correspondence between the instruction and the input
operand number. In the following description, explanation will be made
on only cases in which the relative instruction number is used.

In addition, in the forward map information using the
unidirectional type relative instruction number and relative input operand
number, it is possible to have only the forward map information for input
operands in instructions succeeding to the given instruction in the order
of instruction addresses. On the other hand, in the forward map
information using the bidirectional type relative instruction number and
relative input operand number, it is possible to have the forward map
information for input operands in instructions preceding and succeeding
to the given instruction in the order of instruction addresses. This is
advantageous when the program sequence is different from the order of
instruction addresses by for example a branch instruction jumping to an
instruction before the branch instruction in the order of instruction
addresses, because it is possible to have the forward map information in
accordance with the program sequence. In any case, which is used, can be
set for each instruction independently of other instructions. In the
following description, explanation will be made on only the unidirectional

forward map information.
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The multiple instruction parallel issue/execution management
method in accordance with the preéent invention is realized with the
multiple instruction parallel issue/execution management unit 12 shown in
Fig. 1, by using the instruction format including the forward map
information as explained with reference to Figs. 2A to 5SB. The units
included in the processor 10 other than the multiple instruction parallel
issue/execution management unit 12 are the same as those included in a
processor based on the prior art superscalar technology, and further
explanation thereof will be omitted. In the following, therefore, the
multiple instruction parallel issue/execution management unit 12 will be
described.

Referring to Fig. 6, there is shown a block diagram illustrating the
construction of the multiple instruction parallel issue/execution
management unit 12 in the first embodiment , As
shown in Fig. 6, the multiple instruction parallel issue/execution
management unit 12 includes an instruction registration buffer 1200, a
forward map buffer 1210, a bypass map buffer 1220, a result value
registration buffer 1230, an instruction issuing buffer 1240, an
instruction issuing control unit 1250, an instruction execution control unit
1260, a operand forwarding control unit 127 and a shifter 1280, coupled
as shown.

Fig. 7 illustrates, in a simplified form, an internal structure of the_.
instruction registration buffer 1200, the forward map buffer 1210, the
result value registration buffer 1230, the instruction issuing buffer 1240,
and the instruction issuing control unit 1250, for illustrating an operation
of the multiple instruction parallel issue/execution management unit in

accordance with the first embodiment. In Fig. 7,
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for the purpose of making it easier to understand the operation, external
and internal connection of respective blocks are omitted. In the
following, the construction and the operation of the multiple instruction
paralle] issue/execution management unit 12 will be described.

The instruction registration buffer 1200 holds the instruction code
information and the two input operands of each of the not-yet-issued
instructions, the under-execution instructions and the not-yet-decided
instructions. As shown in Fig. 7, the instruction registration buffer 1200
is constituted by arranging "N" instruction registration entries 1205 in N
columns. Here, "N" is a total number of the not-yet-issued instructions,
the under-execution instructions and the not-yet-decided instructions,
whose instruction operation information can be held in the multiple
instruction parallel issue/execution management unit 12. In the example
shown in Fig. 7, N=10.

In the instruction registration buffer 1200, the instruction operation
information is registered in the instruction registration entries 1205 in the
order of instructions decoded in accordance with the program sequence of
the instructions. In Fig. 7, the numbers given to ome column of
instruction registration entry 1205 is so that a smaller number means an
instruction at an early position in the program sequence. However, when

the instruction operation information is registered until a 10th column

_instruction registration entry 1205, a next instruction operation

information is cyclically registered until a first column instruction
registration entry 1205. In the following, an "x"th instruction indicates an
instruction stored at the "x"th column instruction registration entry 1205.
In addition, when in the instruction registration buffer 1200 there is no

lostruction registration entry 1205 which can register a new instruction
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operation information, the instruction fetch/decode unit 11 stops
supplying of the instruction operation information.

Each one instruction registration entry 1205 comprises an
instruction code part 1202, a left operand part 1203 and a right operand
part 1204. The instruction code part 1202 stores the instruction code, and
the left operand part 1203 and the right operand part 1204 stores two
operands at maximum for each one instruction. When only one input
operand is used, the left operand part 1203 is used to store the input
operand.

The instruction registration buffer 1200 includes instruction
registration entry designation input terminals 1201, an instruction code
registration terminal 1206, an instruction output terminal 1207, an
operand forward input terminal 1208, and a register operand input
terminal 1209. The instruction registration entry designation input
terminals 1201 include "N" instruction registration entry designation
input terminals 1201 corresponding to the "N" instruction registration
entries 1205.

The forward map buffer 1210 stores the forward map information
designated in the instruction as mentioned above. The forward map
buffer 1210 is constituted of forward bits 1215 arranged in the form of a
square matrix of NxN. Here, "N" is the maximum number of the
instructions which can be held in the multiple instruction parallel
issue/execution management unit 12. In the example shown in Fig. 7,
N=10 as mentioned above. As shown in Fig. 7, one row of forward bits
1215 is called a forward source entry 1216.

This forward source entry 1216 stores the forward map

information in each instruction. One forward source entry 1216 stores
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the two-bit forward map information indicating dependency between one
result value and an input operand of a certain instruction. The number of
forward bits in the forward source entry 1216, namely, "N", must be
larger than the number of succeeding instructions which can be designated
by the forward map information in each instruction, namely, "D*
mentioned above.

A "y"th row forward source entry 1216 holds the forward map
information of the "y"th instruction held in the multiple instruction
paralle] issuc/execution.management unit 12. Here, assume that the
two-bit information at the "x" column and at the "y” row is "ab". Each of
"a" and "b" is one-bit information. If “a"is "1, it means that the result
value of the "y"th instruction is used as a left operand of the "x"th
instruction, and if "a" is "0", it is not used. In addition, if "b" is "1%, it
means that the result value of the "y"th instruction is used as a right
operand of the "x"th instruction, and if "b" is "0", it is not used. For
example, when the flag at the position of y=7 and z=5 is "1 1", it means
that the result value of the 5th instruction is used as a left operand and a
right operand of the 7th instruction.

As will be described later, the forward map information stored in
the forward map buffer 1210 is used for realizing a function of
transferring the not-yet-decided result value to the input operand of the
not-yet-issued instruction._ ~This function is called an "operand forward".
The operand forward indicates an gﬁeration of writing a desired
not-yet-decided result value into the left operand part 1203 and the right
operand part 1204 of the instruction registration entry 1205 storing the

not-yet-issued instruction.
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The forward map buffer 1210 includes forward map
registration/output control terminals 1211, forward map output/issue flag
input terminals 1212, and forward map registration terminals 1213. The
forward map registration/output control terminal 1211, the forward map
output/issue flag input terminal 1212, and the forward map registration
terminals 1213 respectively include "N" terminals corresponding to the
forward bits 1215 of the N rows and the N columns.

The bypass map buffer 1220 is constituted of bypass bit parts of J
rows and K columns. Here, "J" indicates the number of instructions,
execution of which are simultaneously completed, and K" shows the
number of instructions which can be issued simultaneously. In the
example shown in Fig. 7, J=3 and K=3. This corresponds to the
construction of the processor 10 shown in Fig. 1. Each of the bypass bit
parts 1225 stores two-bit information indicating whether or not the
not-yet-decided result value is bypassed to the left and right input
operands of the instruction issue entry 1245 in the instruction 1ssue buffer
1240. One row of the bypass bit parts 1225 is called a "bypass source
entry” 1226.

The respective bypass source entries 1226 in the bypass map buffer
1220 correspond to the result values generated in the memory access unit
14 and the arithmetic and logic units 15 and 15, respectively. For
example, in the example shown in Fig. 7, a first row bypass source entry
1226 corresponds to the result value generated in the memory access unit
14 shown in Fig. 1, and a second row bypass source entry 1226
corresponds to the result value generated in the arithmetic and logic unit
15 positioned adjacent to the memory access umit 14 in Fig. 1. A third

row bypass source entry 1226 corresponds to the result value generated in
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the arithmetic and logic unit 15 positioned at a right side in Fig. 1. Each
column in the bypass map buffer 1220 corresponds to a column of
instruction issue entries 1245, at the same column position, in the
instruction issuing buffer 1240. Therefore, if the bypass bit part 1225 at
the second row and at third column is "10" as shown in Fig. 7, it means
that the result value generated in the arithmetic and logic unit 15
positioned adjacent to the memory access unit 14 in Fig. 1, is bypassed to
the left operand part 1243 of the instruction at the third column
instruction issue entry 1245 in the instruction issue buffer 1240. The
operand bypass operation will be described later.

The bypass map buffer 1220 includes a bypass map
registration/output control terminal 1221, a bypass map output terminal
1222, and a bypass map registration terminal 1223. The bypass map
output terminal 1222 includes "K" terminals, and the bypass map
registration terminal 1223 includes "J" terminals.

The result value registration buffer 1230 stores the not-yet-decided
result values of the "N" instructions held in the multiple instruction
parallel issue/execution management unit 12 | The result value
registration buffer 1230 includes "N" result value registration entries
1235, and a "y"th result value registration entry 1235 stores the result
value corresponding to the "y"th instruction. Each result value
registration entry 1235 includes a result value part 1232 for actually
holding the result value, an execution flag part 1231 for stoHng an
execution flag indicative of an execution condition of each instruction,
and a register number part 1233.

The result value registration buffer 1230 includes a write register

designation terminal 1234, result value registration entry designation
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input terminals 1239, a result value registration terminal 1236 and a
result value output terminal 1237. The result value registration entry
designation input terminals 1239 include "N” terminals.

The instruction issuing buffer 1240 temporarily holds the
not-yet-issued instructions which can be issued in a next operation cycle.
The instruction issuing buffer 1240 includes instruction issuing entries
1245 of "K" columns corresponding to the number of instructions which
can be issued simultaneously. In the example shown in Fig. 7, the
instruction issuing buffer 1240 includes three instruction issuing entries
1245, to correspond to the processor 10 shown in Fig. 1. Each
instruction issuing entry 1245 includes the instruction code part 1242, the
left operand part 1243 and the right operand part 1244, which
temporarily stores the instruction code information, the left operand and
the right operand of the instruction to be issued.

Respective instruction issuing entries 1245 of the instruction issue
buffer 1240 correspond to the memory access unit 14 and the arithmetic
and logic units 15 and 15, respectively, to which the respective
instructions are to be supplied. For example, in the example shown in
Fig. 7, a first column instruction issuing entry 1245 holds the instruction
to be issued to the memory access unit 14 shown in Fig. 1, and a second
column instruction issuing entry 1245 holds the instruction to be issued to
the arithmetic and logic unit 15 positioned adjacent to the memory access
unit 14 in Fig. 1. A third column instruction issuing entry 1245 holds the
instruction to be issued to the arithmetic and logic unit 15 positioned at a
right side in Fig. 1.

The instruction issue buffer 1240 includes a bypass map input

terminal 1241, an instruction issuing terminal 1246, an instruction
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receiving terminal 1247 and an operand bypass input terminal 1248. The
bypass map input terminal 1241 includes "K" terminals.

The instruction issuing control unit 1250 controls the instruction
registration buffer 1200, concerning into which of the instruction
registration entries 1205 a new instruction is to be registered, into which
of the instruction registration entries 1205 the not-yet-decided result
value is to be forwarded as an operand, from which of the instruction
registration entries 1205 an instruction is to be transferred to the
instruction issue buffer 1240. The instruction issuing control unit 1250
internally comprises issue flag parts 1255 and a forward map prefetch
buffer 1258. The issue flag parts 1255 includes "N" flag parts, each of
which holds an issue flag indicative an issue condition of a corresponding
instruction registration .cntry 1205. The forward map prefetch buffer
1258 temporarily holds the information of the forward source entries
1216 corresponding to the "J" rows. Therefore, the forward map
prefetch buffer 1258 is composed of forward source entries 12586
arranged in "J" rows and each composed of "N" forward bit parts 12585.
Each of the forward bit parts 12585 temporarily stores the two-bit
content of the forward bit part 12135, as it is. Here, "J" is the maximum
number of instructions, execution of which can be completed
simultaneously. In the eXample shown in Fig. 7, J=3. The forward
source entries 12586 of the forward map prefetch buffer 1258
correspond to the result values of the memory access unit 14 and the two
arithmetic and logic units 15, respectively, similarly to the bypass source
entries 1226. This correspondence is determined to be similar to the

bypass source entries 1226 at the same row.
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The instruction issuing control unit 1250 includes forward map
input/issue flag output terminals 1251, instruction registration entry
designation output terminals 1252, a control information input/output
terminal 1253, bypass map output terminals 1254, and an instruction
registration control terminal 1256. The forward map input/issue flag
output terminals 1251 and the instruction registration entry designation
output terminals 1252 respectively include "N" terminals, and the bypass
map output terminals 1254 include "J" terminals.

The instruction execution control unit 1260 controls as to designate
the result value and the register number of which instruction is registered
into which result value registration entry 1235 in the result value
registration buffer 1230, to designate the result value of which result
value registration entry 1235 is decided, and to control the execution flags
in the execution flag parts 1231 of the respective result value registration
entries 1235. The instruction execution control unit 1260 includes result
value registration entry designation output terminals 1262, a control
information input/output terminal 1263, and an instruction execution
control terminal 1264. The result value registration entry designation
output terminals 1262 include "N" terminals.

The operand forwarding control unit 127 manages the registration
of the forward map information, and controls into which input operand
the not-yet-decided result value is forwarded. The operand forwarding
control unit 127 includes forward map registration/output indication
terminals 272, a control information input/output terminal 1273, a
forward map registration control terminal 1274, and a shift width
designation output terminal 1275. The forward map registration/output

indication terminals 272 include "N" terminals.
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The shifter 1280 shifts the forward map information designated in
the instruction by a left cyclic shifting and by a "0" extension, and then,
causes the forward map information thus processed, to be stored in the
forward map buffer 1210. The shifter 1280 includes a forward map
input terminal 1281, forward map output terminals 1281 and a shift width
designation output terminal 1283,

The following summary indicates where an arbitrary instruction
("n"th instruction) whose instruction operation information is managed by
the multiple instruction parallel issue/execution management unit 12, is
stored.

(1) In the "n"th column instruction registration entry 1205, the
instruction code information and the left and right input operands are
stored.

(2) In the "n"th column issue flag part 1255, the issue flag is stored.

(3) In the "n"th row forward source entry 1216, the forward map
information is stored.

(4) In the "n"th row result value registration entry 12335, there are
stored the result value and the register number where the execution flag
and the result value are to be written.

In the following, all the above mentioned entries will be called in
combination, as an instruction operation information management entry
1290 for the "n"th instruction. For example, the instruction operation
information management entry 1290 shown in Fig. 7 is for a sixth
instruction. When the instruction fetch/decode unit 11 transfers the
instruction operation information for a plurality of instructions, to the
multiple instruction parallel issue/execution management unit 12, the

instruction operation information for the plurality of instructions are
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written into a plurality of instruction operation information management
entries 1290. Basically, the instruction operation information
management entry 1290 having a smaller number corresponds to an early
instruction in the program sequence, but since the instruction operation
information management entries 1290 are cyclically used, the instruction
operation information next to the instruction operation information stored
into the "N"th column instruction operation information management
entry 1290, is stored into the first column instruction operation
information management entry 1290.

Fig. 8 illustrates the status taken by the issue flag stored in the issue
flag part 1255. The status of the issue flag of an "n"th column issue flag
part 1255 indicates the status concerning the issuing, of the "n"th
instruction stored in the "n"th instruction operation information
management entry 1290. The status designated by the issue flag
abbreviation "em" indicates that the corresponding instruction operation
information management entry 1290 is in an empty condition having no
effective instruction operation information. The status designated by the
abbreviation "-" indicates that the decoded instruction is received and
registered, but whether or not it is issuable has not yet been checked. The
status designated by the abbreviation “rd" indicates that all necessary input
operand are complete and the instruction is issuable. The status
designated by the abbreviation "wa" indicates that all necessary input
operand have not yet become complete and the instruction is not issuable.
The status designated by the abbreviation "is" indicates that the instruction
has already been issued.

Fig. 9 illustrates the status taken by the execution flag stored in the

execution flag part 1231. The status of the execution flag of an "n"th row
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execution flag part 1231 indicates the status concerning the execution, of
the "n"th instruction stored in the "n"th instruction operation information
management entry 1290. The status designated by the execution flag
abbreviation "em" indicates that the corresponding instruction operation
information management entry 1290 is in an empty condition having no
effective instruction operation information. The status designated by the
abbreviation "ni" indicates that the corresponding instruction has not yet
been issued. The status designated by the abbreviation "ex" indicates that
the corresponding instruction has already been issued and is béing
executed by the memory access unit 14 or the arithmetic and logic unit
15. The status designated by the abbreviation "es” indicates that the
corresponding instruction has already been issued in a speculative
condition based on a branch prediction and is being executed by the
memory access unit 14 or the arithmetic and logic unit 15. The status
designated by the abbreviation "do" indicates that the execution of the
corresponding instruction has already been completed, and a
not-yet-decided result value is obtained. The status designated by the
abbreviation “"ds” indicates that the execution of the corresponding
instruction has already been completed in the speculative condition based
on the branch prediction, and a not-yet-decided result value is obtained.

When the issue flag corresponding to some instruction operation

information management entry 1290 is "em"”, a corresponding execution

flag is necessarily "em"”. If the issue flag assumes any of "-", "rd"” and
"wa", the corresponding execution flag is "ni". If the execution flag is
any of "ex", "ex”, "do" and "do", the corresponding issue flag is "is". By
comparing with definition of the not-yet-issued instruction, the

under-execution instruction and the not-yet-decided instruction, the
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not-yet-issued instruction is an instruction whose 1issue flag assumes any of
".", "rd" and "wa". The under-execution instruction is an instruction

whose execution flag assumes any of "ex" and "es”, and the
not-yet-decided instruction is an instruction whose execution flag assumes
any of "do" and "ds". The result of execution of a given instruction is
decided when the condition of the given instruction is "do” and the
conditions of all the instructions fetched and decoded before the given
instruction in time are "do”. The conditions "es” and "ds" are changed
into "ex" and "do", respectively, when it has been found that the branch
prediction is correct, and the speculative condition is dissolved. If it has
been found that the branch prediction is not correct, all the
not-yet-decided result values of the under-execution instructions and the
not-yet-decided instructions after the branch prediction are canceled.

Fig. 10 illustrates examples of the pipeline operation timing, in the
processor 10 shown in Fig. 1. Fig. 10 shows, as an example, the most
basic pipeline timing for simplifying the following description. The
shown pipeline timing is based on a typical pipeline operation in the prior
art superscalar processor.

Fig. 10 illustrates that a memory access instruction operates in a
six-stage pipeline, and an arithmetic operation instruction and a branch
instruction operate in a five-stage pipeline. "IF" indicates a pipeline stage
for executing an instruction fetch, and "ID" indicates a pipeline stage for
-e-chuting an instruction decoding. "ID" indicates a pipeline stage for
executing an instruction dispatch, and "EX1" and "EX2" indicate a
pipeline stage for executing an operation. "WB" indicates a pipeline stage
for executing the writing back to the register or the memory. If the

instruction cannot be immediately issued, the DP stage is repeated in a
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plurality of cycles. In addition, if a desired data does not exist in the data
cache memory 16, the EX1 stage is repeated in a plurality of cycles.

Fig. 11 illustrates how the operation of the multiple instruction
parallel issue/execution management unit 12 is executed in respective
pipeline stages. The related pipeline stages "ID", "DP", "EX2" and "WB"
are shown with being divided into a first half and a second half of the
cycle. In a second half of the ID stage, the instruction registration
operation is executed. In a first half of the DP stage, the operand
registration operation is executed, and in a second half of the DP stage,
the instruction issuing operation is executed. In a first half of the EX2
stage, the operand forwarding reserving operation is executed, and in a
second half of the EX2 stage, the operand bypassing operation is
executed. In a first half of the WB stage, the execution ending (or
completing) operation is executed, and in a second half of the WB stage,
the operand forwarding operation is executed.

Now, the operation of the multiple instruction parallel
issue/execution management unit 12 will be described with reference to
Figs. 6 to 11, with being divided into the above mentioned seven basic
operations, namely, the instruction registration, the operand registration,
the instruction issuing, the operand forwarding reserving, the operand
bypassing, the execution ending (or completing), and the operand
forwarding, separately. In the following description, these operations
concerning one given instruction will be described. However, in the
multiple instruction parallel issue/execution mapagement unit 12, a
plurality of instructions simultaneously cause the same or different
operations. In addition, it should be understood that, unless specially

noted, the forward map information and the instruction format of the
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instruction including the forward map information are the same although
any construction is taken.

First, the instruction registration operation will be described. In
the instruction registration, the instruction operation information
concerning a plurality of instructions, transferred from the instruction
fetch/decode unit 11 through the decode information input terminal 121,
are stored in empty instruction operation information management entries
1290, respectively. The instruction issue control unit 1250, the
instruction execution control unit 1260 and the operand forwardiné
control unit 1270 respectively receive through the instruction registration
control terminal 1256, the instruction execution control terminal 1264
and the forward map registration control terminal 1274, an instruction as
to the number of instructions to be registered, and commonly have the
information concerning the empty instruction operation information
management entries 1290 through the control information input/output
terrninals 1253, 1263 and 1273. Thus, it is determined to arrange the
instruction operation information in the order in accordance with the
program sequence. Here, "empty” indicates that both the issue flag and
the execution flag are "em". The issue flag and the execution flag
corresponding to the registered instruction operation information
management entry 1290 become "-" and "ni", respectively.

As mentioned above, the instruction operation information
management entries 1290 are cyclically used. Namely, when one
instruction is registered in the 10th instruction operation information
management entry 1290, an instruction next to the one instruction in the
program sequence is registered in the first instruction operation

information management entry 1290. If there is no empty instruction
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operation information management entry 1290, the instruction
fetch/decode unit !l stops the transfer of the instruction operation
information.

As mentioned hereinbefore, the instruction operation information is
constituted of the instruction code information, the register writing
information and the forward map information. The instruction code
information is stored through the instruction code registration terminal
1206 to the instruction code part 1202 of the instruction code buffer
1200. The register writing information is stored through the write
register designation terminal 1234 to the register number part 1233 of the
result value registration buffer (register map buffer) 1230. The forward
map information is subjected to the left cyclic shifting and the "0"
extension by the shifter 1280, and then, is stored through the forward
map registration terminal 1213 into the forward source entry 1216 of the
forward map buffer 1210.

The width of the left cyclic shifting in the shifter 1280 is controlled
through the shift width control terminal 1283 by the operand forwarding
control unit 1270. For example, assuming that the forward map
information of a given instruction is to be registered in the "n"th row
forward source entry 1216, the forward map information is cyclically
shifted in a left direction by 2xn bits. Here, the left cyclic shifting means
that when the forward map information is overflowed from the left end
of the }orward source entry 1216, the overflowed po—fﬁon is set into the
right side of the forward source entry 1216. In the forward source entry
1216, a portion which is filled with the forward map information
obtained by the left cyclic shifting, is filled with the value "0". This is the

"0" extension.
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The reason for executing the left shifting by the shifter 1280 as
mentioned above, is that the forward map information uses the relative
instruction number obtained from the given instruction. The reason for
setting the forward map information overflowed from the left end of the
forward source entry 1216, into the right side of the forward source
entry 1216, is that the instruction operation information management
entries 1290 are cyclically used. In addition, the reason for performing
the "0" extension, is that when the forward source entry 1216 can hold
the forward map information of the input operands in a range wider than
that covered by the forward map information designated in the
instruction, the operand forwarding is never conducted to the input
operand corresponding to the difference.

Incidentally, at the time of registering the forward map
information, if the forward map information is of the unidirectional type,
when the forward bit part 1215 in some column becomes to include the
value "1" as the result of the registration, the issue flag part 1255
corresponding to that column must have the issue flags other than "wa”
and "-", in the condition before the registration. If this condition is not
satisfied, even if the instruction operation information management entry
1290 itself is registrable, the instruction registration operation is stopped
until the condition is satisfied. The forward map buffer 1210 performs
the above mentioned control by reading the status of the issue flags
through the forward map output/issue flag input terminals 1212. On the
other hand, if the forward map information of the bidirectional type is
used, this control is not necessary.

Next, the operand registration operation will be described. In this

operand registration, the input operand read out from the register file 13
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is registered in the instruction registration buffer 1200. The input
operand is supplied through the register file read data terminal 124, and
supplied through the register operand input terminal 1209 to instruction
registration buffer 1200. Which of the left or right input operand parts
the input operand is registered in, is designated through the instruction
registration entry designation input terminal 1201 by the instruction issue
control unit 1250.

When the not-yet-decided result value corresponding to the register
135 designated as the input operand exists in the result value registratiori
buffer 1230, it is not possible to read the input operand from the register
file 13. In this case, in the shown embodiment, until the corresponding
not-yet-decided result value is written into the register file 13, it is not
allowed to register the input operand. Therefore, the instruction
repeatedly executes the DP stage. Here, the register file 13 stores and
manages the register busy information indicating whether or not the
values stored in each register 135 can be used as the input data, similarly
to the prior art.

When all the necessary operands become complete by the reading
from the register file 13 and the operand forwarding reserving operation
which will be explained later, the instruction issue control unit 1250 sets
the issue flag part 1255 corresponding to the given instruction, to the "rd"
condition. Otherwise, it is set to the "wa" condition.

Now, the instruction issuing operation will be described. The
instruction registration buffer 1200 is investigated to find out, the
instruction registration entries 1205 in the "rd" condition, and the
instruction registration entries 1205 to be actually issued are selected

from the instruction registration entries 1205 in the "rd" condition. The
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instruction operation information of the selected instruction registration
entries 1205 is transferred through the instruction output terminal 1207
to the instruction issue entry 1245. Here, as mentioned above, to which
of the instruction issue entries 1245 the instruction is outputted, is
determined by to which of the memory access unit 14 and the arithmetic
and logic units 14 the instruction is to be issued. The information of the
forward map prefetch buffer 1258 of the column corresponding to the
selected instruction registration entry 1205 is transferred through the
bypass map output terminal 1254 to the column in the bypass map buffer
1220, which is the same column position as the transfer destination
column of the instruction issue entry 1245. For example, assuming that
the instruction operation information in the "n"th column instruction
registration entry 1205 is transferred to the "m"th column instruction
registration entry 1245, the content of the "n"th columa in the forward
map prefetch buffer 1258 is transferred to the "m"th column of the
bypass map buffer 1220.

As mentioned above, the respective instruction issue entry 1245 in
the instruction issue buffer 1240 corresponds to the memory access unit
14 or the arithmetic and logic unit 15 or 15, which is the instruction issue
destination. In the embodiment shown in Fig. 7, for example, the first
column instruction issue entry 1245 holds the instruction to be issued to
the memory access unit 14, and the second column instruction issue entry
1245 holds the instruction to be issued to the central arithmetic and logic
unit 15. The third column instruction issue entry 1245 holds the

instruction to be issued to the right side operation unit 15.
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Thereafter, at a heading of the succeeding EX1 or EX2 stage, the
instruction is actually issued from the instruction issue buffer 1240 to the
mermory access unit 14 or the arithmetic and logic unit 15 or 15.

Next, the operand forwarding reserving operation will be
described. In the first half of the EX2 stage, it becomes apparent that the
execution of the given instruction is completed in a next cycle.
Therefore, the multiple instruction parallel issue/execution management
unit 12 selects the not-yet-issued instruction(s) which uses the result value
of the given instruction as the input operand, and checks whether or not
all the input operands of the selected instruction have become complete,
and then, sets the corresponding issue flag to "rd" when the operands have
become complete. Specifically, the following operation is executed.

Now, assume that the "n"th instruction enters in the EX2 stage.
The operand forwarding control unit 1270 receives this information from
the instruction execution control unit 1260 through the control
information input/output terminal 1273, and access to the "n"th row
forward source entry 1216 in the forward map buffer 1210 through the
forward map output indication terminal 1272. The 2N-bit information in
the "n"th row forward source entry 1216 is read out through the "N"
forward map output/issue flag input terminals 1212, and supplied to the
instruction issue control unit 1250. As mentioned above, the read-out
2N-bit information of the "n"th row forward source entry 1216 indicates
which of instruction —I;SCS the result value of the "n"th instruction as the
left operand or the right operand. The instruction issue control unit 1250
checks this forward map information and the status of the "N" issue flag
parts 1255, so as to find out from the instruction registration entries 1205

having the issue flag of "-" or "wa", an instruction whose input operands
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become complete by forwarding the result value of the "n"th instruction.
Then, the issue flag of the found-out instruction is set to "rd".

For example, when the forward map information given by some
column forward map input/issue flag output terminal 1251 1s "11", since
all the input operands become complete, the issue flag of that column is
brought to "rd". Alternatively, when the forward map information given
by some column forward map input/issue flag output terminal 1251 is
"10", if the corresponding instruction has already received the right
operand, since all the input operands become complete, the issue flag of
that column is brought to "rd".

The information of the forward source entry 1216 supplied to the
instruction registration buffer 1200 is temporarily stored in the forward
map prefetch buffer 1258 in the instruction issue control unit 1250. The
respective forward source entry 12588 in the forward map prefetch
buffer 1258 is previously determined to correspond to the result value
generated from which of the memory access unit 14 and the arithmetic
and logic units 15. For example, the first row forward source entry
12588 corresponds to the result value of the memory access unit 14 of the
processor 10 shown in Fig. 1, the second row forward source entry
12588 corresponds to the result value of the central arithmetic and logic
unit 15. The third row forward source entry 12588 corresponds to the
result value of the right side arithmetic and logic unit 15.

Now, the operand bypassing operation will be explained. With the
operand forwarding reserving, the corresponding issue flag part 1255 is
brought to the "rd" condition before the input operands actually become
complete in an instruction registration entry 1205. Therefore, by the

above mentioned instruction issue operation, before the input operands
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actually become complete, the instruction operation information of the
instruction registration entry 1205 is transferred to the instruction issue
buffer 1240, and therefore, the instruction becomes an instruction to be
issued. In the operand bypassing operation, in order to cope with this
situation, the necessary input operand is bypassed from the result bus 17
directly to the instruction issue buffer 1240. Specifically, the following
operation is conducted.

In the second half of the EX2 stage, the result value is generated by
the memory access unit 14 or the arithmetic and logic unit 15, and then,
transferred to the result bus 17. This result value is supplied through the
result input terminal 126 and the operand bypass input terminal 1248 to
the instruction issue buffer 1240, so that, if there is the instruction issue
entry 1245 requiring the result value as the input operand, the result
value is written into the left operand part 1243 or the right operand part
1244 of the instruction issue entry 1245 requiring the result value. Here,
whether or not such an instruction issue entry 1245 exists, is instructed
through the bypass map input terminal 1241 by the bypass map
information registered in the bypass map buffer 1220 by the instruction
issue operation.

Similarly to the forward map prefetch buffer 1258, each row of the
bypass map buffer 1220 is previously determined to hold the bypass map
information corresponding to the result value of which of the memory
access unit 14 and the arithmetic and logic units —1--5. For exa-ﬁiple, the
first row of the bypass map buffer 1220 corresponds to the result value of
the memory access unit 14 of the processor 10 shown in Fig. 1, the
second row of the bypass map buffer 1220 corresponds to the result value

of the central arithmetic and logic unit 15. The third row of the bypass
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map buffer 1220 corresponds to the result value of the right side
arithmetic and logic unit 15. Respective columns of the bypass map
buffer 1220 correspond to respective column instruction issue entries
1245 in the instruction issue buffer 1240.

Next, the execution ending (or completing) operation will be
described. The result value supplied through the result value input
terminal 126 is registered through the result value registration terminal
1236 to the result value registration entry 1235 within the result value
registration buffer 1230 and corresponding to the given instruction. Into
which of the result value registration entries 1235 the result value is to be
registered, is designated by the instruction execution control unit 1260
through the result value registration entry designation output terminal
1262. The execution flag part 1231 corresponding to the registered result
value registration entry 1235 is set to "do” or “ds".

When the result value written by the execution ending operation or
the already written not-yet-decided result value is decided, the decided
result value is written into the register file 13 in the execution ending
operation. The result value stored in which of the result value
registration entries 1235 is decided, is designated by the instruction
execution control unit 1260 through the result value registration entry
designation output terminal 1262. The instruction operation information
management entry 1290 corresponding to the decided result value is set to
the "em” condition. _

Now, the operand forwarding operation will be described. As
mentioned above, by the operand forwarding reserving operation in the
EX?2 stage corresponding to a given instruction, an instruction using the

result value of the given instruction is specified. In the operand
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forwarding operation in the WB stage for the specified instruction, the
obtained result value is registered into the left operand part 1203 and the
right operand part 1204 in the instruction registration buffer 1200.

Which result value is registered into which left operand part 1203
and which right operand part 1204, is instructed, in the operand
forwarding operation for the given instruction, by the content of the
forward source entry 12586 previously held in the forward map prefetch
buffer 1258. Namely, the result value is forwarded to and registered into
the left operand part 1203 or the right operand part 1204 corfespondi.ng
to the value "1" of the forward map information in the forward source
entry 12586. Depending upon the result value of which of the memory
access unit 14 and the arithmetic and logic units 15 corresponds to the
result value to be registered, the operand forwarding to be executed in
accordance with the forward map information of which of the forward
source entries 12586, is unambiguously determined.

In order to supplement to the above mentioned description of
various operations, Figs 12A, 12B and 12C illustrate the pipeline
processing of two instructions in the case that the result value of an
instruction A is used as the input operand of an instruction B, by
assuming three pipeline operation timings. Here, it is assumed that all
input operands of the instruction A can be read from the register file 13,
and input operands of the instruction B become complete by the operand
forwarding from the instruction A.

Figs 12A illustrates the case in which the instruction A and the
instruction B are simultaneously fetched and decoded. Since necessary
operand of the instruction A become complete in the operand registration

operation in the DP stage, the issue flag is set to "rd", and in the
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instruction issue operation, the instruction A is selected as an instruction
to be actually issued, and executed in the next EX2 stage. On the other
hand, as regards the instruction B, the forward map information
registered in the instruction registration operation indicates that the
instruction B requires the result value of the instruction Accordingly, in
the operand registration operation of a first DP stage, necessary operand
of the instruction B do not become corhplete, and therefore, the issue flag
is brought to "wa". In the operand forwarding reserving operation of the
EX2 stage for the instruction A, using the forward map information of
the instruction B registered in the instruction registration operation, it is
notified that the input operand required by the instruction B is generated
as the result value of the instruction A in a next cycle, and therefore, the
issue flag of the instruction B is brought to "rd". Accordingly, in the
instruction issue operation of the DP stage in a second cycle, the
instruction B is selected as an instruction to be actually issued, and
simultaneously, the result value of the instruction A is bypassed to the
instruction issue buffer 1240 in the operand bypassing operation, so that
the instruction B is executed in a next cycle. The result value of the
instruction A is registered and forwarded to the result value buffer 1230
and the instruction registration buffer 1200 in the execution ending
operation and the operand forwarding operation of the WB stage,
respectively. When the result value of the instruction A is registered into
the result value buffer 1230 there is used the forward map information
stored in the forward map prefetch buffer 1258 in the operand
forwarding reserving operation of the EX2 stage for the instruction A.
Figs 12B illustrates the case in which the instruction A and the

instruction B are fetched and decoded at such different tiﬁm'ngs that the
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instruction B is delayed form the instruction A by one cycle. Since
necessary operand of the instruction A become complete in the operand
registration operation in the DP stage, the issue flag is set to "rd", and in
the instruction issue operation, the instruction A is selected as an
instruction to be actually issued, and executed in the next EX2 stage. On
the other hand, as regards the instruction B, in the operand forwarding
reserving operation of the EX2 stage for the instruction A, it is possible
to know that the input operand required by the instruction B is generated
as the result value of the instruction A in a next cycle, and therefore, the
issue flag of the instruction B is brought to "rd". Accordingly, in the
instruction issue operation of the DP stage, the instruction B is selected as
an instruction to be actually issued, and simultaneously, the result value of
the instruction A is bypassed to the instruction issue buffer 1240 in the
operand bypassing operation, so that the instruction B is executed in a
next cycle. The result value of the instruction A is registered and
forwarded to the result value buffer 1230 and the instruction registration
buffer 1200 in the execution ending operation and the operand
forwarding operation of the WB stage, respectively.

Figs 12C illustrates the case in which the instruction A and the
instruction B are fetched and decoded at such different timings that the
instruction B is delayed form the instruction A by two cycles. In this
case,. the EX2 stage for the instruction A and the ID stage for the
instruction B are executed at the same pipeline timing, and the WB stage
for the instruction A and the DP stage for the instruction B are executed
at the same pipeline timing. In the operand forwarding reserving
operation of the EX2 stage for the instruction A, since the instruction B is

still 1n the ID stage, the instruction B has not yet been registered in the
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multiple instruction parallel issue/execution management unit 12.
However, by the forward map information of the instruction A, the result
value of the instruction A is forwarded to the instruction operation
information registration entry 1290 into which the instruction B will be
registered. In the WB stage of the instruction A, the result value of the
instruction A is registered and forwarded to the result value buffer 1230
and the instruction registration buffer 1200 by the execution ending
operation and the operand forwarding operation, respectively. In the
operand registration operation of the DP stage of the instruction B, since
it can be known by the above mentioned operand forwarding reserving
operation that the input operands are complete, the issue flag is set to
"rd". In the instruction issue operation, the result value of the instruction
A operand-forwarded to the instruction registration buffer 1200 is used
as the operand of the instruction A, and then, is transferred together with
the instruction code information to the instruction issue buffer 1240. The
instruction B is executed in a next cycle. At this pipeline timing, the input
operand can be obtained without intermediary of the operand bypassing

operation.
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Now, the operation of the multiple instruction parallel
issue/execution management unit 12 .

_will be described more specifically, with reference to a simple
instruction code string.

Fig. 13 shows an example of the instruction string for illustrating
the operation of the multiple instruction parallel issue/execution
management unit 12 _ . The
shown instruction code string is prepared in accordance with the
instruction format 1 shown in Fig. 3A. "rl", “r2" and the like indicates
the number of the registers 135. Each instruction includes the instruction
code, the register 135 into which the result value is to be written, the
register 135 from which the left input operand is to be read out, the
register 135 from which the right input operand is to be read out, and the

forward map information, which are arranged in the named order. In the
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shown example, therefore, each instruction includes five instruction codes
having as a instruction code the unidirectional type forward map
information using the relative instruction number.

At the right side of the instruction string, there is given an
explanation of an operation of each instruction. "LoL" or "LnR" ("n" is
positive integer) means the operand forwarding to the left input operand
or the right input operand of an instruction labeled "Ln" ("Ln" is
indicated at a leftmost position in Fig. 13). A portion indicated by the
blank "_" shows to receive an input operand by the operand forwarding.
In addition, the result value generated by execution of each instruction is
shown at a rightmost position in Fig. 13.

In the multiple instruction parallel issue/execution management
method, . the forward map
information is used to directly indicate, within each instruction, that the
result value of an instruction is used as the input operand of another
instruction. Therefore, there are many cases that it is not necessary to
designate a register for the result value or the input operand. In the
shown example, a portion where a register designation is not necessary, is
shown as the blank.

Fig. 14 illustrates the value of the respective registers 135 within
the register file 13 used in connection with the above description.

Fig. 15 illustrates a pipeline operation timing in the case of the
instruction code string shown in Fig. 13. ln Fig. 15, "t" is a variable
indicating the pipeline cycle number. In the shown example, each three
instructions are simultaneously fetched and decoded, and three
instructions at maximum are simultaneously executed from the

instructions, input operands of which become complete. In a cycle of
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t=10, execution of the final instruction is completed, and the result value
of all the instructions have been decided.

Figs. 16 to 24 illustrates the operation of the multiple instruction
parallel issue/execution management unit 12 when the example shown in
Figs. 13 to 15 is executed. Figs. 16 to 24 show the internal conditions of
the instruction registration buffer 1200, the forward map buffer 1210,
the bypass map buffer 1220, the result value registration buffer 1230, the
instruction issuing buffer 1240, and the instruction issuing control unit
1250, in accordance with the example shown in Fig. 7, but in nine
different pipeline cycles from t=1 to t=9, respectively. In Figs. 16 to 24
and in the following description, the condition of t=j (J=1 to 9) should be
understood to indicate the condition after the operation of the "j"th cycle
has been completed but before the operation of the "j+1"th cycle has not
yet been started. In Figs. 16 to 24, in addition, the internal conditions
having no relation to the operation are shown in the blank form, for
avoiding complicated drawings.

In the condition of t=1 shown in Fig. 16, first three instructions
exists in the ID stage. Namely, the shown condition shows that the
registration operation for the first three instructions has been completed.
In the instruction registration buffer 1200, some number of operands are
given with "?". This means that an operand has not yet been registered.
One operand is given with "x". This means that only one operand is used
in the instruction. The forward map information of the respective
instructions are registered in the forward map buffer 1210 after they are
subjected to the left-shifting and the O-extension. Since the operand
registration is not conducted, the issue flags for the three instruction are

in the condition.
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In the condition of t=2 shown in Fig. 17, the first three instructions
are in the DP stage, and second three instructions are in the ID stage. The
first and second instructions, which have become the "rd" condition by
fetching all necessary operands from the register file 13, have been
transferred to instruction issue entries 1245 of the instruction issue buffer
1240 determined in accordance with the kind of the instruction, in the
instruction issue operation. Since the input operands for the third
instruction are not yet complete, the third instruction is brought into the
"wa" condition.

In the condition of t=3 shown in Fig. 18, the first and second
instructions as mentioned above are issued and therefore are in the EX1
stage. The fourth instruction has become the "rd" condition by fetching
all necessary operands from the register file 13, and has been transferred
to the instruction issue buffer 1240. Since the "add" instruction of the
first instruction is in the EX2 stage, the operand forwarding reserving
operation for this first instruction is executed. The forward map
information of the first row forward source entry 1216 is transferred to
the second row of the forward map prefetch buffer 1258. The second
row is designated as a transfer destination, because the first instruction
("add" instruction) was issued from the second row instruction issue entry
1245. In Fig. 18, the first column of the forward map buffer is given
with "2" together with an arrow. In addition, in this cycle, there is no
instruction which becomes the "rd" condition by the operand forwarding
reserving operation. By the instruction registration operation for the
seventh instruction, the register number of the result value writing
destination is registered in the register number part 1233 of the seventh

row result value registration entry 1235.
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In the condition of t=4 shown in Fig. 19, the seventh to ninth
instructions are in the DP stage, and the instruction registration operation
for these instructions are conducted. The first instruction ("add"
instruction) is in the WB stage, and therefore, the result value of the first
instruction is written into the result value registration buffer 1230 by the
execution ending operation. By this operation, the result value of the first
instruction has been decided, and therefore, the first instruction operation
information management entry 1290 is brought to the "em" condition.
Furthermore, by the operand forwarding operation, this result value is
forwarded to the right operand of the fifth instruction ("and” instruction),
in accordance with the forward map information temporarily stored in
the forward map prefetch buffer 1258 in the preceding cycle. Since the
second instruction and the fourth instruction are in the EX?2 stage, the
operand forwarding reserving operation is executed, so that the forward
map information for these instructions is transferred to the first row and
the second row of the forward map prefetch buffer 1258, and the third
instruction and the fifth instruction are brought into the "rd” condition.
In the instruction issue operation, the forward map information of the
columns in the forward map prefetch buffer 1258, corresponding to these
instructions, (hatched in Fig. 19), is transferred to the second column and
the third column of each of the instruction issue Buffer 1240 and the
bypass map buffer 1220, respectively. With the operand bypassing
operation, and in accordance with the instruction shown by the bypass
map buffer 1220, the result value of the second instruction and the fourth
instruction are bypassed to the right operand part 1244 in the second

column and the third column in the instruction issue buffer 1240.
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In the condition of t=5 shown in Fig. 20, since the execution of the
second instruction is completed and decided, the instruction operation
information management entry 1290 for this second instruction is brought
to the "em" condition. In addition, since the execution of the fourth
instruction is completed but has not yet been decided, the result value of
the fourth instruction is written into the fourth result value registration
entry 1235, and the corresponding execution flag is set to the "do"
condition. The result value of these instructions are forwarded into the
instruction registration buffer 1200 by the operand forwarding operation.
Since the third and fourth instructions are in the EX2 stage, the issue flags
of the sixth and seventh instructions are brought into the "rd" condition
by the operand forwarding reserving operation. These sixth and seventh
instructions are transferred together with the corresponding bypass map
information to the instruction issue buffer 1240 and the bypass map
buffer 1220. On the instruction issue buffer 1240, the result values of the
second and fourth instructions are bypassed to the input operands of these
instructions.

In the condition of t=6 shown in Fig. 21, the execution of the third
and fifth instructions are completed, the results of the execution of the
third to fifth instructions are decided. The execution results of the third
and fifth instructions are forwarded to the instruction registration buffer
1200 by the operand forwarding operation. In this cycle, the seventh
instruction is in the_EXZ stage, but since the forward map information for
this instruction is all "0", there is no instruction for causing the issue flag
into "rd" by the operand forwarding reserving operation.

In the condition of t=7 shown in Fig. 22, the execution of the

seventh instruction is completed, and the result value of the seventh
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instruction is written into the result value registration buffer 1230. In
addition, the sixth instruction is in the EX2 stage, and the forward map
information of this instruction is read out to the forward map prefetch
buffer 1258, by the operand forwarding reserving operation. Since the
issue flags for the eighth and ninth instructions are brought into the "rd"
condition, these instructions and the corresponding bypass map
information are transferred to the instruction issue buffer 1240 and the
bypass map buffer 1220, by the instruction issue operation. The
instruction issue buffer 1240 is bypassed by the operand bypass operation
in connection with the result value.

In the condition of t=8 shown in Fig. 23, the execution of the sixth
instruction is completed, and therefore, the result values of the sixth and
seventh instructions are decided. The result value of the seventh
instruction is written back to the register file 13 from the result value
registration buffer 1230. In addition, the result value is forwarded to the
instruction registration buffer 1200 by the operand forwarding operation.
Furthermore, the eight and ninth instructions are executed, but the
execution of the "branch" instruction of the eighth instruction has not yet
been completed, the "store” instruction of the ninth instruction is executed
in the speculative execution condition on the basis of a branch prediction
that the branch does not hold, and therefore, the execution flag is brought
to the "es"” condition. _

In the condition of t=9 shown in Fig. 24, the execution of the
"branch” instruction of the eighth instruction is completed, and it is found
that the branch did not hold. Therefore, the execution flag for the ninth

instruction is brought from the "es" condition into the "ex" condition. In

addition, since the execution of the eighth instruction is decided, the
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instruction operation information management entry 1290 for the eighth
instruction is brought to the "em"” condition.

As mentioned above, by supplying the result value of an instruction
to an input operand of another instruction by using the forward map
information and by means of the operand forwarding or the operand
bypassing, the instructions can be executed and the execution can be
completed from instructions whose operand(s) has become complete,
without using a comparator.

Referring to Fig. 25, there is shown a block diagram illustrating an
example of the forward map buffer 1210 incorporated in the multiple
instruction parallel issue/execution management unit 12 shown in Fig. 6.
In order to correspond to the above mentioned description, Fig. 25 shows
only a construction for registering the forward map information for one
instruction and for reading the forward map information for one result
value. Furthermore, the registration of the forward map information is
executed in the instruction registration operation, and the reading of the
forward map information is executed in the operand forwarding
reserving operation.

As shown in Fig. 25, the forward map buffer 1210 includes a
number of memory cells 12105 arranged in the form of matrix having
"N" rows and "2N" columns. Each pair of adjacent memory cells 12105
in a row direction constitute one foreword bit part 215. One row of _.
mcrr;é)ry cells 12015 correspond to one forward source entry 1216. The
forward map buffer 1210 has "N" word lines 12106 and "2N" bit lines
12107, so that one memory cell 12105 is located at each of intersections
between the word lines 12106 and the bit lines 12107 and is connected to

one word line 12106 and on bit line 12107 at the intersection.
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First, the registration of the forward map information in the
instruction registration operation will be described. The forward map
information subjected to the left cyclic shifting and the "0" extension by
the shifter 1280, is supplied through the forward map registration
terminals 1213. Into which of the forward source entries 1216 the
supplied forward map information is to be registered, namely, into which
of memory cell rows in Fig. 25 the supplied forward map information is
to be registered, is instructed through the forward map
registration/output terminals 1211. The two-bit forward map
information supplied through each of the forward map registration
terminals 1213 is supplied to a write circuit 12102, which receives the
issue flag given through a corresponding selector 12104 and a
corresponding forward map output/issue flag input terminal 1212. When
the value of the issue flag "-" or "rd" and at least one bit of two bits of
forward map information is "1', the forward map information is not
registered and the registration is stalled until the value of the issue flag
becomes a value other than "-" and "rd". Otherwise, the write circuit
12102 drives a pair of adjacent bit lines 12107 to signal levels designated
by the two-bit forward map information. On the other hand, by a word
line driver 12101 connected to the forward map registration/output
control terminal 1211 given with the value "1", all the memory cells
connected to the word line driven to the value "1" are put into a writable
condition. Thus, the signal values of the respective bit lines 12107 are
written into the memory cells connected to the word line driven to the
value "1".

Next, the reading of the forward map information in the operand

forwarding reserving operation will be described. One row of memory
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cells 12105 to be read out are designated through the forward map
registration/output control terminals 1211, so that only the word line
12106 corresponding to the designated row is driven to the signal value
"1", and the other word lines are driven to the signal value "0". Thus,
only the forward map information stored in the memory cells 12106 of
the row driven to the signal value "1", is read out to the bit lines 12107
by reading circuits 12103, and then, outputted through the selector 12104
and the forward map output/issue flag input terminals 1212.

In the example shown in Fig. 25, considering that only one word
line 12106 and one bit line 12107 are shown for one instruction, in the
actual forward map buffer 1210, a plurality of word lines and a plurality
of bit lines are provided. Specifically, assuming that "L" instructions are
simultaneously decoded and "K" instructions are simultaneously issued,
the word lines and the bit lines of the number equal to a larger one of "L"
and "K", are required.

Referring to Fig. 26, there is shown a block diagram illustrating an
example of the forward map prefetch buffer 1258 incorporated in the
multiple instruction parallel issue/execution management unit 12 shown in
Fig. 6. Similarly to Fig. 25, Fig. 26 shows a construction for receiving
and outputting the forward map information concerning one result value
and for outputting the bypass map information for one instruction issue.
As mentioned above, the receiving of the forward map information is
executed in the operand for\iz;fding reser;ing operation, and the
outputting of the forward map information is executed in the operand
forwarding operation. The outputting of the bypass map information is

executed in the instruction issue operation.
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The forward map prefetch buffer 1258 includes a number of
memory cells 12585 arranged in the form of a matrix having "J" rows
and "2N" columns. "J" is the maximum number of instructions, execution
of which can be simultaneously completed. Each pair of adjacent
memory cells 12585 in a row direction constitute one foreword bit part
12585. One row of memory cells 12585 correspond to one forward
source entry 12586. Each memory cell is connected to one row direction
word line 125861, one column direction word line 125862, one row
direction bit line 125871 and one column direction bit line 125872. Thus,
the forward map prefetch buffer 1258 of the shown embodiment
constitutes a so called orthogonal memory in which each of the word line
and the bit line extends in a vertical direction and in a horzontal
direction.

First, the receiving of the forward map information in the operand
forwarding reserving operation, will be described. The forward map
information read out from the forward map buffer 1210, is used for
controlling the issue flag in the instruction issue control unit 1250, and
thereafter, is supplied from the forward map input terminals 125801 to
the forward map prefetch buffer 1258, and then, applied through write
circuits 12582 to the column direction bit lines 125872. Into which of the
rows the forward map information is registered, is instructed from the
instruction issue control unit 1250 through the forward map input/output
control terminals 125804, by driving the row direction word lines
125861 by word line drivers 12581 connected to the forward map
input/output control terminals 125861.

When the forward map information is outputted in the operand

forwarding operation, one of the row direction word lines 125861 is
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selected and driven by the forward map input/output control terminals
125804, so that the forward map information on the selected row is
outputted through the column direction bit lines 125872 connected to
reading circuits 12583 and the forward map output terminals 125805.

The outputting of the bypass map information in the instruction
issue operation is executed as follows: From which of the columns the
forward map information is outputted as the bypass map information, is
instructed from the instruction issue control unit 1250 through the bypass
map input terminals 125801 and word line driver 12581 connected
between the bypass map input terminals 125801 and the column direction
word lines 125862. Here, the column instructed is the same column of
the instruction registration entry storing the instruction to be issued, in
the instruction registration buffer 1200. Thus, the column direction word
line 125862 corresponding to the column instructed is selected, so that the
forward map information on that column is outputted as the bypass map
information through the row direction bit lines 125871, a reading circuits
12583 connected to the row direction bit lines 125871, and the bypass
map output terminals 1254.

In the example shown in Fig. 26, considering that only one row
direction word line 125861, one column direction word line 125862, one
row direction bit line 125871 and one column direction bit line 125872
are shown for one instruction, in the actual forward map prefetch buffer
1258, a plurality of row direction word lines, a plurality of column
direction word lines, a plurality of row direction bit lines and a plurality
of column direction bit lines are provided. Specifically, assuming that
"K" instructions are simultaneously issued and “J" instructions are

simultaneously executed and ended, "J" row direction word lines 125861
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and "J" column direction bit lines 125872, and "2K" column direction
word lines 125862 and "2K" row direction bit lines are required.

Referring to Fig. 27, there is shown a block diagram illustrating an
example of the bypass map buffer 1220 incorporated in the multiple
instruction parallel issue/execution management unit 12 shown in Fig. 6.
Similarly to Fig. 26, Fig. 27 shows a construction for registering the
bypass map information for one instruction issue and for outputting the
bypass map information for one result valué. As mentioned above, the
registration of the bypass map information is executed in the instruction
issue operation, and the output of the bypass map information is executed
in the operand bypassing operation.

The forward map buffer 1220 includes a number of memory cells
12205 arranged in the form of a matrix having "J" rows and "2N"
columns. "J” is the maximum number of instructions, execution of which
can be simultaneously completed. "K" is the maximum number of
instructions which can be simultaneously issued. Each pair of adjacent
memory cells 12205 in a row direction constitute one bypass bit part
1225. One row of memory cells 12205 correspond to one bypass source
entry 1226. Each memory cell is connected to one row direction word
line 12206, one column direction word line 12208, one row direction bit
line 12209 and one column direction bit line 12207. Thus, the forward
map buffer 1220 of the shown embodiment constitutes the orthogonal

_;ﬁemory in which each of the word line and the bit line extends in a
vertical direction and in a horizontal direction.

First, the registration of the bypass map information in the
instruction issue operation, will be described. The bypass map

information read out from the forward map prefetch buffer 1258 is
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inputted through the bypass map registration terminals 1223 and
associated write circuits 12202 to the row direction bit lines 12209. Into
which of the columns the bypass map information is to be registered, is
instructed, in accordance with the instructions to be issued, from the
instruction issue control unit 1250 through the bypass map
registration/output control terminal 1221 connected to a decoder 12204
having a number of decode outputs connected through word line drivers
12201 to the column direction word lines 12208. Thus, the bypass map
information is registered into the memory cells 12205 connected to the
selected column direction word line 12208.

Next, the output of the bypass map information in the operand
bypassing operation will be described. From which of the columns the
bypass map information is to be outputted, is instructed, in accordance
with the generated result value, from the instruction execution control
unit 1260 through the bypass map registration/output control terminal
1221 connected to a decoder 12204 having a number of decode outputs
coonected through word line drivers 12201 to the row direction word
lines 12206. Thus, the bypass map information in the memory cells
12205 connected to the selected row direction word line 12206, is read
out through the column direction bit lines 12207, associated reading
circuits 12203 and the bypass map output terminals 1222.

In Fig. 27, considering that only one row direction word line
12206, one column direction word line 12208, one row direction bit line
12209 and one column direction bit line 12207 are provided for one
instruction, in the actual bypass map buffer 1220, a plurality of row
direction word lines 12206, a plurality of column direction word lines

12208, a plurality of row direction bit lines 12209 and a plurality of
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column direction bit lines 12207 are provided. Specifically, assuming
that "K" instructions are simultaneously issued and “J" instructions are
simultaneously executed and ended, "J" row direction word lines 12206,
"J" plurality of column direction bit lines 12207, "2K" column direction
word lines 12208 and "2K" row direction bit lines 12209 are required.

Referring to Fig. 28, there is shown a block diagram illustrating the
construction of one instruction registration entry 1205 in the instruction
registration buffer 1200 incorporated in the multiple instruction parallel
1ssue/execution management unit 12 shown in Fig. 6. Fig. 28 illustrates a
connection relation between the input/output terminals of the instruction
registration buffer 1200 and the instruction code part 1202, the left
operand part 1203 and the right operand part 1204.

The instruction registration entry designation terminal 1201 is
connected through an instruction code registration designating line 12012
to the instruction code part 1202, through a left operand registration
designating line 12013 to the left operand part 1203, through a right
operand registration designating line 12014 to the right operand part
1204, and through an instruction operation information output
designating line 12011 to the instruction code part 1202, the left operand
part 1203 and the right operand part 1204. These lines are signal lines
for controlling the registration and the outputting of the instruction code
part 1202, the left operand part 1203 and the right operand part 1204.

When the instruction code is reg1stered the instruction code
supplied through the instruction code registration terminal 1206 is
registered into the instruction code part 1202 designated from the
instruction registration entry designation terminal 1201 through the

instruction code registration designating line 12012. When left and/or
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right the input operand is registered, the input operand supplied through
the register operand input terminal 1209 or the operand forward input
terminal 1208, is registered to the left operand part 1203 or the right
operand part 1204 or both, designated from the instruction registration
entry designation terminal 1201 through the left operand registration
designating line 12013 or through the right operand registration
designating line 12014. When the operand is registered into the left
operand part 1203, the signal value supplied to the instruction registration
entry designation terminal 1201 is "10", and when the operand is
registered into the right operand part 1204, the signal value supplied to
the instruction registration entry designation terminal 1201 is "01".
When the operand is registered into both the left and right operand parts
1203 and 1204, the signal value supplied to the instruction registration
entry designation terminal 1201 is "11". When the instruction operation
information is outputted, the instruction operation information is
outputted to the instruction output terminal 1207 from the instruction
registration entry 1205 designated from the instruction registration entry
designation terminal 1201 through the instruction operation information
output designating line 12011.

When the operand forwarding operation is executed, the two-bit
forward map information is supplied from the instruction registration
entry designation terminal 1201. Respective bits of the two-bit forward
map information are supplied to the left operand registration designating
line 12013 and the right operand registration designating line 12014,
respectively, one bit for one line. Thus, the above mentioned selection of
the left operand part 1203 and the right operand part 1204, can be

realized. Therefore, when the input operand is registered in the operand
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forwarding operation, one operand can be registered into any number of
the left operand parts 1203 and any number of the right operand parts
1204, differently from the case that the instruction code is registered.

Referring to Fig. 29, there is shown a block diagram of another
construction example of the multiple instruction parallel issue/execution
management unit 12. In Fig. 29, elements similar to those shown in Fig.
6 are given the same Reference Numerals, and explanation thereof will be
omitted.

The second example of the multiple instruction parallel
issue/execution management unit 12 shown in Fig. 29 is different in
construction from the first example of the multiple instruction parallel
issue/execution management unit 12 shown in Fig. 6, in that the
instruction execution control unit 1260 has a result value registration
entry designation terminal 1265, which is connected to the register file
read data terminal 124, and in that the result value registration buffer
1230 has a result value tentative output terminal 1238, which is connected
to the register operand input terminal 1209.

Furthermore, the multiple instruction parallel issue/execution
management unit 12 shown in Fig. 29 is different from the multiple
instruction parallel issue/execution management unit 12 shown in Fig. 6,
in the operation when the result value to be written into the register 135
designated by a given instruction as an input operand, still exists in the
result value registration buffer 1230. In this case, in the multiple
instruction parallel issue/execution management unit 12 shown in Fi g. 6,
the operand registratioq operation for the given instruction is stalled until

the result value is written into the register 135.
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In this case, on the other hand, in the multiple instruction parallel
issue/execution management unit 12 shown in Fig. 29, the number of the
result value registration entry 1235 having the result value is received
through the register file read data terminal 124 from the register file 13,
and supplied through the result value registration entry designation
terminal 1265 to the instruction execution control unit 1260. This
instruction execution control unit 1260 instructs to read the result value
from the result value registration entry 1235 in the result value
registration buffer 1230, and to register the result value read out through
the result value tentative output terminal 1238, to the instruction
registration buffer 1200 through the register operand input terminal
1209.

The multiple instruction parallel issue/execution management units
12 shown in Figs. 6 and 29 are characterized in that the instruction
operation information management entries are cyclically used. This can
be realized by using the construction of a cyclic FIFO (first-in, first-out)
buffer. Alternatively, the multiple instruction parallel issue/execution
management units 12 can be constructed by using a shift type FIFO
buffer. In this case, as soon as the execution of an instruction is decided
and the instruction operation information of that instruction is erased, the
content of the instruction operation information management entry 1290
of a next instruction is shifted into the instruction operation information
management entry 1290 which has become empty. If the construction is
adopted, the shifter 1280 is no longer necessary. Instead, it is required
that the instruction registration buffer 1200 and the instruction issue
control unit 1250 have a right shifting mechanism in the row direction,

and the forward map buffer 1210 has a shifting mechanism into a right-
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down diagonal direction, and the result value registration buffer 1230 has
a down shifting mechanism in the column direction.

In the above mentioned multiple instruction parallel issue/execution
management units, the forward map information is previously encoded
and included in an instruction, and after the instruction decoding, the
forward map information is registered in the forward map buffer, and
furthermore, just before the result value is generated by the execution of
the instruction, the forward map information is read out from the
forward map buffer, and the dependency between the result value and
input operands is specified. Since the dependency between the result
value and input operands is statically previously given, the multiple
instruction parallel issue/execution management unit no longer requires a
large amount of comparators and parallel Opefation of the large amount
of comparators, which were required in the prior art.

The forward map buffer used in the multiple instruction parallel
issue/execution management unit 12 has a regulated memory cell array
construction as mentioned above. In addition, by holding the forward
map information corresponding to some result value, as a one-row
information connected to one word line, it is possible to easily realize the
registration and reading of the forward map information by a writing and
reading operation in a conventional memory. Accordingly, the forward
map buffer can remarkably reduce the complication, the circuit scale and
the consumed electric power, in comparison with the not-yet-issued
instruction entry and the executed instruction entry in the prior art
multiple instruction parallel issue/execution management unit constructed

by adding a number of comparators to each one memory cell.
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In the prior art multiple instruction parallel issue/execution
management unit, the detection of the dependency between the result
value and the input operands and the forwarding of the result value to the
input operands, were reactively executed. Here, "reactively” indicates
that the input operand side waits for the necessary result value and
receives the necessary result value when the necessary result value is
generated. In this method, it is necessary to compare the register number
and the instruction tag by using a large number of comparators as

mentioned above.

On the other hand, the multiple instruction parallel issue/execution

mEragement unit in accordance with the preferred embodiments of the present invention, actively

executes the detection of the dependency between the result value and the
input operands and the forwarding of the result value to the input
operands. Here, "actively” indicates that the result value side has the
knowledge that there exists an input operand requires the result value of
the result value side, and in accordance with the knowledge, the result
value side positively supplies the result value to the input operand side
when the result value is generated. In this method, it is no longer
necessary to compare the instruction tag by using a large number of
comparators as mentioned above. |
Furthermore, the simultaneous parallel multiple access to the
register file has become a bottle neck, similarly to the parallel operation
of a large number of comparators, in issuing and executing a plurality of
instructions in parallel on the basis of the prior art superscalar

technology. However, the multiple instruction parallel issue/execution

management unit in accordance with the’pref‘er'red embodiments of the present invention is configured

to give the result value directly to the input operand by the operand
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forwarding operation. As a result, it is possible to reduce the number of
accesses to the register file, including the writing of the result value into
the register file and the reading of the input operand from the regatta file.

In addition, the forward map information used in the multiple
instruction parallel issue/execution management unit in accordance with
the preferred embodiments of the present invention, can simply be generated by using an object
conversion from the program code using the instruction set a:rchitecture
of the prior art microprocessor. The reason for this is as follows: Into
which of registers the result value is to be written, and which of the
registers is designated by the input operand, are statically shown in the
program code, and therefore, by analyzing this information, it is possible
to statically know the dependency between the result value and the input
operand. For the same reasoning, it is possif)le to compile from a high
level language program without any progra:ﬁ.

Moreover, the forward map information used in the multiple
instruction parallel issue/execution management unit in accordance with
the preferred embodiments of the-present invention, indicates the dependency between the result
value of a given instruction and input operands of instructions, which succeed to
the given instruction in a predetermined range or which precede and
succeed to the given instruction in a predetemﬁned range. Therefore, it
is possible to show the dependency of any number of input operands if
these input operands are included in the predetermined range. In a
program code processed by a processor, there are frequently generated
such a situation that the result value of a given instruction is used as an
input operand by many instructions in a neighboring range. Therefore, a
more efficient multiple instruction parallel issue/execution management

unit can be realized by the forward map information as mentioned above.
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The invention has thus been shown and described with reference to
the specific embodiments. However, it should be noted that the present
invention is in no way limited to the details of the illustrated structures
but changes and modifications may be made within the scope of the
appended claims.

For example, a plurality of instruction issue buffers can be
provided in place of the only one instruction issue buffer, so that the
instruction issue buffers are separately used in accordance with the kind
of the instruction to be issued.

In addition, in place of transferring only issuable instructions from
the instruction registration buffer to the instruction issue buffer, whether
or not the instruction is issuable, is checked on the instruction issue
buffer. In this case, the issue flag is moved from the instruction issue
control unit to the instruction issue buffer.

The above mentioned description did not explain whether or not the
embodiments includes a floating-point arithmetic unit. The embodiments
can be used as without modification other than replacing the arithmetic
and logic unit by a floating-point arithmetic unit

Furthermore, in the forward map buffer, the forward map prefetch
buffer and the bypass buffer, each bit line is constituted of a single line,
but can be constituted of a pair of a complementary signal lines.

- As mentioned above, the processor including the multiple

mstmcnon parallel 1ssuc/execuuon management unit in accordance with tre

' pref‘er'r'ed e!rbodlments of the present invention, is characterized in that the forward map buffer is

provided within the multiple instruction parallel issue/execution
management unit, and the dependency between the result value and the

input operands is statically designated in the instruction, and held in the
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forward map buffer. With this arrangement, it is possible to forward the
result value to the input operand with using no comparator. In addition,
the operation required for all the multiple instruction parallel
issue/execution management is realized by the writing operation and the
reading operation to the memory cells. Therefore, a large number of
comparators and a control circuit for collation operation of the
comparators are no longer necessary. Accordingly, the circuit
construction of the multiple instruction parallel issue/execution
management unit and the processor including the multiple instruction
parallel issue/execution management unit can be reduced.

In the multiple instruction parallel issue/execution management unit
in accordance with the preferred embodiments of the present invention, only the memory cells
connected to the designated row-direction or column-direction word line
are activated, the consumed electric power can be reduced in comparison
with the prior art multiple instruction parallel issue/execution
management unit in which all the comparators are operated
simultaneously in parallel for the parallel collation.

~ Furthermore, in the multiple instruction parallel issue/execution
management unit in accordance with the preferred embodiments of the present invention, when the
result value can be gi'vén‘as the input operand by the operand forwarding
operation, the result value is not written into the register file. Therefore,
the number of accesses to the register file can be reduced. Accordingly,
it is possible to avoid the complication of the register file, which was a
problem in the prior art processor, by increasing the number of
instructions which are executéd in parallel, and by increasing the number

of simultaneous readings/writings to the register file.
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Each feature disclosed in this specification (which term includes the claims)
and/or shown in the drawings may be incorporated in the invention independently of
other disclosed and/or illustrated features.

The text of the abstract filed herewith is repeated here as part of the
specification.

A multiple instruction parallel issue/execution management system including
a forward map buffer for storing forward map information indicating whether or not
the result value generated by execution of a given instruction is used an input operand
in other instructions. The forward map buffer previously stores the forward map
information for the result value, before the result value corresponding to the given
instruction is actually generated, and when the result value corresponding to the given
instruction is actually generated, the operands using the result value are specified by
using the previously stored forward map information corresponding to the result value,

and supplied to an instruction using the result value as in input operand.
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CLAIMS

A multiple instruction parallel issue/execution management system
incorporated in a superscalar type processor for dynamically issuing and
executing a plurality of instructions in parallel, the system including a forward
map buffer for storing forward map information indicating whether or not a
result value generated by execution of a given instruction is to be used as an
input operand in other instructions, said forward map information being stored
in a predetermined field of an instruction format, said forward map buffer
storing said forward map information for said result value, before said result
value corresponding to said given instruction is actually generated, so that
when said result value corresponding to said given instruction is actually
generated, an operand using said result value is specified by using said
previously stored forward map information corresponding to said result value,

and supplied to an instruction using said result value as said input operand.
A multiple instruction parallel issue/execution management system

substantially as herein described with reference to Figures 1 to 29 of the

accompanying drawings.
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