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(57) Abstract

the data.

A self-organizing data-base that charges (7) users who find data in
it and pays (7) users who supply the data found. Has a built in feedback
mechanism, called the Pay-off Meter (11, 14), that tells users what data
needs supplying based on the number of requests (13) for that data over
time. The Pay-off Meter outputs a projected Pay-off (10) for supplying
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A Data Collection and Retrieval System

For Registering Charges and Royalties to Users

Field of the Invention

The invention relates to a system for collecting and retrieving data and charging users for

finding the data and paying users for supplying the data.

Background--The Prior Art

The parent disclosed a new type of data-base system. The novelty of the parent system
centers around a loop of sorts in which the system registers information about the demand
for given data. From this demand information, the system calculates a Pay-off Estimate that
tells users, especially the Requestors of the data, the projected amount of income they might
receive for entering the data into the system. Then once the data is entered, users who request

it are charged and royalties are paid to the supplier.

The goal of the parent was to describe this loop. The loop is a quite basic and can be built
upon. This continuation then adds new matter to the parent in three areas. First, it describes a
new feature for displaying the pay-off estimates of certain kinds of data. Second, it describes
the collection of more information about the demand for a piece of data, particularly price
information. Third, it describes a form of the invention not envisioned in the parent, in which
the system does not actually find and output data (answers) but finds and outputs pointers or

reference information telling where the data can be found.

The specification of the PCT version of the parent has been copied into this continuation.

Thus much of the text is basically identical with the parent.
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Summary

The SODB is a data-base system that charges users who find data in it and pays users who
supply the data found. It can be a single machine or a network. The key to the SODB is a
built in feedback mechanism, called the Pay-off Meter, that tells users what data needs
supplying based on the number of requests for that data. When a person requests a piece of
data not in the SODB, the Pay-off Meter registers the request. Based on the rate of requests
registered, this function estimates the royalties the data will generate once the data is supplied.
The more requests in a period of time the greater the expected pay-off.

The key is that the expected pay-off is announced to each requestor of the data. The beauty is
that each requestor may have to find the data anyway elsewhere. To collect the pay-off, a
requestor has only to "call" the SODB back and input the answer. A sensitive and potent
feedback loop is created insuring that the more a piece of data is requested, the more likely it
will be supplied by a requestor or by someone a requestor tells of the pay-off. Moreover, this
pay-off creates an incentive to correct or update faulty data.
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Brief Description of the Drawings

Figure 1 shows a flow chart of a basic SODB.
Figures 2a shows the flow chart of the Request Mode of a lowest price locator.
Figure 2b shows the flow chart of the Supply Mode of a lowest price locator.

Figures 3 shows a flow chart of the steps preceding the gathering of information on what

users are willing to pay for given data.

Figure 3a shows a flow chart of steps for gathering of information on what users are willing

to pay for given data.

Figure 3b shows another set of steps for gathering of information on what users are willing

to pay for given data.

Figure 3c shows another set of steps for gathering of information on what users are willing

to pay for given data.

Figure 3d shows another set of steps for gathering of information on what users are willing

to pay for given data.
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Description

The SODB is a data-base system that charges users for the data they receive and pays
royalties to users who input that data. What differentiates the SODB from other data-bases is
a function that tells users who request data what the estimated royalty value is for supplying
the data. The function keeps track of the rate of requests for the data and from this rate
projects a demand rate. The estimated demand multiplied by the royalty rate yields a
projected royalty stream. If a person requests a piece of data that is not in the SODB, the
SODB outputs the projected value of inputting the data. (If the person finds the data answer
is in the SODB, the SODB still can output the projected royalties for improving, correcting
or updating the data.) Then, if necessary, the SODB tells users how to input the data. In sum,
the SODB is a powerful feedback system that tells users what data needs supplying, tells
them the financial incentive to supply it, tells them how to supply it and then pays them for

supplying it.

Some Definitions and Comments

Start Mode: The procedure the SODB executes to allow users to access the SODB and
choose between the Request and Supply Modes. Start Mode is not strictly necessary as long

as its "logging on" functions are part of the Request and Supply Modes.

Request Mode: The procedure the SODB executes to provide answers and/or Pay-off
estimates to Requestors. In the Request Mode, a user inputs a question causing the SODB to
search for the corresponding answer. If the answer is not found, a Pay-off Estimate is
outputted. If the answer is found, the answer is outputted along with the Pay-off Estimate
(see Pay-off Meter) and a Charge is registered to the user.

Supply Mode: The procedure the SODB executes to allow users to input answers, potential
answers and raw data. User identification data is registered along with the inputted data so
that the user can be credited with royalties each time the data is used to supply answers.

Requestor: User who accesses the SODB by Request Mode seeking an answer. The

Requestor owes a Charge if the answer is found.
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Supplier: User who enters the Supply Mode to input an answer or raw data. The Supplier

gets paid a Royalty each time the answer or the raw data is used by the SODB as determined
by the royalty rules of the SODB.

Check Mode: The procedure the SODB executes to allow users to check the Pay-off
Estimate given data. In this mode, a user is neither a Requestor nor Supplier though the
Check Mode could be accessed through either the Request or Supply Modes.

Charge: The amount owed by a Requestor who receives an answer from the SODB.

Royalty Rules: The rules, embodied in functions, that determine the amount due to a
Supplier of an answer (or of the raw data that is necessary for an answer), each time that

answer is outputted to a Requestor.

Payments Register: The function the SODB executes to register payments owed by
Requestors and payments due Suppliers. When an answer is outputted, the Payments
Register registers who is owed a royalty and who owes a charge for the data used. What the
Payments Register registers depends on the royalty rules of the SODB.

Question: Specific data corresponding to other specific data called the answer. When entered
into the SODB by a Requestor, causes the SODB to search for the corresponding answer.

Answer: Specific data corresponding to other specific data called the question. An answer
may be static, for example, the chemical structure of gasoline does not change. It may be
dynamic, for example, the price gasoline does change. And, it may be improvable as well,
for example, the octane of gasoline may be more accurately given. An answer may be long
or short. It may have one component or many. For example, the question, "What are the

Chinese restaurants in Biloxi?" may yield one restaurant or many.

The Correspondence Between a Question and Its Answer: There can only be one
answer for any question, though that answer may have many components. Of course, a
question may have multiple, even infinite, answers. But, the SODB requires rules that limit
the answers to one, in the following sense: the answer to a question must be a finite set of
data that is outputted to the requestor and charged for. The answer is what the requestor pays
for. (A big problem in defining manswer” is that no one has come up with a good definition
yet.) In the SODB, users input the answers they deem best. And users police the accuracy of
those answers. The SODB accepts untrue or approximate answers, for it cannot divine
meanings and truth, but any answer is displaced by a better answer. A better answer is one
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that, by convention and by the rules of the SODB, satisfies a question better than the existing

answer. A user may displace one answer with another. If there is a dispute between users as
to which answer is better, a neutral third party, the Data-Base Manager can be alerted to

settle the dispute.

Of course, with many types of questions, whether an answer is "better " is not clear by
convention. There may be many, even an infinite number of equally good answers. So,
depending on the type of question, the SODB rules must limit the possible answers. One
rule, for example, may be that the first answer inputted is considered better than all equivalent
answers. However, no set of rules can capture truth and therefore, the manager, has final
authority to decide whether an answer is true or not and whether one answer is better than
another. See also Quality Control Functions below.

Potential Answer: An answer that may become the best answer in the SODB to a question.

Raw Data: If it has the requisite functions, the SODB can process raw data to arrive at
answers. A piece of raw data may itself be considered the answer to a question. For example,
the question, "What is the closest McDonalds to 1234 Main Street?,” might require the
SODB to have map coordinates for 1234 Main Street. Therefore, the coordinates are raw
data. And, the coordinates themselves are the answer to the question, "What are the
coordinates of 1234 Main Street?." Any answer for one question may be raw data for
answering other questions. (The distinction is largely artificial between data that is by itself an
answer and "raw data" that is used in calculating an answer. The distinction is artificial
because "raw data" usually answers at least one question by itself. We will keep this term for

now but probably improve on it in a future application.)

Storing Answers: Usually, the SODB simply lists an answer under the question it answers.

The answer can then be accessed by simple lookup. Answers can also be stored as raw data

that is processed.

Data-Request: Any search for data initiated by a Requestor inputting a question. An infinite
variety of searches can be done for data including searches that invoke functions to yield data.
A data-request and a question can be considered synonyms. (By infinite searches we mean
that there are infinite possible questions which can involve infinite different operations for

finding or arriving at answers.)
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Classifying a Data-Request: The SODB classifies data requests in order to differentiate

between them and count them. However, as in any classification system, arbitrary rules must

be established. SODB's classification of requests can therefore be infinitely variable.

Data-Use: When the SODB uses a piece of data as an answer or to arrive at an answer.
Data-uses broadly fall into two types:

a) outputting the data as an answer or as part of an answer,

b) plugging the data into an algorithm that outputs the answer.

Classifying a Data-Use: As there are infinite algorithms and infinite types of answers, there
are also infinite uses of data. The SODB has rules to classify these uses for the purpose of
tallying the uses and paying royalties. For example the use of pi may be given a different
royalty value than the use of the date of Lincoln's Birthday or the use of a passage from
Shakespeare. As in classifying data-requests, there are no hard and fast rules.

Pay-off Meter (POM): The function that is the heart of the SODB. The POM has three sub-
functions:

1) The Demand Meter (D-Meter) which tallies Data-Requests and Data-Uses over
time to come up with an estimated demand rate for an answer (or for a piece of raw data),

2) The Pay-off Formula (POF) which takes the demand rate and calculates a Pay-off
Estimate (POE) of the income a user will get for inputting the answer (or the data),

3) Input Signal (I-Signal) which outputs the POE and tells the answer (or the data)
that may need inputting and, if necessary, instructions on how to input the answer (or the

data).

The POM works most simply when the SODB's answers are listed under questions and the
SODB can find the answers by simple lookup. For example, a Requestor may input the
questions, "What is Lincoln's date of birth?." The SODB will do a lookup. Initially, the
answer will not be in the SODB. The SODB will then store the question and tally each
lookup. The SODB will also register the time of each lookup so that the rate of lookups over
time will be known. The rate of lookups (the demand rate) for the answer will be fed into the
POF to yield the POE. The I-Signal outputs this POE to every Requestor. Since answers are
listed under questions, the I-Signal need not tell what answer need inputting nor how to input
it. It is assumed that Requestors implicitly know that to enter an answet, they simply access
the Supply Mode, enter the question and then enter the answer. Once the answer is inputted,
the D-Meter still keeps track of the demand rate because the answer may be wrong. The
POM is then still able to provide Requestors with the POE for correcting the answer.
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When the SODB simply looks up answers, data-requests and data-uses can be measured by

tallying lookups. The SODB can get more complicated though because the classification of
data-requests and data-uses can get complicated. Furthermore, the demand rate can take into
consideration prices of data as well. POM functions are discussed below, taking into account
the issue of classifying data-requests and data-uses but not the issue of the pricing of data.

Demand Meter (D-Meter): The function that tallies data-requests and data-uses along with
the time they take place in order to calculate the demand rate for a piece of data.

The D-Meter tallies:

a) data that is specifically searched for by name and not found. For example, a user
may request a businesses phone number which is not in the SODB. This data-request can be
tallied under the business' name;

b) data that is used but not specifically searched for by name. For example, a user may
request the average price of airline tickets to Boston. Dozens of prices may be fed into an
averaging function to answer this request. Each of these prices is used but has not been
specifically requested by name.

¢) data that is searched for by name and used (found). In these cases, the D-Meter only

counts once. It does not count both the search and the find.

As discussed above, there can be an infinite variety of ways of classifying data-requests and
data-uses, therefore, the D-Meter itself can be infinitely variable.

The key to the D-Meter is that it tallies data-requests and data-uses for data that satisfies two
conditions: royalties are paid on the data and users can be instructed to input the data. The
point of the D-Meter is to measure demand for specific data so that the demand rate can be
fed into the POF which then yields the value of inputting that data. There would be no point
in tallying requests for data that could not be named and therefore not be inputted by users.

The D-Meter does not necessarily measure the demand for all types of data that may be input
into the SODB. For example, it is important to note that the D-Meter cannot measure the
demand for potential answers. But, by measuring the demand for actual answers, the D-
Meter can give users an idea of what the potential value is of inputting a potential answer. An
example will illustrate both this situation and the issue of classification.

Assume the question inputted by a Requestor is, "What store has the lowest price on Sony
Camcorder #1239?" Say there are 1,000 requests. Now it may be that ten stores have the
same lowest price. What then is the demand for a given store? That depends on how the
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SODB classifies the answer. The SODB may have a rule that only the first store with the

lowest price can be outputted as the answer. This store becomes the answer and all royalties
go to the inputter of this store. The SODB in effect turns the data-request into, "What stores
have the lowest price and which among them was entered first?" Of course, the Requestor
does not care which was entered first but the SODB may have default assumptions built into
it to limit the size and number of answers outputted. Therefore, all other stores, even though
they have the same lowest price are only potential answers (the first store may change its
price so that another store takes its place). An inputter of a store with the lowest price does
not know whether that input will generate any royalties or not. There is no established

demand for that store.

On the other hand, the SODB can have a rule, for example, that all stores with the same price
are equally part of the answer so the answer then has ten components. The demand rate for
the store with the lowest price can then, for example, be divided by the number of
components to arrive at a demand rate for each component (this calculation may actually be
part of the POF). The classifications can be even more complicated. The second store
inputted may be considered different from the first, location of the store may matter, and so
on. The point is that the D-Meter tallies according to what data receives royalties and that

depends on how answers are classified and that can be infinitely variable.

(Here in this continuation, we will often substitute the term "demand record” for Demand
Meter because the key idea is that demand information is stored and then sent to the POF.
There may be intermediate functions which calculate a demand rate (and these can be called
part of a "demand meter") but that is not the main point. The same functions can be
incorporated into the POF. It is easier to think of the parts of the Pay-off meter as being
storage of demand information, calculation of a pay-off estimate, and outputting of the pay-
off estimate. In the parent the issue may have been confused by having the demand meter do
calculations. Because this application is a combination of the parent and an addition of new
matter, we will use both terms. a future application will be stick to one way of looking at the

steps of storing demand information and calculating demand.)

Pay-off Formula (POF): The function that calculates a Pay-off Estimate (POE). The POF
projects future demand for a piece of data based on the demand it has had in the past. Thus
two variables are critical, N, the number of times the data has been requested and, T, the
times those requests took place. Based on the rate of requests for a piece of data, the POF
estimates how many future requests there will be and then multiplies that by a royalty rate to
arrive at the POE. When a piece of data is already in the SODB, the POF uses the tally, N, of
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data-requests and data-uses as supplied by the D-Meter. (This point is elaborated on later in

the text.)

Like any equation for a projection, the Pay-off formula can be infinitely diverse based on
historical data and other factors. For example, the formula would include a historically based
assumption of when demand would end. The POF may contain estimates not based on the
actual demand rate for a specific piece of data but for pieces of data that are similar.
Regardless of what historical assumptions are built into it, the POF is always a function of
the demand rate. The values for N and T are plugged into the POF which has the royalty rate

built in.

The royalty rate can, of course, be infinitely variable. There may be sliding scales for the
royalty paid to an answer for example. And different data-requests and data-uses may have
different royalty rates. (Technically, it is possible for the POF not to have a royalty rate and
only calculate a projected request rate. In this case, the royalty rate would be known by users
who could do their own calculations.) Also, the POF must have an arbitrary value for the
POE when a piece of data has been requested zero times or one time. This value could be an

amount or simply a message like, "POE unknown."

(Note: the SODB can include multiple Pay-off Formulas that apply to different types of
data.)

I-Signal: The function that is the output part of the POM, the signal that tells Requestors
what data is needed, what the value is of supplying it and how to supply it. When a
Requestor requests an answer not in the SODB, the SODB outputs the POE. When a
Requestor requests an answer that is in the SODB, the SODB outputs the answer and the
POE for correcting, updating or improving it. (The POE may be outputted only upon request

rather than automatically).

When the I-Signal outputs the POE it may also output the answer needed or the data needed.
Usually, the answer needed is implicit from the question asked. If raw data is needed, the
data needed may not be implicit from the question. In this case, if the SODB had the requisite
functions for recognizing the data needed, the I-Signal might output the type of data needed
as well. For example, "Need Answer to, 'What is the speed of light?' , POE: $2." Finally, if

necessary, the I-Signal could output instructions on how to input the data.
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A basic SODB inc s of the following elements and procedure as shown in figure 1:

SODB Elements

Computing means for executing SODB functions.

SODB Functions
a) inputting, storing, deleting and outputting data.
b)start mode
¢) request mode
d) supply mode
e) lookup
f) registering charges
g) registering royalties
h) Pay-off Meter (POM)

SODB Procedure

Start Mode
1) User inputs user identification data, SODB stores it 1
2) User inputs supply or request command 1, SODB accesses appropriate mode 2.

Regquest Mode
1) Requestor inputs a Question 3, SODB

a)registers date-time of Request 4

b) executes a look-up 5.

2) If the SODB has the Answer, it
a)outputs the Answer 6
b)registers a payment due by the Requestor 7
c)registers a royalty due to the Supplier 7
d)adds one to the number of requests for that question 8, calculates the POF 9

e)outputs POE 10.
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3) If the SODB does not have the answer it invokes the POM function which

a)checks if the Question is already stored in the Pay-off register 11 (has been asked
before)
al)if no, stores the Question 12, sets the number of requests for that question to
one 13, calculates the POE using the POF 14
a2)if yes, adds one to the number of requests for that question 8, calculates the
POE using the POF 9
b)outputs the POE to the Requestor 10.

Supply Mode
1) Supplier inputs a question 15, SODB executes a look-up 16 (this lookup is not counted as

a data-request; only lookups in the Request Mode are so counted in the POM),

2) If the answer is not found, the supplier inputs the answer 17, SODB stores the answer to
correspond with the question inputted and stores the Supplier ID data along with the
answer 18, in order to credit the Supplier with a royalty each time the Answer is

requested.

3) If the answer is found, the SODB outputs a message saying the answer is already in the
SODB 19, if the Supplier intends to correct the existing answer, the Supplier inputs a
command such as, CORRECT 20, and the SODB allows the new answer to replace

the old answer 17 and allow new supplier ID data to replace the old ID data as well 18.

These elements and procedure are the heart of the SODB. The SODB would usually include
other useful functions. Before detailing some of them, an embodiment of the basic SODB is
described, a self-filling telephone directory (the SFTD). Then an embodiment is described

which does more than lookup answers under questions.

1. The SFTD includes a list of names and corresponding telephone numbers, initially empty,
a computer for storing the list and functions for inputting data into the list, outputting data

from the list and looking up data in the list.

2. The SFTD also has a sign-on function that allows users to identify themselves for billing
and payment purposes. The SFTD stores the ID data.

3. Users access the SFTD over the phone. The SFTD computer is equipped with phone-
interface equipment. The SFTD accepts calls from two lines, a Request line and a Supply
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Line. The Request line automatically puts users in the Request mode, while the Supply Line

puts them in the Supply Mode.

4. Using the Request mode, a Requestor accesses the SFTD list by spelling a name over the
phone into the SFTD's computer. Equipped with a speech recognition function, the SFTD
recognizes the request and does a lookup. Equipped with a speech synthesizer, it then

responds with a speech synthesized answer.

5. If the SFTD has a number corresponding to the name, it outputs the number and registers
the charge due by the Requestor and the royalty due to the Supplier. One is added to the
POM tally of data-requests, the time of the request is registered, and a new POE is calculated

and outputted along with the number.

6. If not, the SFTD's POM is invoked and outputs a POE to the Requestor. The POM has
several functions: a) it registers the time of the request, b) it checks if the request has already
been stored in the POM register, c)if not, it sets the request tally to 1, stores the request and
defaults the POE to the message "Insufficient Data to Estimate Pay-off," d) if the request is
already stored, the POM advances the request tally by one and then calculates the POE using
the POF (let us assume for illustration's sake, the POF divides the number of requests by the
time period of those requests and then assumes that this rate will continue for 4 years. The
formula then multiplies the number of requests over those four years by the royalty rate per
request to arrive at the POE), e) outputs the POE.

7. A Supplier accesses the SFTD by spelling a name over the phone into the SFTD. The
SFTD's speech recognition function recognizes the request and the SFTD does a lookup to
see if a corresponding telephone number is already in the list. If the number is not in the
SFTD, the SFTD allows the Supplier to enter the number and stores the Supplier ID data
along with the number in order to properly credit royalties. If the number is already in the
SFTD, the SFTD outputs a voice synthesized message, “Number is already in directory.” If
the number needs correcting, the Supplier then enters the command, CORRECT. The SFTD
allows the Supplier to input the number using the SFTD's speech recognition function. The
SFTD stores the number to correspond to the question, to the name that is, and also stores
the Supplier's ID data with the number, in order to properly credit royalties.
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Let us look at another embodiment, a lowest price locator, as shown in Figures 2a and 2b.

1. A lowest price locator (LPL) includes a list of product names and corresponding prices
and stores, initially empty, a computer for storing the list and functions for inputting data into
the list, outputting data from the list, looking up data in the list and processing data in the list.

2. The LPL also has a sign-on function 30 that allows users to identify themselves for billing
and payment purposes. The LPL stores the ID data.

3. Users access the LPL over the phone. The LPL computer is equipped with phone-interface
equipment. The LPL accepts calls from two lines, a Request Line and a Supply Line. The
Request line puts users in the Request mode, the Supply Line puts them in the Supply Mode.

4. Using the Request mode, a Requestor accesses the LPL list by spelling a full product name
over the phone into the LPL's computer. Equipped with a speech recognition function, the
LPL recognizes the request 31 and checks 32 to see if the price is in its data-base.

5. The LPL registers 33 the time of the request.

6. If LPL finds no list of stores and prices under the product name, it checks 34 to see if the
price has been requested before. If not, it stores the request 35, sets the request tally to one
36, calculates the POE 37 and outputs the POE 38. If so, it advances the tally 39, calculates
the POE 40 and outputs the POE 38.

7. If LPL finds a list of stores and prices under the product name, it checks 41 for the lowest
price. If it finds 42 more than one store has the same lowest price, it finds 43 the store whose
lowest price was entered first and outputs 44 that store and its price. If not, it outputs 44 the
single lowest priced store and its price. It then registers 45 the charge owed by the Requestor
and the royalty owed the Supplier. It then advances the request tally 39, calculates the POE

40 and outputs the POE 38.

(Supply Mode)
8. A Supplier accesses LPL by the Supply Mode and spells a product name over the phone
into the LPL. The LPL's speech recognition function 50 registers the name and allows the

Supplier to input 51 a store and price

9. The LPL registers 52 the time of the inputting along with the store and price.
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10. The LPL registers 53 the user's identification data along with the store, price and time.

11. The LPL checks 54 to see if there is list of stores and prices under that product name. If

not, the LPL creates a list and stores the data in the list.

12. If the LPL already has such a list, the LPL checks 56 to see if the store inputted matches
any store in the list. If not the store, price, time and user ID data are stored 57 in the list. If so,
the data just inputted and registered is put in the list in place 58 of the data registered with the

matching store.
13. The LPL finds 59 the lowest price.

14. The LPL checks 60 to see if there is more than one lowest price. If not, the single lowest
price is held 61 for output. If so, the LPL finds the first, lowest price entered 62 and holds 61

it for output.

Some Comments on Data Processed in Lists and Tables

As the embodiment above indicates, the SODB is well suited to collecting data that’is
processed in what may generally be referred to as lists and tables. Let us then make a few
comments about such data and how the SODB can be applied to collect it. Many kinds of
answers can only be found by processing data in a list or table and often that data can only be
collected efficiently by members of a community rather than a central authority. For example,
usually the most efficient way for an economy to find the lowest price on a given item is
through a system that aliows people to feed in prices to a central list where the prices are
sorted to find the lowest ones. This way is more efficient than having a central authority call
all the sellers of the item in order to check prices. With a feed-in system, only the low price

sellers need feed in. The SODB is, of course, a feed-in system.

We also note that, because of the nature of data tables, it is often advantageous for a single
entry to include many sub-elements. For example, in a table of data on companies, each
company entry might have many sub-elements, such as the name of the company, its
telephone number, address, sales, number of employees, top officers and so forth. Thus a

"single" entry can be used to answer multiple questions.
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We also note that when a supplier enters data into a table, the SODB may suggest that the

Supplier enter additional data as part of the entry. For instance, a Supplier might supply the
answer to the question, "What is the telephone number of IBM?" The SODB might then also
suggest that the supplier enter IBM's address. The SODB could guide the Supplier in how to

enter extra data.

Additional Method For Outputting Pay-Off Estimates

We now describe an additional method the SODB can include for outputting a POE for data
that answers or helps answer multiple questions. This method can be especially useful for
data that is entered into and processed in lists or tables, for this type of data is often used to

answer multiple questions.

As discussed in the Definitions section, the demand meter records multiple data-uses and
sends this demand information to the POF which then calculates the POE for the relevant
answer or "raw data”. The Definitions section did not go in depth about how the Demand
Meter registers multiple data-uses. It was understood that each time a piece of data was used,
the use was recorded. Here we will elaborate on this topic and how multiple data-uses can

lead to multiple POE's.

Before explaining how the SODB can output multiple POE's for an answer that is used for
multiple questions, let us review how the SODB outputs a POE for an answer to a single
question. A question is entered and before any answer is entered into the system, demand
information is recorded and a POE is calculated for the question. After the corresponding
answer is supplied, the demand information and POE can still be attached to the question or
they can be attached to the answer, or they can be attached to both. It makes no difference

concerning answers that answer one question.

But where an answer is used to answer multiple questions, then multiple POE's can be
involved. Demand information can be stored for and a POE calculated for each question
answered. In other words, the SODB keeps a demand record and corresponding POE for
each question. The SODB can also keep a separate demand record for the answer itself. This

record would include the demand records and POE's for all the questions involved.

For example, the answer to the question, "What was the lowest temperature at the South Pole
yesterday?" might answer other questions, such as, "What was the lowest temperature on the
surface of the earth yesterday?" Thus a demand record would be kept for both questions and
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a separate POE attached to both questions. The temperature data for the South Pole would

also have its own demand record which could include the records of the two questions (and
other questions the temperature data answers or helps answer). The POE for the South Pole
data could then be calculated based on a combination of the demand information of the

various questions involved.

The parent explained that the SODB registers multiple data uses, but did not illustrate
multiple demand records. They are not illustrated here either, for they are easily implemented

by those skilled in the art.

Now, when it comes time for the SODB to output a POE in response to a question, the POE
can be the POE associated with the question or it can be the POE associated with the answer
(based on demand information from all the relevant questions). The Pay-off Formula

determines the POE to output.

But the new point made now is that human common sense will often be better than a
machine rule (POF) for guessing the projected income for an answer that is used to answer

multiple questions.

For example, the answer to the question, "What is the lowest price for a Walkman in the
world?" might have as the answer, "$25 at Luskins." Another question that uses the same
data for an answer might be, "What is the price for a Walkman at Luskins?" Now we will
assume that the first question has a high POE, say $100, because we will assume that
thousands of people want to know what the Jowest price in the world is for a Walkman. And
we will assume that the POE for the second question is low, say 10 cents, because we will
assume that far fewer people ask the price for Walkmans at Luskins. So the same data, "$25
at Luskins,” has a POE of $100 when it answers one question and 10 cents when it answers

another.

Now assume that the price changes and the Luskin's price rises so that it is no longer the
lowest in the world and thus no longer answers the first question. The remaining POE is
only for the second question, 10 cents. And let us say that the new price is not in the system
yet, and that a Supplier wants to enter the new price. But the new price may have an
unusually high POE based on the "lowest-price-in-the-world" question it previously
answered. Once the new price is in the system, the SODB will quickly register a drastic drop
in demand for the Luskin's price but not until the new price is in. A person however can look
at both questions that the data has answered and determine that the new POE will be low
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because the new price will only answer the second question (we assume the Supplier gets no

extra reward for correcting the answer to the first question).

And so, a useful new feature not disclosed in the parent is that the SODB can include steps
enabling Requestors to see more projected pay-off information than a single POE. The
SODB can display some or all the information kept in the demand meter for an answer.
Thus, the SODB can display:

a. all the questions that given data has answered or helped answer,

b. the actual royalties paid corresponding to each question,

c. the time periods the royalties were incurred and,

d. the current POE's for the questions.

If there is a large number of questions, their display can be ordered in some way, such as by
showing the questions that have generated the most royalties or have the highest current
POE's. By seeing the questions that the data has answered or helped answer, the Requestor

can see whether supplying replacement data is worthwhile.

We note that the most common procedure might be for the SODB to first output the POE
for the question that the Supplier is intentionally answering. The Supplier can usually signify
which question by entering the question first and then the answer. In the case above, the
Supplier would signify that he was answering the question, "What is the price of Walkmans
at Luskins?" The SODB may then default to first showing the POE for this question, and
then showing a combined POE and/or the POE's from other questions the data might

ansSwer.

(We also note that before an answer is in the system, the SODB can include means for
anticipating multiple questions that an answer might satisfy. For example, a question might
be, "What is the temperature in Moscow today?" The system might anticipate that the answer
to this question can be used to answer other questions such as, "What is the average
temperature in Moscow this month?" The POE would then reflect these anticipated data-
uses. For the SODB to anticipate in this manner requires that the SODB have functions that
identify comparable questions and answers and extrapolate demand information and POE's
from them. Further. the SODB might have functions for identifying and registering that
missing data could have been used to answer multiple questions. We do not describe such
functions because they depend on highly specific situations. Users, of course, can make their

own extrapolations.)
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Additional Demand Information

We have shown above how the SODB gathers demand information on which to base a pay-
off estimate. However, we showed only the most basic information being collected, the
number of data-requests and the times of those requests. It often useful to gather more
information. In fact, there is often a tradeoff between taking the time to gather more
information versus the value of that information for calculating a more accurate projection of

income, the pay-off estimate.

Formulas for projections have been known to contain thousands of variables. We will not
discuss or describe nearly that number but we will note here a few more pieces of demand

information that can be useful.

One piece of information that can be useful to register is whether a Requestor has asked the
same question previously. In many cases repeat requests will mean misleading double
counting of requests. For example, a Requestor might ask for the final score of a football
game ten times before getting an answer (because the answer has not been entered until the
time of the tenth request). It can therefore be useful for the SODB to include steps for

registering whether a Requestor is making a repeat request.

In another variation of gathering such information, the SODB can ask the Requestor whether
he has asked for the same answer before and whether the request new or is a "repeat.”
Asking the Requestor explicitly can be important in at least two cases. In one case the system
may not record the Requestors of a given answer. In the other, the Requestor may know
better than a machine based rule whether a request constitutes double counting or not. For
example, a person might request an answer to the question, "What is the temperature of the
ocean at Ocean City?" The answer can change rapidly. the Requestor will know if he is his
request is a repeat or if he expects a different answer in each case. The point is that double
counting depends on the situation and the user's common sense can be more valuable in

identifying double counting than a machine rule.

Another piece of useful demand information that the SODB can register is how long they are
interested in the answers the have requested. Many answers are only valuable for short
periods of time. For example, the SODB might register dozens of requests for the score of a
football game. From all these requests, the SODB might project a large POE. However, the
SODB does not "know" that almost no one will be interested in the score shortly after the
game in question is over. For the SODB to "realize” this fact, users must "tell" it. Thus, the

SODB can ask Requestors to input a time period for which they are interested in an answer
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data. Even if the data is outputted, the SODB can still ask Requestors to input this

information.

Furthermore, a Requestor could also specify how long thought others would be interested in
an answer. Now, this opinion is a guess but can still provide valuable information to the
SODB for calculating a projection of future demand. Taking our football score example, a
Requestor can input that he is interested in the score of the game up until four o'clock. And he
can say that he thinks demand for the score will taper off at eight o'clock. Say the game ends
at 4'o clock. It is often better for the SODB to register and use such information than not.

In another variation of this type of demand information, the SODB might ask register users
whether they want an answer sent to them and for how long the order stands. The Requestor
would specify the time period that the answer could be sent until. The Requestor could also
cancel the request. (We presume that the SODB in this case has the capability to send

answers to E-mail boxes.)
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Price Tests---Registering More Demand Information

The parent did not delve into the issue of gathering price information from Requestors. It was
assumed that Requestors knew the price of the answers they were requesting as, for instance,
a person calling directory assistance or a 1-900 number would know the charges involved.
The parent avoided price because the goal was to describe the core steps of an SODB. These
steps include the gathering demand information about answers, feeding this information into
a pay-off formula and outputting a pay-off estimate to Requestors. The key demand
information the parent described (the number of times a question is asked and the times of
those requests) is usually critical for making a projection of future income. Collecting this
information did not, of course, preclude collecting other information about the demand for
answers. Here we will describe steps for gathering information about what Requestors are

willing to pay for answers.

Often it is neither practical nor desirable for Requestors to know the price of answers before
the answers are requested. For example, the price of certain answers may change rapidly. The
price of, say, today's weather report might be 20 cents while the price of yesterday's may be 2
cents. As another example, similar type answers may have very different prices. The phone
number of the President's barber might cost 5 cents while the phone number of the

President's private line might cost $5,000.

When the price of answers is not known in advance by Requestors, it is often useful to gather
information on what Requestors are willing to pay for those answers because this
information can be used by a POF to calculate the POE.

(We also note that gathering information on what Requestors are willing to pay for answers
can be critical for setting the prices of those answers. We will discuss this issue in a future

application.)

Now since the SODB can't read minds, it must perform what we will call price tests. These
tests will not reveal exactly what people are willing to pay, but they seem to be the best that
can be done. There are two fundamental price tests. One is where the system (seller) offers a
price for an answer and the Requestor (buyer) can accept or reject the price. The other is
where the Requestor offers a price and the system can accept it, reject it, or simply register it
(if the answer is not in the system, the system usually need not accept or reject the offer but
just record it in the demand meter and tell the Requestor that the answer is not in the system).
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The world of commerce has evolved a great variety of price offers and counter offers that can

occur in a sale situation. Earnest money can be pledged, time limits can be imposed, letters of
intent can be written, discounts can be given, and so forth. Many of these price offers can
have analogues in SODB price tests. Here we will describe mainly the basics, in which either
the system makes an offer or the Requestor makes an offer. We will include some important

additions but we realize that a great number of variations are possible.

The basic idea behind the system-offer price test is that the system can tally total requests
along with the acceptance/rejection rate at a given price. This information is then fed into the
POF. The resulting POE might then be correlated not only with acceptances but with total

requests and with the acceptance/rejection rate.

The basic idea behind the Requestor-offer price test is simply that the system can register
what each Requestor says he will pay. This information is also sent to the POF. The
Requestor's offer is not necessarily just talk. If the answer is in the system, the Requestor
would usually be charged the amount offered. Even when the answer is not in the system,
the system can enable the Requestor to obligate himself to pay the amount offered provided

the answer is entered into the system by a given time.

For price testing, it can matter if the answer is in the system or not. For example, take the
answer to the question, "What time does The Rockford Files start tonight?" After this answer
is in the system, the system might have a price assigned to the answer. But before the answer
1s in the system, the system might ask the Requestor to make an offer. Thus, different price
tests can be used before and after the answer is in. Or, the same price test can be used in

either case. There are four basic possibilities:

Before Answer Is In After Answer Is In
System makes offer System makes offer
System makes offer Requestor makes offer
Requestor makes offer System makes offer
Requestor makes offer Requestor makes offer

It can also matter if the price test is done before telling the Requestor whether or not the
answer is in the system. Thus we double the number of possible ways by which price tests
can be done. We will not illustrate all the permutations but will illustrate enough to get the

basic steps across, while recognizing that variations are possible.
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The significance of the price tests in these different permutations is different and therefore the

SODB can register information concerning whether the price test was done before or after the

answer was in the system and whether or not the Requestor knew if the answer was in the

system or not.

We will illustrate some price testing sequences. In the illustrations we will avoid repeating
steps previously shown. For example, we gloss over the registering of data-requests and the
times of those requests. The point is to show the new steps for executing price tests and
using information from these tests in a POF for output as a POE. Also, we will assume that
a given question has already been entered and that a demand record has been created for the
question, as shown in figure 3. The rest of the figures, 3a-3d, show various price testing
sequences. Also, in the figures, the term "question" will be used in place of "data-request”
and "answer” will be used in place of "data." Also, when we say that the system registers a

piece of information we mean that it stores the information in the demand record for the

question being asked.

Finally, note that we also assume that the price offers that the system makes and the price
thresholds that the system includes can be set in various ways: by the data-base manager, by
the Supplier, by a price setting formula, or by some combination of these. We do not show
the setting of prices but assume that step is done at the appropriate time in each case. Price

setting will be addressed further in a future application.

Figure 3 shows the basic steps for registering the number of times a question is asked and
the times of those requests. This demand information is stored in a demand record for the
question and corresponding answer. Price test information is also stored in this demand
record (in the parent this record was called the Demand Meter). As figure 3 shows, the
SODB inputs 100 a question, then registers 101 the time of the request and checks 102 to see

the question has been entered previously.

If the question is not found, the system creates 103 a demand record for the question and

then stores 104 the time of the request and sets 104 the number of requests at 1.

If the question is found, the system stores 105 the time of the request and adds 105 one to the

request tally.

The system then goes on to the steps for executing price tests. We will use the steps above as

common preceding steps for four different price testing sequences. These different sequences
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are illustrated in figures 3a-3d. For the sake of concreteness, let us say that the question we

will have in mind in all these illustrations is, "Who sells security holograms in the U.S.?"

In figure 3a a price testing sequence is illustrated in which the system presents 110 a price to
the Requestor. The system enables 111 the Requestor to accept or reject the offer and the
system does not tell the Requestor whether or not the answer is in the system.

If the Requestor rejects the price, the system registers 112 the rejection at that price, calculates
118 the POE, and outputs 119 the POE.

If the Requestor accepts the price, the system registers 113 the acceptance at that price, and
then checks 114 to see if the answer is in the system. If the answer is not found, the system
tells 115 the Requestor and then calculates and outputs the POE. If the answer is found, the
system outputs 116 the answer, registers 117 the charge due to the Requestor and the royalty
due to the Supplier and, calculates and outputs the POE.

Figure 3b shows a different price testing sequence where the system tells the Requestor
whether or not the answer is in the system before the price tests. Further, the sequence has
both price tests, one where the system makes an offer and the other where the Requestor

makes an offer.

As shown in figure 3b, the system checks 120 if the answer is in the system. If the answer is
in, the system tells 121 the Requestor and presents 122 a price. The system then enables 123
the Requestor to accept or reject the price. As before, if the Requestor rejects the price, the
system registers 124 the rejection at that price and calculates and outputs the POE. And, as
before, if the Requestor accepts the price, the system register 125 the acceptance at that price,
outputs the answer, registers charges and royalties and calculates and outputs the POE.

Now, if the answer is not in the system, the system tells 126 the Requestor that answer is not
in. The system then asks 127 the Requestor to make an offer. Here, as shown, the system

can include steps for enabling the Requestor to make various offers.

The system can register 128 a non-binding offer. Here the Requestor expresses what he says

he is willing to pay
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The system can register 129 a binding offer to pay an amount up until a certain time. In this

offer the Requestor not only states an amount he will pay but states a period of time his
comitment is valid until. This type of offer can be quite important where certain kinds of
answers are concerned. When binding commitments are involved, the Supplier can be fairly
sure of getting a given amount of money for supplying a given answer. The system would
also add to the POE based on Requestors who do not make binding commitments.

The system can register 130 binding offers that include a commitment of earnest money as a

deposit.

(Also shown in figure 3b is a step 131 for registering the Requestor's opinion as to the
reasonable price for the answer. This opinion is simply the Requestor’s judgement and not a
personal offer. The step is pictured because it can be important demand information in
certain cases. The Requestor can have this option in other price sequences as well and can

both make an offer and state an opinion.)

Once the system registers the Requestor's offer, the system, as usual, calculates and outputs
the POE.

Figure 3¢ shows another price testing sequence that includes both types of price tests. In this
sequence, the Requestor is not told before the price tests whether the answer is in the system
or not. The main new feature here concerns the Requestor offer. The Requestor is asked to
make an offer when the answer is in the system. In addition to asking for an offer, the
system includes steps for registering when the Requestor makes an offer and steps for

limiting the number of offers the Requestor can make.

If a Requestor can make unlimited offers when an answer is in the system, the Requestor
will start low and keep going up. The Requestor will try to discover the system's threshold
price ("bottom line"). Thus, the system needs to limit the number of offers the Requestor can
make. This concern does not apply usually when the answer is not in the system because

then the answer may have no price threshold attached to it.

(It is possible for a Requestor to have a confederate make an offer in an attempt to find the
system's "bottom line." But with answers that cost a small amount this practice is unlikely or
impractical. So, a feature limiting the number of offers a Requestor can make on an answer

can be useful.)
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The sequence in figure 3c limits the Requestor to one offer. (In figure 3d, steps limit the

Requestor to one offer per a set period of time.)

In figure 3c then, the system checks 140 to see if the answer if found. If the answer is not in
the system, the system presents 141 a price to the Requestor and enables the Requestor to
accept or reject the price. The System then registers 142, 143 whether the price is accepted or
rejected and tells 144 the Requestor that the answer is not in the system and then calculates
and outputs a POE.

If the answer is in the system, the system then checks 145 whether the Requestor has made a
previous offer. If yes, the system tells 146 the Requestor that he is ineligible to make an offer
and then, as usual, the system calculates and outputs a POE.

If the Requestor has not made an offer, the system asks 147 the Requestor to make an offer.
The system then registers 148 the offer. The system then accepts or rejects the offer. If the
offer is rejected, the system tells 149 the Requestor that the offer is rejected and registers 150
that the Requestor has made an offer for this answer. Then, as usual, the system calculates
and outputs a POE. If the offer is accepted, the system outputs 151 the answer, registers the
charges and royalties due, and calculates and outputs the POE.

Figure 3d shows a price testing sequence in which only the Requestor makes offers. Here
steps are shown that limit the Requestor to making one offer per time period. The point, as
mentioned previously, is to limit the number of offers that a Requestor can make in order to
get the Requestor to make a higher offer. We note in figure 3d that if a Requestor makes an
offer before the answer is in the system then this offer is not subject to a time period

prohibition. The Requestor is free to make a different offer once the answer is in.

So as figure 3d shows, the system checks 160 whether the Requestor has made an offer that

has been rejected.

If yes, the system checks 161 to see if the pre-determined time period has expired. If not, the
system tells 162 the Requestor that he cannot make another offer and, as usual, calculates and

outputs a POE.

If the time period has expired, the system asks 163 the Requestor to make an offer. The
system registers 164 the offer. The system then checks 165 to see if the answer is in the

system.
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Likewise, if the Requestor has never made an offer before that has been rejected, the system

ask for an offer, registers the offer and checks to see if the answer is the system.

If the answer is not in the system, the system tells 166 the Requestor that the answer is not

found and, as usual, calculates and outputs a POE.

If the answer is in the system, the system checks 167 the price threshold and accepts or
rejects the offer. If the system rejects the offer, it tells 168 the Requestor that the offer is
rejected and sets 169 a time period for when the Requestor can make another offer for the

answer, and, as usual, calculates and outputs a POE.

If the system accepts the offer, it outputs the answer and registers charges and royalties and

calculates and outputs a POE.

Brief Note About Price Tests With Price Ranges

Normally a price offer is at a single price. However, the SODB and Requestors can each
present offers as ranges, especially when an the answer requested is not yet in the system.
For example, marketing research polls that ask people what they are willing to pay for an
item often ask in terms of price ranges. The point is that information about price ranges can
be more useful than single prices (we also note the important point that Requestors, and the
SODB, can offer different prices corresponding to different times.)

There is another reason though that the SODB can present offers in ranges and that is
because the nature of the SODB is such that a user may indeed end up paying a price that is
in a range. Here we have the fundamental idea of projected price.

The SODB may present a Requestor with a projected price. For example, the SODB might
present an offer whereby the price of an answer is between 20 cents and $2.00, with the
projected or expected price being 50 cents. Taking our hologram example, a Supplier who
does research and compiles a list of hologram producers might want to be rather sure of
being compensated for his time in compiling the list and entering it into the system. He might
want, say, $20. And so, the SODB might set the initial price for the hologram answer high,
in order to better insure that the Supplier will be paid the $20. Thus the first ten Requestor
might be charged $2 each. However, say another 100 Requestors ask for the same hologram
answer. These can be charged less, say 20 cents each, and the original Requestors can be
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rebated an amount. Thus the actual price the original Requestors pay is not definite, but a

projected or expected price.
Just as the system calculates a POE, it can calculate a projected price.

We will not delve into this idea further here but note that in certain situations the principle of
projected price, like projected income, is not only fundamental but highly useful in getting
answers into the SODB.

Brief Comments on the Types of Answers Suppliers Can Enter

In general, we get answers from computers in three ways. One is by straight look-up, direct
correspondence. For example, if someone asks, "What type of wood are Stradivarius violins
made out of?" the answer could be stored in a computer under the question.

Another type of knowledge is what might be called "algorithmic" in the sense that
information is compressed in an algorithm. For example, one could ask, "What the length of
the hypotenuse of a right triangle with sides 3 inches and 4 inches long?" This answer could
be stored to correspond to the question. One could make a huge look-up table with answers
to questions about the lengths of different hypotenuses. A more efficient way of representing
this information though is by the well known Pythagorean Theorem. This theorem allows
you simply to plug in the relevant numbers and let the computer calculate an answer.

The SODB can be adapted to calculate answers from algorithms. For example, if 1,000
people ask questions about the length of the hypotenuses of different triangles, a user might
realize that, rather than answer each of these questions, she could enter the theorem and
enable people to plug in the appropriate numbers. The user that entered the formula and the
interface allowing people to enter the numbers could then get the royalties for the questions

the theorem answers.

It is thus possible to enable users to enter formulas and an interface procedures for
Requestors to be able to use the formulas to get desired answers. The problem is that the
SODB cannot come up with a POE for the algorithm because doing so requires the
intelligence to realize that a group of different questions can be answered with a single

algorithm.

Likewise with tables of data that is processed, it is possible to enable Suppliers to enter sets
of functions that create tables such that data can be entered into the tables and then be
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processed. Again, the SODB does not have the intelligence to assign a POE to such tables +

functions. As with algorithmic answers, we note the possibility of enabling Suppliers to enter
tables + functions and paying Suppliers for the usage of the tables. While having such
features can be quite important, it is not he main point of the system.

(In the parent we presumed that the tables and functions can be part of the SODB. After all,
there is nothing new in processing data in tables. What is new in the SODB is how economic
values are attached to given data (whether that data is in tables or not) to induce users to

supply that data.)

Brief Note on the Form of the Invention

Before going on to other features of the invention, it is worthwhile to pause and discuss the
form of the invention. Because it is to be used by a community of people in different
locations, the invention comprises a network in which terminals in various locations are used
to input data requests and supply data. The terminals can be anything from telephones to

super computers.

The data itself can be stored centrally or in nodes throughout the network. For example,
certain users might request the full text of Dracula. Other users might want the film version
of Dracula. And all this data can be stored centrally. Or the text of Dracula, the book, might
be stored in a computer owned by, say, the Library of Congress, while the film data might be
stored in a computer owned by, say, a film studio. Because of the added communications
costs, highly decentralized storage of data is not usually the most efficient method where the
SODB is concerned. Nevertheless, real world concerns might dictate such decentralization. A
movie studio, for example, might not want to put its copyrighted movie in someone else's

computer for distribution to the public.

(One problem in discussing the issue of centralized storage is that the very concept of
centralized storage is blurry in this age of sprawling networks. We will not try to define the

notion crisply here, but will rely on peoples' intuitive notions.)

While the storage of data itself may be decentralized, the gathering of demand information
about data-requests (and the calculation and outputting of POE's) must, in general, be highly
centralized. For example, say we have a data-request, "How many paintings are in the
Louvre?," and say that a dozen users request the answer to this question. It does no good if
the twelve data-requests are all registered on different systems. There needs to be a central
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tally showing that there have been twelve requests for the data. That way the POE

corresponds to the demand of twelve people. Otherwise the POE in each system would only

correspond to one request.

In fact, the goal of the SODB is to collect the demand for given data centrally. That way the
pay-off for supplying the data is higher and the data can cost less per user. Moreover, the
more demand for a piece of data, the more likely the data will be entered into the system. If
the demand is decentralized then there is no way to accumulate the demand and that defeats
the purpose of the system. Of course it is conceivable that the demand could be registered
throughout the system but it would still have to be tallied, matched up, somewhere to yield a
total figure which would then lead to the maximal POE.

(The economic efficiency of accumulating demand information does not mean that a single
SODB will store all the world's data-requests. An SODB is meant to be used by a
community and a community can be defined narrowly. For example, a company might have
an SODB for its employees. Data-request demand information would be stored centrally

though and not in every employee's computer.)

We have mentioned that the data itself might be stored in a decentralized manner. However,
if the SODB does not store data centrally, it must at least store pointers to the data centrally.
For example, if a Requestor asks for a given piece of data, the SODB must be able to tell if
the data is in the system or not. To do this, a pointer would identify whether the data was in
and where it was located. Thus a data-pointer is surrogate for the data itself. In the case of
decentralized storage of data then, a Supplier who enters data into the system would have to
enter a pointer centrally while entering the data into a given storage computer.

It is also possible that the SODB only outputs routing information to the Requestor but does

not make the connection to the storage computer. In this case, the SODB is really a new kind
of signaling mechanism that tells users where data is stored and tells users the potential pay-

off of storing and selling data. This form of the invention was not envisioned in the parent

and is noted here.

Another aspect of the SODB that can be decentralized is paying royalties and collecting
charges. This can be done at the nodes where the data is stored. Again, this form of the
invention was not envisioned in the parent but is noted here. However, even if payments are
transacted in a decentralized manner, payment data would still be sent to the central SODB
location because such data is usually important demand information to be used in calculating

pay-off estimates.
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Brief Note on the Importance of the Flexibility of the Royalty Rules

One of the advantages of the SODB is that the royalty rules and the POF are infinitely
variable. Thus, the system Manager can adjust the formula to reward certain actions such as
the correcting of answers. We will go into the importance more in a future application but
here we will note one of the most important consequences, starting up the system and

attaining critical mass.

For many types of fee based data-base systems, the problem is starting up and gathering
enough initial data and enough initial customers. This problem is often referred to as the
critical mass problem. The idea is that if enough users use the system the system will be
profitable and self-perpetuating. Butitis a chicken and egg problem, for often no users can

be gotten until the data is in the system.

The beauty of the SODB is that it enables the System Manager to provide incentives that can
jump start the system. For example, if your plan is to start a lowest price locating system, a
huge obstacle is how to convince thousands of sellers nationwide to feed in their prices so
that the prices can be sorted. We met a similar problem in the very beginning when we
discussed the problem of even keeping a data-base of telephone numbers up to date. The

problems with a lowest price locator are worse.

If we agree though that people would be interested in lowest prices we can see that if the
system got started it might be self-perpetuating for buyers would want to check lowest prices
and the low price sellers would, out of self interest, want to display their prices. So let us

assume that once the system got going it would have value for users.

In order to jump start the system the Manager can adjust the royalty rules so that the people
who are the first to enter the lowest price of a given item get a share of future income from all
the lowest prices, for that item for a period of time. For example, say that the item is a Sony
Walkman (we'll pretend there is just one model in the world). Then the royalty rules can be
set such that the person who enters the lowest price will get a share of the royalties of all
subsequent lowest prices, for a period of, say, 5 years. Now, if there is no price in the data-
base then the first person to enter the price is the lowest. That is not a reasonable way to get
the system going. Therefore, the System Manager can set a rule such that the "first” lowest
price Supplier is considered to be the person who has entered the lowest price that is valid at a

given date and time.
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The System Manager can set the royalty rules such that, for instance, the Supplier of the
lowest price for a Walkman on December 24th, at noon, gets a small share of the royalties
for all lowest prices entered for the next 5 years on a Walkman. The reward might be, say,
$200. Thus the System Manager can set up a competition to be the lowest price Supplier on a
given date and time. The competition might last, say a couple of months. At the end of this
competition, a truly low price might be entered and the system may be off an running for that

item.

We are using this illustration just as a representative example of the advantages of being able

to adjust the POF (the royalty rules really).

There are many other advantages of being able to adjust the royalty rate and thus the resulting
POE's, but this use above is the inventor's favorite.

Additional Functions

An SODB should include more functions than the basic ones described above. Some useful

functions are described below.

Matching Functions

The SODB is a matching machine in two senses. both critical. First, it matches questions
(data-requests) and keeps a tally of how many times the same, matching questions have been
asked. Second, it matches answers to questions. In both types of matching, problems can
arise due to the nature of language and the nature of questions and answers themselves.
Therefore, the SODB should have functions to increase the chance of accurate matching.

Examples of such approaches are best match algorithms.

a) Infinite Ways to Ask the Same Question

There are multiple, in fact infinite, ways to ask the same question. Two questions that have
the same meaning may not be matchable because they have a different form. And so, the
goal of the SODB is to try to make questions with the same meaning take on the same form.
The SODB can therefore have a function that takes a Requestor through a standard input
structure so that Requestors have a better chance of posing Questions in matching forms
when the questions have the same meaning. This structure is easiest with simple questions
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such as, "What is the telephone number of John Smith?" A Requestor might simply input

the name "John Smith," which would of course, match other inputs of "John Smith." This

example brings us to the next problem.

b) Questions Can Have Multiple, and Possibly Infinite, Answers

To match an answer to a question, there needs to be a single answer. However, as discussed
previously, the phrase "one answer" is not very clear. An answer can have multiple
components. For example, the question, "What is John's telephone number?" might have an
answer that includes multiple numbers because John might have several numbers. However,
the answer could still be considered a single answer because the numbers are that person's
numbers, which is what. the requestor asked for. The Requestor though would not want
multiple numbers of various people with the same name. For example, a person entering
"John Smith" looking for a number might find hundreds of numbers. In fact, most all
questions can have multiple answers, even seemingly specific questions such as, "What is
John's weight in pounds?" The answer may be 150 or 150.11 or 150.1111, and then any
figure depends on when he was weighed, with what scale, and so on. To narrow answers
down, we use implicit default assumptions, some of which we build into our data-bases. In
addition to these assumptions, the key to narrowing possible answers is to specify enough
information in a question to make it highly likely that only one answer will be given.
Specifiers such as full name, location, ID number, time, source of information and so on can
often narrow the possible answers to one. The SODB can include a function that asks the
Requestor to pose the question more specifically. The SODB can also include a function that
picks one answer out of a set of equivalent answers. For example, the answer to the question,
"Where is the lowest price on a certain compact disc?" might be many places. The SODB

might pick one at random.

Quality Control Functions

Quality control of answers in the SODB is essential. The SODB can have many functions to
provide incentives and sanctions that encourage Suppliers to provide accurate answers. A
general incentive is that a corrected answer will displace a wrong answer and garner royalties.
The SODB may have rules to define what a wrong answer is but these rules cannot cover all
situations. Disputes may arise as to whether answers are accurate and these dispute may have
to be settled outside the system by the Manager of the SODB. Some quality control functions

are listed below.
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a) The SODB can have a function that stores identification information about an Answer

such as the time it was supplied and the primary source (the primary source and the Supplier

may or may not be one and the same).

b) The SODB can have a function that allows users to input a claim that an answer is wrong

and send that claim to the Manager.

¢) A user, Requestor or Supplier, can claim that an answer was intentionally supplied
wrongly. The SODB can have a function that allows a user to record this claim and send it to

the Manager.

d) The SODB can have a function that allows a user to request that a manager inspect an

answer. The function can also register a charge for this inspection.

e) The SODB can have a function that allows the Manager to register that an answer is wrong

and to register that wrong to a Supplier.

f) The SODB can have function that keeps a record of the wrong answers a Supplier has
provided. This function can also disqualify a Supplier who has inputted too many wrong

aAnswers.

g) The SODB can have a function that charges Suppliers an amount of money, a penalty, for

providing wrong answers.

h) The SODB can have a function that rewards a user who discovers that an answer is
wrong. Such a function can charge a penalty to the Supplier of the wrong answer and pay the

penalty fee to the discoverer of the incorrect answer.

i) The SODB can have a function that pays Suppliers to update answers. Let us call such a
Supplier an Updater. For example, a price that was originally entered correctly might become
outdated. A user who discovers this can be paid for changing the answer to a correct one. The
user would be paid royalties that the new, correct answer would generate. However,
sometimes, when an answer is changed, it may receive no royalties. This is particularly true
with prices and other time sensitive offers. For example, the answer to the question "Who
sells HP printers for the lowest price?" might change. The Updater might find out that the
current answer in the SODB is wrong. But the Updater might not be able to Supply the
correct answer. That may have been supplied by someone else. In these cases, the SODB can
have a function that pays the Updater a share of the Royalties owed to the Supplier of the new
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answer and/or of the old answer. Or the SODB may be able to credit the Updater in other

ways, such as crediting him with free answers.

j) To cheat, a person might have a confederate change an accurate answer to a wrong one.
The person would then re-enter the answer correctly and claim royalties. The SODB can have
a function such that if an answer reverts to a previous answer within a given period of time,
royalties will be paid to the Supplier of the previous answer, provided the previous answer
was accurate. With static facts, such as a person's birthday or the speed of light, the first
person to supply the answer accurately would usually claim all royalties. With changing
facts, such as prices, the time allowed for reversion could vary depending on the situation.

k) The SODB can have a function that "confirms" answers by making sure that they are
outputted to Requestors only after having been inputted by more than one Supplier.

1) The SODB can have a function that allows Suppliers to enter answers only after having

entered a passcode.

m) If accessed by voice, the SODB can have a function that records the Supplier's voice for

identification.

n) The SODB can have a function that audio records the Supplier receiving an answer from
the primary source of that answer. For example, a Supplier could be getting a price from a
store. In order to insure that the store cannot renege on this price, the Supplier might want to
record the conversation. Thus the SODB can have a call forwarding function in which the
Supplier calls through the SODB, the SODB connects the Supplier to the store and then also
records the conversation. To reduce recording costs, the recording might be done randomly.

Deleting Data Function

The SODB can have a function to get rid of "deadwood” by deleting answers, raw data, data-
requests and data-uses whose demand rate drops too low. For example, the SODB can

automatically delete any answer that has not been requested or any question that has not been

asked for a period of time.

User Fee Functions
To offset costs and to encourage efficient use, the SODB can have a function that charges

users for connect time, for the storage of answers and for any other usage of the data-base.
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Pay-off Meter Functions
a) A user might prefer not to have the POE outputted automatically but instead upon request.

Therefore, the POM can have a function that allows Requestors to request a POE.

b) A function can be added to the POM that tells not only the Pay-off Estimate but also an
estimated per hour rate. Thus the Pay-off Formula would have to include an estimate of the
time it takes to input the necessary data. From this estimate, a per hour estimate follows.

c) The Pay-off Formula can calculate a second POE, one that is a percentage of the original
POE and could be called a Referral Fee. This fee would be due a person, a Referrer, who
alerted a Supplier to enter an answer. This function would allow a Supplier to input the name
of the Referrer. The function would then credit royaities to both the Supplier and the Referrer.

These two would normally share the original royalty amount.

d) The Pay-off Formula can calculate the Pay-off per component in an answer. There are
infinite ways to assign a value per component. The Pay-off Formula could, for example,
simply take the POE and divide it by the number of components, x, in an answer. The
SODB would also have a function that tallies the components.

Requestor/Supplier Functions

a) A Requestor may not want to supply certain data because another Requestor might beat
him to the punch. Therefore, the SODB can have a function that reserves the right to input the
data. The Requestor could enter a command, such as RESERVE, after hearing the POE for
the data. The function would store the Requestor's ID data along with the Requestor's
question. Then, for a period of time, the SODB would allow only that user to enter the
necessary data. This function would also alert other users that the data was reserved for that

time.

b) A Requestor who becomes a Supplier may not want to bother re-entering a Question that
he previously asked when in the Request mode. The SODB can then have a function
whereby this user, when in the Request mode, could enter a command, such as "WILL
SUPPLY", after hearing the POE for the answer. The function would store the Requestor's
ID data along with the Question. Then, when the user is in the Supply mode, the function
would, upon a command, such as PREVIOUS, look-up the last question that the user had
asked. The data inputted by the user would then be stored to correspond to that Question.

¢) A user who intends to be a Requestor might enter the Supply Mode, using that mode to
check whether an answer is present in the SODB. (A user can check whether an answer is
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present using the Request or Supply Mode.) If the answer is present, the SODB can have a

function that allows the user to automatically switch modes upon a single command and have
the answer automatically outputted and a charge registered to the user. This function may
seem trivial but an important issue lies behind it. The SODB is a feedback system different
from other data-bases in that it forms a tight feedback loop based on royalty incentives
provided to users who normally would pay to receive data. With certain data-bases,

suppliers, who do not pay for receiving data, may be able to check on the potential royalty
revenue from a piece of data. But, for the first time, with an SODB, this pay-off information

the data-base. This fact makes a great difference for it creates a tight, efficient feedback

system that is new.

Probabilistic Payment Functions
If payments and royalties for data are quite small, it is very advantageous (o use an expected

value payment method (EVPM). An EVPM is described in patent no. 5,085,435 and
5.269,521. Please see this patent for an explanation of the method.

The main question in an EVPM is how to insure fair bets. In this case the bets are between
the SODB and its users, both Requestors who owe money and Suppliers who are owed
money. We will take the case of Requestors who owe money. The principles involved extend
to Suppliers. Cheat-prevention methods are described in the patents above. Two examples of

cheat prevention methods that can be applied to the SODB are given below.

Numbers Game Method: In the illegal Numbers Game, results were often determined by
one number, for example the last three digits of the handle at the track. Anyone who picked
that number would win. Thus, one number decided thousands of bets. Likewise the SODB's
Payments Register can set up EVPM bets with each Requestor. Charges registered one day
can all be decided by the daily lotto number the next day. For example, assume the stakes are
set at $10.00. The bet then is decided by the last three numbers in the daily lotto. (See EVPM
patent). So, the Payments Register register the charges owed by all Requestors during one
day. Then the next day, the daily lotto number is announced. The Payments Register takes
this number and applies it to every bet is made with Requestors on the previous day.

The only problem with such a method is that it can truly be feast or famine. For example,
assume all charges one day are 10 cents. The SODB only has a 1% chance of winning bets if
the stakes are $10. Therefore, the SODB stands a 99% chance of getting nothing and a 1%
chance of getting 100 times its money. In order to even out the income stream, the Payments
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Register might assign to each Requestor an extra number to be added to the lotto number.

The extra number might be part of the Requestors ID number, for example. These extra
numbers would be random or nearly so in order to even out the wins and losses from bets.
As long the extra numbers are agreed upon by Requestors before the lotto number is

announced, all is fair.

Probabilistic Metering Method: Normally, when people use an on-line data-base or phone
system or any usage sensitive system, there is a metering component that measures usage
and ultimately determines charges. The SODB has that with its Payment's Register.
However, registering charges and then billing for them can be a large cost. Therefore, it
would be advantageous to do the metering on a probabilistic basis by EVPM. For example,
the meter might be off 90 percent of the time but, when on, the charges applied would be at
10 times the normal rate. The periods of time the meter is on and off are determined by a
random number supplier that picks a number, in this case an integer from 1-10.

The SODB's Payment's Register can have a Probabilistic Metering Function (PMF) that
randomly determines the time periods during which the SODB will register charges to
Requestors (and register royalties to Suppliers). The function is described below.

1. A period of time is broken up into sub-periods. For example, a day might be broken up

into minutes.

2. The probability that the meter will be on during a sub-period is decided upon by the SODB

manager.

3. Each sub-period has assigned to it a random number that determines whether the meter
will be on or off during that period. The number is chosen by a random number generator
such that the probability of the meter being on is the probability that the SODB manager has
decided on. With each sub-period having a random number chosen, a sequence or list of
"on's" and "off's" is created. This list is inputted into the PMF.

( The list is supplied by an independent source that generates the numbers. The independence
of the source is necessary to verify whether or not the SODB's sequence if fair.)

5. The PMF has a clock and a sub-function that, upon the clock's arriving at each sub-period,
checks the list to determine whether the meter should be on or off. The sub-function turns the

meter on and off as determined by the on/off list.
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6. The clock is synchronized to an independent clock so that fairness can be assured.

7 When the meter is on, the Payment Register registers charges and multiplies them by the
inverse of the probability that the meter would be on. Thus, if the meter is to be on 1/10 of

the time, the charges would be 10 times normal.

Probabilistic metering by this method offers an efficient way to insure fair bets and also a
way to smooth out the wins and losses from bets. Perhaps more importantly, it allows
Requestors not to have to input the ID data unless they lose bets. There is no reason to input
one's identity if one does not have to pay. Thus the inputting of ID data is eliminated from the
Start mode. This can be a very advantageous for people in a hurry. It means they only have to
identify themselves for billing purposes when they lose the bets. Of course, people might not
pay if they haven't identified themselves. However, in addition to honor, it is possible in
some cases to gather evidence to trace Requestors. It is possible to capture the Requestor's
voice, for instance, if the SODB is accessed by voice. If the SODB is accessed by computer,

the computer may be traced.
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Claims
Iclaim:

1. a data collection and retrieval system comprising in combination the following elements

and steps:
a computer and data-base having:

--input means for inputting data-requests and data corresponding to said data-requests, along

with user identification information,
--output means for outputting said corresponding data, along with projected pay-off estimates,
--memory means for storing said data-requests and corresponding data,

--processing means for comparing data-requests, finding corresponding data, registering

times of inputs, calculating formulas and registering charges and payments due to users,

said computer performing the following steps upon the inputting of a data-request by a user:
a. registering said user's identification information in said data-base,

b. registering user's preference in supplying or retrieving the data corresponding to said data-

request,

c. if the user prefers to supply said corresponding data, looks for said corresponding data is

said corresponding data-base,

cl. if corresponding data is found, outputting a message telling the user that the data is

already in the data-base,

c2. if no corresponding data is found, allowing the user to input the data, storing the
corresponding data and registering that royalties are due to the user when said data is

requested,
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d. if the user prefers to retrieve data corresponding to said data-request,
d1. registering time and date said data-request is inputted,
d2. registering amount user is willing to pay for data corresponding to said data-request,
d3. finding data corresponding to said data-request is in the data-base,

d3a. if corresponding data is in the data-base, outputting the data, registering a
charge due by said user who inputted the data-request and a royalty due to the user who
supplied the data, adding one to the number of said data-requests, calculating a pay-off
formula that projects the estimated royalties due to a user who inputs the correct data
corresponding to said data-request, and outputting the resulting pay-off estimate,

d3b. if no corresponding data is in the data-base, checking if said data-request is

stored in the data-base,

d3bl. if no, storing the data-request and setting the number of said data-

requests to one, and calculating said pay-off formula,
d3b2. if yes, adds one to the number of said data-requests, and calculates

said pay-off formula,

d3b3. outputting the resulting pay-off estimate.
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