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Establishing a process using software agent control

(67) A method of establishing a process agent comprises storing a library of first programs (resource agents)
representing system resources; storing a second program representing a service agent which includes
pointers to associated ones of the first programs represented by the service agent; storing a program for
invoking a general process, including the steps of: requesting a usage right for functional services represented
by the service agent, sending pointers to system resources required for the general process from the service
agent to the program for operating the general process and storing the pointers sent from the service agent in
association, 3, with the program for operating the general process; and executing the program for operating
the general process using the system resources identified by the stored pointers.
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At least one drawing originally filed was informal and the print reproduced here is taken from a later filed formal copy.
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FIELD OF THE INVENTION
This invention relates to methods of controlling

communication or other systems and in particular to a
method of establishing a process using software agent
control.
SUMMARY OF THE INVENTION

The present invention is an improvement and

relates to an earlier inventions described in U.S.
patent applications 08/257,917 filed June 10, 1994
invented by Deborah Pinard et al and 08/367,821 filed
January 3, 1995 invented by Thomas Gray, which is
incorporated herein by reference. In an embodiment of
the present invention, software objects for operating
resources are stored in a random access memory (RAM), in
a resource area of a functional process for carrying out
the process, which resources are identified during a
blackboard bidding process by service agents which have
pointers to resource agents controlling the resources.
In accordance with another embodiment of the
invention, a method of establishing a process agent is
comprised of: (a) storing a library of first software
programs representing system resources, (b) storing a
second software program representing a corresponding
service agent which includes pointers to associated ones
of the first software programs which are represented by
the service agent, (c) storing a software program for
invoking a general process, including the steps of:
(i)requesting a usage right for functional services
represented by the service agent required by the general
process, (ii) sending pointers to system resources
required for the general process from the service agent
to the software program for operating the general
process, and (iii) storing the pointers sent from the
service agent in association with the software program
for operating the general process, and (d) executing the
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software program for operating the general process using
the system resources identified by the stored pointers.
BRIEF INTRODUCTION TO THE DRAWINGS »

A better understanding of the invention will be
obtained by considering the detailed description below,
with reference to the following drawings, in which:

Figure 1 is a block diagram of a structure in
which the present invention can be implemented,

Figure 2 is a diagram illustrating the
relationships of various software structures used in the
invention,

Figure 3 illustrates process relationships used
in a portion of the process,

Figure 4 illustrates the process relationships
of Figure 3 in more detail,

Figure 5 illustrates the process relationships
of Figure 3 in a different form,

Figure 6 illustrates a portion of the contents
of the process agent of Figure 3,

Figure 7 illustrates other process relationships
used in another portion of the process, and

Figure 8 illustrates a process agent of Figure 6
in a different form.

DETAILED DESCRIPTION OF THE PREFERRED EMBODIMENTS

The aforenoted patent application describes the
nature of software agent processing in a communication
system. The present invention is a preferred method by
which a process agent can avail itself of various
resources without having knowledge of their specific
characteristics.

Figure 1 illustrates a network 1, which need not
be a local area network, and could be several networks
which communicate with each other by various well-known
structures and techniques. At least one server 3 is
connected to the network 1; several can be distributed
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and connected to the network 1 at locations which are
established by e.g. traffic patterns, availability of
physical locations, etc. Each server is comprised of at
least a random access memory (RAM) 5 and at least a
central processor (CPU) 7. The central processors 7
communicate via the network 1 or via a local subnetwork,
with the associated RAM 5, and can communicate via
network 1 with other CPUs 7.

For the sake of illustration, PBXs 9 also are
connected to the network 7, and can communicate with
each other via asynchronous transfer mode (ATM) cells,
via data channels, and/or via separate trunk or datha
links (not shown). Telephones 11 are connected to the
PBXs in a well known manner. However, it should be
recognized that instead of, or in addition to, the PBXs,
various other systems could be connected to the network
1, such as video phone systems, computers, etc.

The particular equipment connected to the
network and how they communicate with each other is not
the subject of the present invention, and is believed to
be within the skill of a person skilled in the art.

A representative computer terminal 13 is also
connected to the network 1, for communication with any
of the CPUs.

Turning now also to Figures 2 and 3, a customer
enters a process into the system, using terminal 13.
This can be comprised of filling in a form on the
terminal 13, which is produced by a database program.
By filling in the form related to a service, shown on
form as "basic service", an associated database program
is executed, which relates to a particular type of
function or task, shown on the form as "task 1", "task
2", etc.

Upon execution of the database program, a
particular service task order for a service is created
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by the terminal 13, which is related to the particular
task requested. For example, the task requested could
be the establishment of speech generation. The order
would include input and output parameters, such as the
monitoring of a voiced input (e.g. by a user) for "yes"
or "no", and the synthetically voiced response "you have
selected 'yes' (or 'no')". The created service order,
formed of a series of tasks is shown as reference 17.

Each of the service tasks (i.e. the output
parameters of those service tasks) is saved using an
unique name, so that it can be used as an input
parameter for other basic service tasks later in the
implementation of the service. These names are
implemented as global variables.

It is preferred that the configuration and
service setup so far described should be implemented in
an object oriented computer language, such as Smalltalk.
As is well known, a program in object oriented language
is comprised of a self-contained routine and associated
data, which can be "plugged into" various other routines
and operate relatively independently, but which can be
controlled by the other routines. Smalltalk is a
language which has objects which include methods that
can be invoked by sending the object a message.

The tasks in the configuration and setup
described above are represented by methods inside of
servant objects. The parameters (input and output) that
are programmed in the confiqguration and setup should be
translated into parameters for the methods.

As illustrated in Figure 5, once a service has
been created, i.e. the parameters are defined (and, it
is preferred, an icon representing the service drawn on
the terminal display), a script should be compiled which
preferably takes the form of smalltalk code. This
compiled script should then be loaded into a functional
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group of tasks 17, which thus describe a complete
function for the service, for example, the detection of
various sounds received from a user and machine creation
of speech responses. These are shown in group 17 as
task 1, task 3... task n. The functional group is
stored in a memory at the terminal 13.

Once the functional group has been defined, then
this process and the policies which govern it (derived
from the task object programs selected via the entries
to the database) are loaded into the RAM 5 of any server
3 connected to the network 1, as a process agent, as
shown in Figures 2 and 3, and as a Smalltalk image, as
shown in Figure 5.

The servers also store service agents. Each
service agent contains pointers to resource agents.

Each resource agent is dedicated to a single resource.
A resource can be, for example, a voice synthesizer.

It is preferred that the server RAM should
contain a servant object library, which is formed of
resource programs (objects, containing circled numbers)
whose functions are to interface associated resource
agents using the correct identifier for the resource
agents with which it interfaces, as shown in Figure 6.
Thus each object in the library is able to communicate
with one particular resource.

Thus each of the service agents has pointers to
all of the objects in the servant object library which
it uses to provide the basic service, as shown in figure
7.

When a process is initialized, it must negotiate
usage rights for each basic service that is required to
fulfill the objective of the process. It does this by
establishing a blackboard bidding procedure as described
in the aforenoted patent application. The service
agents which can fulfill the requirements of the process
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bid on the request, and one service agent is selected,
completing the negotiation. The selected service agent
then passes pointers to the resource agents, i.e. the
servant objects (i.e. methods), that the process agent
needs to fulfill the requirements of the process, to the
process agent.

The process agent, having received the pointers,
accesses the resource agents pointed to and copies of
these resource agents are installed in the RAM in a
resource area associated with the process agent, as
shown in Figure 8.

The process agent, now having direct access to
the process agents required to fulfill the tasks
associated with the function, can carry out the process
when required by the server.

It should be noted that the resource agents can
be invoked from any functional group agent on the
network. Thus service agents in RAM 5 of one server can
be accessed, and can bid on a blackboard process
established in another server, and the resulting
resource agents transferred to the function process
agent stored in RAM 5 of the other server.

It should be noted that once a process agent has
been initialized, and contains all of its servants
(resource agents), it then can fulfill its function (set
of tasks) for any other process. Thus it adds itself to
the object library which represents itself, and adds a
pointer to itself to one of the service agents. 1In this
way it makes itself available to other processes as a
basic service.

In a similar manner, resource brokers (service
agents) can reside in a library in RAM 5, and the
process agent can download the code for the brokers it
needs, to pick the appropriate resource for a process it
is responsible for.
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With the resources coded in an object code
language, they can be easily and dynamically be added to
the agent code. Once added to the agent code, the
general procéss program can be operated upon request
from other processing programs which control the
operation of the system, such as the functioning of an
auto attendant in a PBX, or the connection of a pair of
telephones via one or plural PBXs.

As an example, when speech is to be generated,
let us assume that the service can be provided by two
different hardware devices (resources), each with a
different identifier. Two service agents (objects) are
written which translate the "generic" language of the
instruction "generate speech" to the identities of the
two resources. These objects are stored in a common
library.

An agent is written which represents the basic
service of speech generation, and which has knowledge of
the storage location of the two service agents.

When a process is created which requires speech
generation (e.g. an auto attendant), the process agent
for the auto attendant obtains the pointers to the two
service agents from the speech generation basic service
agent, and copies the servant code into its own resource
area.

Thus if a new hardware or software device which
is added can perform speech generation, the servant code
for it can be written and added to the library, the
speech generation basic service agent is informed of the
additional resource, and the next time the resource is
required, the new code is automatically available. This
facilitates availability of the various resources to
processes required by the system in an efficient manner.

A person understanding this invention may now
conceive of alternative structures and embodiments or



variations of the above. All those which fall within
the scope of the claims appended hereto are considered

to be part of the present invention.
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We claim:

1. A method of establishing a process agent
comprising:

(a) storing a library of first software programs
representing system resources,

(b) storing a second software program
representing a corresponding service agent which
includes pointers to associated ones of the first
software programs which are represented by the service
agent,

(c) storing a software program for invoking a
general process, including the steps of:

(i) requesting a usage right for functional
services represented by the service agent required by
the general process,

(ii) sending pointers to system resources
required for the general process from the service agent
to the software program for operating the general
process, and

(iii) storing said pointers sent from the
service agent in association with the software program
for operating the general process, and

(d) executing the software program for operating
the general process using the system resources
identified by the stored pointers.

2. A method as defined in claim 1, including
providing plural second software programs representing
plural corresponding service agents each including
pointers to particular associated ones of said first
software programs, and in which step (c) (i) includes
requesting a usage right for functional services
represented by said plural service agents.
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3. A method as defined in claim 2 in which the
step of requesting a usage right is performed by posting
a service requirement to a blackboard, said second
software program bidding on the posted service
requirement, and in which step (c) (ii) includes sending
pointers from a service agent which succeeded in the
bidding.

4. A method as defined in claim 3 in which each
of the first software programs is a software object.

5. A method as defined in claim 5 in which the
step of storing a software program invoking a general
process is comprised of a user indicating a service
requirement on a user terminal, establishing a group of
tasks to fulfill the service requirement as a service
order, compiling the group of tasks in an object
oriented language code, defining objects, and loading
the objects into a.functional group agent in a server in
which said software program for invoking a general

process is to be stored.



6. A method as claimed in claim 1 substantially as hereinbefore

described with reference to the accompanying drawings.
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