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SYSTEM FOR PROCESSING RAW FINANCIAL DATA TO PRODUCE VALIDATED PRODUCT
OFFERING INFORMATION TO SUBSCRBERS

CROSS-REFERENCE(S) TO RELATED APPLICATIONS:

This application claims priority under 35 U.S.C. § 119 from U.S. Provisional Application
Serial No. 60/223,397 filed on August 4, 2000 and entitled "Real Time Host Infrastructure" and U.S.
Provisional Application Serial No. 60/227,162 filed on August 22, 2000 and entitled "Enhanced
Information Delivery." The entire contents of both these applications is hereby incorporated by

reference.

FIELD OF THE INVENTION:

The present invention is related to a method and system for rendering and shaping an
incoming content stream. More particularly, the present invention is related to 2 method and system
for processing raw input data streams, such as data related to offerings from financial providers, and

producing structured and validated output data which is suitable for distribution to clients.

BACKGROUND:

Electronic distribution of financial product information from financial product originators to
clients is a common service supplied by financial services providers. Typically, the service provider
acts as a conduit for passing information related to various products between the financial content
provider and clients. Such information includes new product offerings, updates to product attributes,
such as a current price, and perhaps changes in the manner in which the product is classified.

It is not uncommon for a service provider to need to process dozens of data streams, each of
which may be carrying information related to a large number of products. For example, a single data
stream containing information about U.S. Treasuries typically contains data events related to several
hundred different products. |

There are various techniques for distributing raw financial services data to the clients.

However, present techniques are labor or computationally expensive, treating the providers on an ad-
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hoc basis. In particular, in order to receive and process informational content so it can be distributed
to downstream clients, the host needed to be hardwired to the specific structure and format of the
incoming data stream. As a result, separate systems have developed for processing data from
different sources. For example, one system may be dedicated to processing raw treasuries data and
another independent system having its own structure may be dedicated to processing raw data related
to corporate offerings. While acceptable for some operations, such ad-hoc techniques do not scale
well and are difficult to integrate into a single comprehensive environment.

In addition, while present systems may be suitable for routing data from its source to various
interested clients, conventional clients have been hard-wired to the host system with high-speed data
connections. The proliferation of portable and wireless computer devices with low bandwidths and
intermittent connectivity, along with the greater presence of smaller clients (both professional and
individual) increases the need to provide a robust and adaptable data stream which is not susceptible
to the inconsistencies inherent in communicating over a large communications network, such as the
Internet.

Accordingly, it is an object of the present invention to provide an integrated infrastructure
product which is designed to process real-time content streams from a host system such that it can be
distributed to authorized subscribers.

It is a further object to a system configured to process multiple streams of raw data in real
time and providing a formatted and validated output which is suitable for down stream processing
and distribution to clients.

Yet another object of the present invention is to provide a system which is flexible and easily
adapted to permit the management of multiple streams of data from various sources and allow new
streams and product types to be easily added or modified.

Yet a further object of the present invention is to provide validated and formatted offer data in
a format which minimizes the amount of data required to transmit the offer to downstream services.

Yet another object of the present invention is to provide a data delivery mechanism which
dynamically adjusts transmission rates to the speed at which a client can receive and process data

while ensuring that updated data received by a client is current.
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SUMMARY OF THE INVENTION(S):

These and other objects are achieved in accordance with the present method and system for
processing raw financial data streams to produce and distribute structured and validated product
offering objects. The system is comprised of two major structural elements: a real time information
manager and a client manager. The information manager is configured to process raw data streams
from content providers and provide broadcasts of validated structured objects derived from the raw
streams which represent the current state of the objects in substantially real-time.

In operation, the information manager receives raw data objects on at least one raw data
stream input. The raw data objects are typed and validated and a corresponding formatted data object
is generated. The current state of the object is stored in an object storage pool and also broadcast on a
particular broadcast data stream, preferably selected from a number of available streams in accordance
with the object type. In a preferred implementation, the current state is broadcast in differential form
wherein the unique object at issue is identified and the changes in the object state relative to a prior
state are provided. A preferred format for the storage of object typing and formatting rules is also
disclosed.

The client manager is comprised of one or more object state managers which are connected to
respective broadcast data streams and configured to maintain in an object cache the current state of
objects as indicated on the various broadcast streams. Client sessions are provided to maintain
communications with each respective client. When an object state manager detects that the state of an
object carried on a particular broadcast data stream has changed, it directs an event to the client
sessions for clients which have subscribed to that stream. The client event then evaluates filters and
other rules specified in the client's profile to determine if the state change should be sent to the client
and, if so, to forward the state change information for transmission to the client.

Preferably, each client has an associated delivery manager which maintains a queue of data to
be sent to the particular client. Communication metrics, such as network transmission times and
performance of the client's system, are monitored and the rate at which data is sent to the client is

adjusted accordingly. In addition, aggregation functionality is preferably implemented such that when
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two or more state change events for a common data object are queued for transmission to a client, for
example, changes in the price of a security, the various changes indicated to the object state are
aggregated to produce a single event which includes all of the state changes which should be
transmitted.

Advantageously, the architecture and operation of the present system is robust and can easily
be adapted for a wide variety of systems and scales of operation. The modular nature of the system
permits multiple information managers to be provided as required to process the various input data
streams. The typing and formatting rules used by the information managers can easily be updated to
accommodate new data providers and data types. Multiple client session managers can be provided to
ensure sufficient capacity to support a large number of clients and can connect on demand to
broadcast data streams from the various information managers. Moreover, the system can be
implemented on a variety of platforms and the information managers and client managers can be local
or remotely located relative to each other and to subscribing clients. In addition, the data output by
the information managers is suitable for use by other applications and the client managers can be
easily adapteci for use with broadcast data streams provided by sources other than the information

managers.

BRIEF DESCRIPTION OF THE FIGURES:

The foregoing and other features of the present invention will be more readily apparent from
the following detailed description and drawings of illustrative embodiments of the invention in which:

FIG. 1 is a block diagram of an integrated system for delivering real-time content streams to
authorized subscribers and enabling real-time interactions between the host and subscriber and
between businesses and customers over various networks;

FIG. 2 is a high level diagram illustrating the operating environment of the real-time
information manager of Fig. 1;

FIG. 3 shows a preferred architecture of the real-time information manager;

FIG. 4 is an illustration of a typing-tree used by the real-time information manager to process

data input;
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FIG. 5 is block diagram illustrating the scalability of the present real-time information
architecture;

FIG. 6 shows a preferred architecture of the client manager;

FIG. 7 is a block diagram illustrating the client manager of Fig. 6 supporting multiple client
sessions;

FIG. 8 is a block diagram illustrating a preferred structure of the object state manager of Fig.
FIG. 9 is a block diagram illustrating the client session and delivery manager of Fig. 6 and
further showing a high-level view of the client-side system elements; and

FIG. 10 is a high level diagram of the client system architecture.

DETAILED DESCRIPTION OF THE PREFERRED EMBODIMENTS:

Turning to Fig. 1 there is shown a high-level block diagram of an integrated system 10 for
delivering real-time content streams to authorized subscribers and enabling real-time interactions
between the host and subscriber and between businesses and customers over various networks. In
particular, system 10 has a real-time information channel 11 which is configured to receive raw data
streams 14 from one or more content providers 12, process the data streams in real time and then
forward relevant offers and other data via a network 16 to subscribing clients 18.

The real-time information channel 11 is comprised of the real-time information manager 30
and the client manager 32. The real-time information manager 30 is configured to receive incoming
streams of raw data 14, process the data, and then publish structured, validated content objects which
can then be used by downstream processes. The client manager 32 is responsible for managing client
custom profiles and implementing entitlement policy related to data types and services which can be
used by the clients. The client manager 32 is also responsible for forwarding data to the clients and is
preferably configured to dynamically adjust to changes in bandwidth and latency, as well as resource
utilization on the client device to optimize delivery of content in real time and to maintain the client's
connection to the host system. The real time information manager 30 and the client manager 32 are

discussed in more detail below.



WO 02/13091 PCT/US01/23335
6

The system 10 can also include an interactive services channel 20 which facilitates the bi-
directional flow of communications 24, 24' between host business services 22 and suscribing clients
18. The interactive services channel 20 is comprised of a service manager 34 and a service router 36.
The service manager 34 is responsible for maintaining communication between various business
services 22, such as trading, sales, and auctions and separate service managers may be used for
various services. ;The service router 36 is configured to cache messages and track communications
between the subscribing clients and businesses and the host system. The service router 36 also
interacts with the service manager 34 which contains functionality to establish point-to-point
connections between the client and individual business services. Network communications between
the system 10 and clients 18 is preferably made using an HTTP tunneling transport system 38 which
is configured to overcome limitations caused by the transient nature of HTTP and HTTPS protocols
and provide a virtual persistent connection between the host system 10 and subscriber client 18. The
tunneling transport system 38 is also discussed in more detail below.

System 10 is preferably implemented within the context of one or more Java Virtual
Machines (“VM”) which form a virtual machine layer 40. Over the VM layer 40 is the tunneling
transport system 38 and a process management layer 42. The individual system processes, such as
those forming the real time information channel 11 and the interactive services channel 20 operate in
process management layer 42. The process layer 42 provides the ability to distribute, manage, and
control multiple processes on the VM layer (which itself may span multiple machines). Other
configurations and implementations are also possible.

REAL-TIME INFORMATION MANAGER

Turning to Fig. 2, there is shown a high level block diagram of the operation of the real-time
information manager 30. The information manager 30 receives one or more raw object data streams
14 from various content providers 12. A variety of content providers can be supported and the data
connection to each supporter can be implemented in a vériety of ways known to those of skill in the
art.

Preferably, the content providers supply raw data related to financial product offerings and

such typical providers include treasuries, agencies and corporate entities. The raw object data streams



WO 02/13091 PCT/US01/23335
7

14 carry data objects containing information about various products or offerings. Each data object
generally also contains a key which permits the object to be uniquely identified. Data included in a
raw data stream can be different for different types of instruments. A treasuries stream, for example,
can include descriptive details, pricing, volume or any other data related to government bonds,
warrants, securities or other instruments that can be traded, sold, swapped or exchanged. Government
bonds can include domestic, or foreign bonds, such as Japanese government bonds.

Alternative data streams can also be supported. Such streams preferably contain data objects
related to information which can be monitored on a continuing basis, which is periodically updated,
and where some or all of the updates should be communicated to one or more monitoring parties. In
one alternative, the data streams include availability of various non-financial products or offerings,
such as price and quantity of airline tickets, hotel rooms, and the like, and the processed data can be
distributed to consumers and indusiry representatives, among others. Other alternative streams
include electronic or on-line auctions, spot-market prices for various goods and services, measured
status or performance of various systems. Various further data sfreams suitable for processing and
distribution in accordance with the present system will be recognized by those of skill in the art.

The information manager 30 is configured to process the raw objects data stream and to
identify the specific product type for each object. Generally, a rule database 50 is provided which
includes object typing data 52 that defines the unique attributes associated with a given object. As an
object is received by the information manager 30, the various rules are applied to determine the object
type and verify the object, e.g., by making sure that its content complies with predeﬁqed criteria or
limits. There are various techniques which can be used to identify and verify object types in a data
stream which will known to those of skill in the art. A preferred technique which is well suited for
processing multiple data streams containing perhaps hundreds of different objects and permitting easy
creation and modification of object type signatures is discussed below.

After an object's type is identified and the object is verified, the object is formatted in
accordance with various system requirements. The structure of the formatted object and various
formatting rules 54 can be stored in the rule database 50. Formatting of a raw data object can include

many actions, such as removing fields which are unimportant to downstream applications, adding
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additional data fields, such as the identified object type, adjusting the manner in which data fields are
represented, etc.

According to a particular aspect of the invention, after an object is received, typed, and
formatted appropriately, the formatted object is stored in a structured object pool 56, preferably in sets
aécording to the object type. The object pool 56 can be considered a "master list" of the current state
of all objects of each type which are carried by the input data streams. Objects can be uniquely
identified by the key included in the raw data stream and preferably this key is used to store and
access the objects in the pool 56. If a received object is not in the pool, a new entry is created in and
the object is stored. In addition, the formatted object data is broadcast on a data stream 58.
Preferably, separate data streams are provided for each unique type of object. The data streams 58 are
received by downstream applications, and in particular, the client manager 32 which stores, processes,
and forwards the object to clients as appropriate.

As will be appreciated, when there are a large number of data objects and types which are
processed, the quantity of real-time data flowing from the information manager 30 to the client
manager 32 can be very large. In order to reduce the quantity of data flow, and according to a further
aspect of the invention, the formatted data object streams 58 typically contain differential offer data.
In particular, when an object is received by the information manager 30, the object pool 56 is queried
and, if an object having the same key is already present in the pool 56, the difference between the
received object and the stored object is determined. Instead of broadcasting the complete formatted
object to the client manager 32, only the differences are transmitted. This differential data can be used
by downstream processes to modify prior versions of the object stored by those processes to reflect
the updated information. The object stored in pool 56 is then updated to reflect the newly received
object. Typically, only a small portion of the object data, such as the price, changes at a given time.
As a result, the quantity of differential data which is broadcast is substantially smaller than the total
object data without data loss.

Various techniques known to those of skill in the art can be used to determine the difference
between a present and a prior data object. The particular method used is dependent on design and

implementation issues. Such issues may include factors such as the format of database or storage
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system supporting pool 56, the structure of the offers stored in the pool, and the programming
environment.

In the event that a received object is not present in the pool 56 but is instead a new offer, the
entire object is broadcast. Similarly, when objects are classified and broadcast on data streams related
to data type, if a received object has the same key as an object in the pool 56 but is of a different type,
information manager 30 preferably deletes the old object in the pool 56 and stores the new object in
accordance with its different type. The full object data is then broadcast on the data stream 58
appropriate for its new type. Also, a notice indicating the change in object type can be broadcast,
particularly when the present stream is different from the stream which previously carried information
about that object.

As will be appreciated, downstream processes which may be receiving the differential
broadcast channels 58, such as client managers 32, will generally maintain copies of the current state
of the various objects and update those copies in accordance with the differential data. In one
embodiment, when the information manager 30 receives a request from such a process to subscribe to
a data stream for a given object type, the information manager 30 can send a full copy of all objects of
that type in the pool 56 (in their current state) to the subscriber. The subscriber can then store this
"snapshot" of the objects of this type and subsequently revise the objects in accordance with received
differential data.

In a more preferred embodiment, the information manager 30 can broadcast the various
supported data streams without requiring specific knowledge of which particular systems are
receiving the broadcast. In such a case, the information manager 30 can include functionality which
will respond to requests for a snapshot of the current state of a particular object or set of objects and
return the requested data on an appropriate data channel. This channel is preferably separate from the
broadcast data channels. Alternatively, a data link can be provided between the client manager 32 (or
other subscriber) and the structured object pool 56 to permit the client manager 32 to autonomously
retrieve snapshot data "on demand", perhaps via an intermediate database access object (not shown),
thus freeing the real-time information manager 30 from having to service subscription requests. The

design selection of whether the client manager 32 is given direct access to the contents of the object
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pool 56 or accesses the object pool 56 via requests which are serviced by the information manager 30
or another module is dependant on system implementation details, such as the type of data links which
can be established between the system elements, how tightly coupled the various elements are, the
number and frequency of concurrent database connections which can be supported, and other factors
which will be known to those of skill in the art.

While the snapshot data can be broadcast to the subscriber on the object data streams, this
may result in a slowdown of the overall broadcast channel. Accordingly, the object type set snapshot
is preferably transmitted on a separate channel. During the transit time, updates to the objects in the
set may be received before the set has been fully processed by the subscriber. In this situation, a
subsequent transmission can be sent to the subscriber. Alternatively, the subscriber can queue up
differential updates received during the subscription process and apply them to the received snapshot
data after it is available.

Turning to Fig. 3, there is shown a block diagram of a preferred architecture for real-time
information manager 30. As shown, information manager comprises three primary modules — a
translator 60, an offer processor 62, and an offer pool manager 64. The translator 60 receives a raw
data stream 14 and generates raw events 70 comprising name-value pair sets. Preferably, the
translator 60 is implemented as a Java class. Advantageously, this implementation substantially
automates the extraction of the data attributes from the raw data stream and simplifies the
identification of new data object types. This information can then be used to define the rules used to
identify the new types.

The raw event 70 is then passed to the offer processor 62. The offer processor uses the rules
in the rule database 50 to identify or type the raw event. Once the event type is determined, the
appropriate validation, filtering, and enrichment rules for that type of event are retrieved. The rules
are used to select relevant data attributes from the raw event, validate the correct product type,
construct a product label, and filter events which should not be forwarded. The offer processor 62
then generates an external or processed event 72 which contains the attributes specified by the rules

along with a product type identifier and a unique key derived from the possibly non-unique key in the

raw data.
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External events 72 are passed to the offer pool manager 64. The offer pool manager 64 is
configured to automatically create a separate instance of the product type in the pool 56 for each
separate instance of that particular type encountered in the raw data stream. The unique key derived
from the raw data is used to link external events to offer instances in the offer pool 56. The Offer
Pool contains the current state of all product offerings that have been broadcast to clients. If a new
event contains updated information, the offer pool manager 64 identifies the change and, if the change
is in a field used by downstream processes, broadcasts the changes. If the product offering (as
represented by the external event) does not exist in the offer pool 56, the offer pool manager 64 adds
the complete product offering to the pool 56 and also passes it in full to the to the client managers 32,
either on the differential stream 58 or via a secondary data path configured for larger data transfers
(not shown).

To aid downstream services in detecting when they have missed a differential update
message, a sequence number is associated with each offer and subsequent update and the sequence
number is broadcast with that update. When a product instance is added to the offer pool 56 for the
first time it is assigned a sequence number of zero. Each time the instance of the offer in the pool 56
is updated by the offer pool manager 64 based on an external event, the sequence number is
incremented by one. The sequence number is broadcast with differential update messages and can be
used by the client managers 32 to verify that its local copy of the object is current. If a client manager
32 detects that the sequence number for an update message is not the next number in the sequence for
the locally stored version of the associated object, one or more update messages have been missed and
the client manager can request a full set of product type attributes to refresh the product offering
image.

As discussed above, there are a variety of ways in which the rules for identifying type of raw
events and processing it to generate an external event can be implemented. In a preferred
implementation, the object typing system data 66 is organized in a tree-format, a simplified
illustration of which is shown in Fig. 4.

With reference to Fig. 4, a type tree 100 is provided which has a root node 102 to which at

least one trans-type tree 103 is connected. The type tree 100 is a aggregation of all the type nodes and
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branch structures defined in the underlying trans-type trees 103. Each leaf node in the type tree
defines a separate type and each type has a tree like structure defining the types attributes. The branch
structure to the type nodes defines basis of information stream subscription and the content of the
node defines the structure of the information stream.

More particularly, each trans-type tree 103 is associated with a specific raw data input stream
and is connected to the root node 102 by an identifying stream node 104. Connected to each stream
node 104 are at least one leaf node 106 which defines a specific type of object which can be carried on
the respective data stream. The type leaf nodes 106 have embedded attributes which define the rules
which are used for both typing and validation of raw events. (The attributes could also be attached as
sub-nodes descending from the type leaf node.) The type nodes 106 also define the content structure
of the type respective object type, such as filtering and enrichment rules used to generate
corresponding external events. One or more levels of intermediate path nodes (not shown) can also be
included between a stream node 104 and its typing leaf nodes 106 to help in organizing the various
types in a stream. Although not required, intermediate nodes can also have associated typing rules
used to distinguish the types of descendant leaf nodes from other types in the stream.

Preferably the specific typing rules are in the form of logical expressions which can be
applied to the name-value pairs present in a raw event. These rules can be evaluated by traversing the
nodes in the appropriate trans-type tree 103 and applying a suitable rule parsing engine. A "default"
type can be applied for objects which do not match any of the types defined in a trans-type tree 103.
The presence of such an unknown type can be used to trigger an alert message indicating that a new
typing rule may need to be defined.

For example, the type tree 100 of Fig. 4 contains two trans-type trees, one associated with raw
data stream X (as indicated by stream node X 104) and the other associated with raw data stream Y.
Stream X has typing nodes for object types A and B which contain the rules for identifying these
types as well as various attributes for processing the raw event. Stream Y has typing nodes containing
rules to identify and process raw events of types Q and R. Product types can be uniquely identified by
referencing the names of the stream and type nodes, for example type A products can be identified as

product "X.A".
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With reference to Fig. 3, the illustrated raw event 70 contains several name-value pairs,
including "Descr=A". If this event were present on raw data stream X and node A defined a type
according to the rule "Descr==A" then this raw event would be typed as product or offering type
"X.A". Validation rules can also be applied. For example, one rule can specify that objects of type
X.A must comply with the rule "Amt > 0". If a type X.A object was received with Amt=0, for
example, it would not be considered valid and appropriate action taken, such as blocking subsequent
broadcast of the event and notifying the data provider. Attributes and formatting rules associated with
node A specify the content of the resulting external event 72 and the manner in which the data is
formatted. In this example, event 72 contains only the Descr, Amt, and Key name-value pairs. The
values for "office" and "color" are omitted. The formatting rules also indicate the event is enriched by
the addition of the "Type=X.A" name-value pair such that downstream processes do not need to
redetermine the event type.

As will be appreciated, before a data stream can be processed by the system it must be
declared to the typing system. In a preferred embodiment, the process of introducing the new stream
is done through a specialized type definition tool or application 76 (see Fig. 3) which allows the
streams to be defined, shaped and structured into types and allows typing and validation rules to be
embedded, content and rule syntax to be checked and the TypeTree to be constructed. The preferred
type-definition tool utilizes a graphical user interface which permits the user to indicate how incoming
data will be interpreted via a software manipulation. In this way multiple data formats, wherein each
data format relates to a distinct stream of raw data, can be received and processed.

Preferably, the translator 60 provides an output indicating the set of data-value pairs which
are present in the various data objects contained in an input data stream and this output is provided to
the type definition tool 76. The information provided by the translator 60 can then be used by the
type definition tool 76 to permit an operator to easily identify and select from the various name-pairs
from an undefined object in order to define an appropriate typing node with its associated typing and
validation rules.

Advantageously, the present methods and system for a real-time information manager

provides a robust data system which is easily scalable and customizable. A diagram showing such an
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embodiment and illustrating the flexibility and scalability of the present system is shown in Fig. 5 in
which three client managers 32.1-32.3 are subscribed to various data stream broadcasts from two real-
~ time information managers 30.1, 30.2. The subscribed data connections can be direct data
connections, via an intervening network, such as an intranet or the Internet, or by other means known
to those of skill in the art. Multiple instances of real-time information managers 30, running on the
same or different platforms can be implemented as required to service a large number of high-
bandwidth data streams. The organized nature of the output data streams permits connected client
managers 32 to selectively receive data objects of a given type and the non-restrictive nature of the
data broadcasts simplifies connecting multiple client managers 32 to the system and adding new client
managers 32 to add capacity to support large number of clients.

CLIENT MANAGER:

The Client Manager 32 (see Fig. 1) provides mechanism for mapping data streams, such as
real-time information streams provided by the real time information manager 30, into customized,
managed views of that data for a broad array of clients and devices. Acting as a local proxy for
external sessions, the Client Manager 32 is configured to optimize the delivery of data by forwarding
only the content that is necessary for a consistent view as subscribed by the client, at a rate that the
remote connection and device can successfully support. In particular, the client manager 32 is
configured to support three primary functions: (1) the creation and management of client sessions and
their associated profiles, including references, permissions, views, subscriptions, and filters; (2)
subscribe or connect on demand to content streams published by one or more real-time information
management processors 30 and maintain a current state offer pool cache for the various offers on each
subscribed stream, which pool is then used when delivering data to the set of subscribed client
sessions; and (3) coordinate the delivery of subscribed content and associated real-time updates to
various clients as appropriate.

The client manager 32 architecture can be used with multiple data sources. Preferably,
however, the client manager receives differential data streams generated by the real time information

manager 30 and has at least limited access to data stored at the information manager 30.
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A client 18 can connect to the client manager 32 using a suitable network protocol, such as a
Transmission Control Protocol/Internet Protocol (TCP/IP) socket. Preferably, clients connecting
across the Internet via HTTP pass through the Enhanced Information Delivery HTTP tunneling
transport layer 38 which provides a transparent protocol bridge between HTTP and the proxy socket
protocol implemented in the client manager. The client manager 32 itself is generally unconcerned
with how a session communication is maintained, such as on a local Intranet via a direct socket, or
over the Internet via HTTP.

Turning to Fig. 6, there is shown a preferred architecture of the client manager 32. The client
manager 32 is comprised of a client session manager 150, at least one object state manager 152, and at
least one client session 154. The client session manager 150 is configured to create and manage client
~ sessions and associated client profiles 158. Upon first connecting to the client manager 32, a client
will typically identify itself using a unique profile key (e.g. a user name). The client session manager
150 will either load a previously saved profile matching this key from a client profile repository 158,
or create a new, empty profile for a new client to begin using.  The client profile can be used to
store a variety of data related to the object types or data streams which a particular client has
subscribed as specific rules and filters to act on objects in a stream, referred generally and
interchangeably to as object filtering rules, object evaluation rules, or just object rules. The profile is
used to configure the operation of a client session 154 which is responsible for maintaining the
communication link between the client 18 and the client manager 32 and also responsible for sending
data objects and object updates to the client in accordance wifh the subscription selections and other
profile data.

One or more object state managers 152 are configured to maintain a current state of objects in
streams to which a client is subscribed and indicate when an object has changed state. The manner in
which state changes are detected is dependent, at least in part; upon the format of the input data
streams and whether it contains differential data events (as preferred), complete data sets, or
intermediate formats.

In response to a state change in an object from a stream to whichla client has subscribed, the

client session 154 evaluates the change to determine if it is of a type which should be forwarded to the



WO 02/13091 PCT/US01/23335
16

client. Preferably, evaluation rules, such as soft coded filters and custom programmed business logic,
are maintained in the client's profile. If the filtering and evaluation rules indicate that the object is to
be passed to the client, a suitable update action is passed to a delivery manager 156 where it is
queued, if needed, and subsequently pushed to the client.

A variety of delivery techniques are available. Preferably, each client has its own dedicated
delivery manager 156 wh.ich will maintain the respective client event queue 165 and push update
events to the client at a suitable rate, adjusting the rate as needed to compensate for, e.g., available
bandwidth, network delays, and client response time. As a result, the delivery of real-time data is
optimized by forwarding only the content that is necessary for a consistent view of the object pool as
subscribed by the client, at a rate that the remote connection and device can successfully support.

As discussed above, the object state manager 152 is configured to receive object content data
from an upstream source, preferably the real time information manager 30, and to maintain a copy of
the current state of all objects carried by the stream, e.g., in an offer pool cache 160. In addition, the
object state manager 152 is further configured to detect changes to objects in the offer pool cache 160
and publish events or notifications which indicate that clients monitoring this object (or object type)
may require updating so that the appropriate client session 154 can take action.

When a client session 154 is established for a client, the client session manager 150 ensures
that an object state manager 152 is connected to the data streams to which the client has subscribed,
e.g., as reflected in the client profile. The client manager 32 subscribes to streams on demand in
accordance with an aggregation of subscriptions in the client profiles in each active client session.
When a client session requires access to a content stream which is not currently being monitored, the
client session manager 150 initiates a subscription to that stream by an appropriate object state
manager 152,

When a new content stream subscription is initiated, the object state manager 152 issues a
request to retrieve the initial stream state from the repository/database at the stream's source and uses
this information to initialize the respective offer pool cache 160. The object state manager 152 also

establishes an appropriate communication link to receive the data on the content stream 58 and begins



WO 02/13091 PCT/US01/23335
17

to monitor the state of the objects on the incoming stream. Preferably, the content stream subscribed
to by the client manager consists of a sequence of events.

A snapshot of object states is initially delivered or otherwise obtained and changes to the
states, such as adds, deletes, and updates, are subsequently received. Changes to objects in the stream
are published to the client sessions that have registered interest. Preferably streams to which no
interest has been registered for a predetermined period of time, such as 2 to 3 days, are purged.

Although a single object state manager 152 and associated offer pool cache 160 can be
established to monitor and maintain the status of objects on all subscribed streams, preferably multiple
object state managers 152 are supported, wherein each monitors a single respective input stream.
Similarly, each client preferably has its own dedicated client session and associated delivery manager.
As aresult, the client manager 32 can have multiple client sessions and multiple object state managers
all operating concurrently. Such a multi-threaded environment is illustrated in Fig. 7. As will be
appreciated, the number of concurrent object state managers 152 and client sessions 154 is limited
only by the speed and resources of the hosting machine. Multiple Client Manager processes can be
run across a farm of machines to support a highly scaleable environment supporting potentially any
number of clients.

Turning to Fig. 8, there is shown a preferred implementation of the object state manager 152.
Each object state manager 152 has an associated object event cache 160 and a table 164 which
indicates those processes which should receive notice of changes to objects carried by the monitored
stream. Generally, such processes are the various client sessions. However, events can be issued to
other processes as well.

When a first request is made to subscribe to a data stream, the client session manager 150
starts an instance of an object state manager 152 to monitor that stream. Clients are preferably given
information which indicates all streams to which they can subscribe (subject to usage constraints, e.g.,
as per information in the client profile or elsewhere). This information can easily be determined by
the client session manager 150 by extracting the type leaf nodes from the typing tree data present on
connected real-time managers 30. (See Figs. 3-4). Copies 66' of the typing trees 66 can be

maintained at the client manager 32 to simplify access to this data.
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When an object state manager 152 is first started, a snapshot of the current state of the objects
carried on the data stream to be monitored is obtained and used to initialize the respective object
cache 160. To aid in this process, a state dispatch module 170 is provided to coordinate access by the
various object state managers 152.1-152.N to an object data source database, such as the offer pool 56
maintained by the real-time information manager 30.

Upon receiving a request from an object state manager 152, the state dispatch module 170
obtains the appropriate object data from the offer pool 56 in the respective real-time information
manager 30. This data is then used to initialize the object cache 160 for the requesting object state
manager 152 and the object state manager is informed of the result. A state request queue 172 can be
provided to permit multiple requests to be issued to the state dispatch module 170, each of which can
be processed in turn as resources become available.

A variety of techniques can be employed to obtain object data from the offer pool 56. In a
preferred implementation, the offer pool 56 is implemented in a manner which permits direct access
to the stored object data by the state dispatch module. Other techniques for retrieving the object data
can also be used, the suitability of which depends upon the available communication channels and
database technology used in implementing the system.

In order to provide for reasonable throughput while also limiting the number of concurrent
accesses by the state dispatch module 170, preferably a data access thread pool is provided (not
shown), wherein each thread in the pool is configured to service a data request by an object state
manager. As a thread becomes available, it processes the next request on the request queue 172.

After the object cache 160 is initialized, the object state manager 152 begins monitoring the
respective data stream. Incoming data is preferably in differential form and, upon receiving a data
.obj ect on the stream, the unique object key is used to update the corresponding object in the object
cache 160 as indicated. (For non-differential data, the object state manager can further include
functionality to determine if a received object differs from a cached version and then possibly
determine if the type of change is one which requires subsequent action). When an object update is
detected, such as when a differential object is received on the stream, an object event is issued and

directed to all subscribing clients as indicated in the subscriber list 164. The purpose of the object
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event is to inform the various client sessions that some sort of change has occurred with regard to a
specific data object so that a determination can be made whether to forward this change to the client.
The object event can contain the entire object itself, a pointer to the object (e.g., in the offer pool
cache), a representation of what aspects of the object have changed, or a pointer to this information.

‘An update queue 162 can further be provided for each object state manager 152 to
temporarily store objects received on the stream until they can be acted upon. Preferably, the update
queue 162 is also used to store objects received on the data stream during the period between
requesting a snapshot of the offer pool and subsequent cache initialization. After the cache is
initialized, the contents of the queue are applied to the cache.

Generally, a stream will only be monitored when a client session subscribed to that stream is
active (or for limited period of time after a state when no clients are subscribing is entered). However,
‘there may be circumstances when it would be advantageous to continually monitor one or more
selected streams, even in the absence of subscribing clients, in order to be able to more quickly
provide the object state information to a client.

Turning to Fig. 9, there is shown a block diagram illustrating the client session 154 and a
preferred implementation of the delivery manager 156 of Fig. 6 and further showing a high-level view
of the system residing on the client 18. Prior to a further discussion of the operation of the client
session 154 and delivery manager 156, it is beneficial to briefly discuss the architecture and operation
of a preferred embodiment of the client system 18.

In a preferred embodiment, the software 190 operating on the client 18 maintains a copy of
the current state of the various objects of interest to the client in the data streams to which the client
has subscribed. The object state is preferably contained in a subscribed stream object pool 194
present on the client system. Similar to the operation of the object state manager 152, when a client
first subscribes to a data stream, a snapshot of the objects in that data stream is retrieved, constrained
by any filters, rules, or other logic which may be in place, delivered to the client 18, and stored in the
client's object pool 194. In a preferred implementation, the state dispatch module 170 (see Fig. 8) is
configured to process such data requests from the client session manager 150 or from the various

client sessions 154. Because all data streams which have at least one subscribing client should have an
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associated object state manager 152 which maintains the current state of objects in the stream, the
state dispatch module 170 can retrieve the requested information directly from the various object
caches 160 and return the data to the client via the client session manager 150 and/or the dedicated
client session 154. Once the initial object snapshots have been retrieved, the client software 190 then
modifies the objects and associated data in accordance with events received at the client from the
client manager 32.

A variety of techniques can be used to organize the objects on the client system and to specify
(in the user's profile) which objects are to be delivered to a given client, how they are to be organized
and viewed by the client, as well as other functionality. A client's user profile will generally specify
the data stream subscriptions and define preferences regarding how the objects in those streams are
filtered, manipulated, and displayed on the client system 18. Preferably, this information is organized
according to a folder paradigm in which the client profile includes one or more folders, each of which
comprises a set of attributes that describe the folder's data content, how to ﬁallipulate it, and how to
visually represent it.

In a most preferred embodiment, the folder contains the following attributes:

(a) Configuration & Initialization data which defines Java classes that represent the folder on
both the client and server side and can further define an optional parent relationship for inheritance of
attributes.

(b) Subscriptions to one or more content streams from which the folder will receive real-time
data.

(¢) Content constraints and/or filters which constrain and filter the objects from the data
stream according to, e.g., type, name, application of logical rules specified in a suitable rules based
language.

(d) Permissions which restriction user access to a folder or specific folder related functionality
(e.g. on-line trading).

(d) Display attributes, such as formatting rules which specify how the data should be
displayed, sorting rules indicating an order of display, and various miscellaneous visual characteristics

including font, size, and color.
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Preferably, the defining attributes of the various client folders are saved as part of the client
profile 158 at the client manager 32 so as to persist across multiple sessions for a given client
concurrently or over time. Thus, as shown in Fig. 9, the client manager 32 will have folder images
180 which generally correspond to the various folders 192 defined by the client. It should be noted
that the images 180 need not be exact duplicates of the client folders 192 and either set may contain
additional data as appropriate for the implementation conditions. Broadly, the client-side functionality
is directed to presentation and display of various objects and data while the client-manager
functionality is directed to evaluation data and rules used to determine what data should be provided _
to the client. As a result, while the client-side folder 192 can contain copies of the current filters and
constraints in effect at the client so that the client can view, edit, and create new rules, such rules are
typically not executed by the client. Therefore, the form in which they are stored and presented at the
client can differ from the executable version present in the client-manager version 180.

When a client "opens" a folder 192, the client software 190 acts on the subscriptions and
filters which define the folder and its contents and creates a display of discrete content items,
extracting specific object data from the object pool 194. Although the object data can be considered
as being contained in the user's folder, the same object may appear in multiple folders, possibly
displayed in different ways or under different conditions. Preferably, the objects contained in a given
folder are identified in accordance with the object key, which key can then be used to retrieve the
actua] object data from the object pool 194 as necessary when that object is displayed

In addition to various organizational and display specifications, the user profile or folders can
contain defined rules which places constraints and filters that define which objects in a subscribed
data stream are passed to the client and under what conditions, and how and where the objects should
be displayed. For example, a client subscribing to a stream which contained all stocks listed on the
American Stock Exchange ("AMEX") can define a filter to specified that only objects relating to
stocks in a particular category, such as "techhology companies" be delivered. The client can further
define a set of constraints which specify, for example, that an object should be displayed in a first
folder when its trading volume is above a specified amount and only appear in a second folder when

its price has changed by more than a specified amount in a given time period. Rules can be described
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using a rule-based language, by selecting predefined sets, or by other means known to those of skill in
the art.

In a preferred implementation, more sophisticated processing of object events is provided by
allowing client manager folder plug-ins to be developed and deployed within the client manager.
Plug-in class objects in the client profile can implement specialized logic and filtering on the
subscribed content streams and associated events before they are pushed downstream to the client in
accordance with conditions or states which are not easily represented using simplified rule languages.
On the client-side application, a corresponding subclass can be provided to implement any
specialization with regard to data manipulation and visual representation of the subscribed streams.

Advantageously, the server-side folder plug-in, and the client-side plug-in can work in tandem
to provide the user with a broad range of business specific presentation and functionality. For
example, a plug-in can be defined for an "Approved Issuer List in Money Market Trading" and which
includes special business logic to remove any information that is not associated with a user-defined
list of issuers. Similarly, a plug-in can be employed to allow a user to build folders with specific
treasury securities of interest.

When an object event is received by the client session 154, the client session executes the
various rﬁles and plug-ins which apply to the data stream associated with the object, e.g., by
identifying the client folders which contain subscriptions to the associated data stream and then
executing the relevant rules contained in those folders. The executed rules will generally produce a
set of potential responses, including state events which specify if the object should be added to,
deleted from, or updated in the client's subscribed object pool 194 and folder events which specify
whether, for example, the object should be added to or removed from a specific folder. (Executing
rules can also indicate that no action need be taken).

The client session then aggregates and combines the various events generated by the rule
execution to produce a state change event for object, if needed, along with a series of related folder
actions tied to individual folders and associated with the state event. For example, an object event
indicating that the price of a specific object has increased could result in an update event for the

object, an add event for one folder, and a delete event for a second folder. The aggregated events are



WO 02/13091 PCT/US01/23335
23

then sent to the delivery manager 156, preferably combined into a single encapsulated event object
having an associated ID which indicates the data object to which it relates.

In its simplest form, the delivery manager 156 comprises a client event queue 165 into which
a received object is placed and a push thread 184 which is configured to extract objects from the event
queue 165 and deliver the related data to the client 18. Preferably, however, the delivery manager 156
includes a queue manager 182 which is configured to aggregate events in the queue which relate to
the same object and the push module 184 is configured to vary the rate at which data is delivered to
the client in response to measurements of the round-trip network travel time and the time it takes the
client to respond.

In the preferred implementation, when the queue manager 182 receives an event, it
determines whether there is an event already present in the queue related to the object associated with
the newly received event. If so, a process is initiated whereby the queued and newly received events
(in the aggregate event object) are analyzed to combine or eliminate events and thereby reduce the
amount of data which is ultimately delivered to the client. This functionality can be implemented
wholly in the queue manager 182. Preferably, however, received event objects contain embedded
functions which encompass a basic set of aggregation and combination rules for folder and state
events. These functions tell the event objects how to aggregate with other events in the queue that
relate to the same data object.

Upon receiving an event, such as an aggregated event comprising a state event and possibly
one or more folder events, the queue manager 182 first performs a state event aggregation, e.g., by
running the state aggregation function in the received state event, if present. Folder event aggregation
functionality can then be executed as appropriate.

There are three primary conditions which can ocour when a state event is received (other than
when there is no previously queued event for the corresponding object). One condition is where an
object update event is received and an update or add event is already queued for the same object.
When this situation occurs, the data changes reflected in the received update event are applied to the
data in the already queued object update or add event. Folder events associated with the new update

event are combined with those associated with the queued event to update, add, or remove folder
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events as appropriate. The received update event, after being integrated with the pending events, can
then be discarded.

A second condition is when an object delete event is received and an update or add event is
already queued for the same object. In this situation, the new delete event effectively nullifies the
prior queued update or add event. The queued state event and any related folder add events are
removed from the queue and the delete event is placed in the queue.

A third condition is when an object add event is received and a delete event for that object is
already queued. Because the delete event has not yet been sent to the client, the object still exists in
the client's object pool and adding the object on the client can result in conflicts with the data already
present. Accordingly, the add event is converted into an "update" event which contains the data
attributes for the data object specified in the add event.

Advantageously, by continually executing aggregation procedures of this type on a pending
event queue, duplicate data and unnecessary data transmissions are culled from the queue. This
reduces the total amount of data which must be sent to the client while still ensuring that when data is
received at the client, it reflects the current object state. Further, the aggregation scheme also limits
the total length of the queue since, in a worst case scenario, there will be at most one queued state
event for each current object type.

Events transmitted to a client generally represent the same object data as the events generated
by the client session and queued by the delivery manager (such as add, change, or delete indications
for a given object), and thus are referred to herein by similar designations for convenience. While
events broadcast to a client are derived from events received at a client session and/or delivery
manager, the format and configuration of events broadcast to a client can differ from internal events.
For example, secondary aspects of the events received by the delivery manager, such as aggregation
functionality, need not be forwarded to the client. Similarly, the client must receive the actual data
changes for the event while an internal event can contain a pointer to data stored elsewhere. The
dérivation of a client event from a state event can occur at any appropriate point, such as when the

event is placed in the client event queue or when it is removed from the queue and prepared for
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transmission. In addition, a "derived" client event can be the same as the source state event if
appropriate for the particular implementation.

In addition to aggregating client events, the rate at which events are delivered to a client from
the delivery manager 156 is preferably optimized to reflect network and response delays. Clients
connected to the client manager 32 can have widely differing capabilities with regards to remote
machine resources (e.g., CPU and memory), network bandwidth, and latency. A client could
potentially be running on a high powered workstation with a huge network pipe, or a handheld device
with a sloyv wireless connection. Without requiring knowledge of the specifics of the device and
network available to a client session, data metrics are be continually gathered and monitored by the
client session 154 and used to determine suitable delivery constraints.

Metrics specific to the available client resources are collected dynamically for the life of each
client session. Because the optimization is on a per-client basis, the system can support widely
varying delivery requirements for the many different devices and connectivity options and does not
require that the client specify their connection bandwidth or hardware capabilities.

In a specific implementation, the network travel time and client event processing speed are
measured. The delivery manager 156 can measure the network travel time using a variety of
techniques, such as measuring the delay between when data is pushed to the client and an HTTP
acknowledge is received indicating that the data has arrived. Alternatively, the client session 154 can
periodically issue a test message to the client and measure the period of time before a response from
the client is received. To determine the amount of time it takes for an event to be fully realized by the
client (e.g. an update event shown on the user’s screen), a performance monitor 196 can be
implemented on the client 18 which monitors the client performance and periodically or on request
forwards the performance data to the client session 154.

The performance data is analyzed to determine a cycle period based on the network travel
time, and the theoretical maximum number of events the client can successfully handle during this
cycle period (based on the event processing speed). These constraints will then be applied to the push
thread which adjusts the rate of transmission and number of outstanding data messages accordingly.

Over time, the metrics can change and the constraints are adjusted accordingly.
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Because each client has a dedicated delivery manager thread 156 executing in the client
manager 32 which examines these metrics and dynamically adjusts the flow of events downstream,
efficient delivery given the resources available to the client can be consistently achieved.
Advantageously, this adaptive data streaming works in conjunction with event aggregation processes
to ensure that events are not delivered too quickly downstream for the client to process while also
ensuring that events which are delivered reflect the current state of the object. As a result, while the
time period between data updates at the client can vary, when an update is received, the effective real-
time status of the data (at the time of the update) is maintained.

CLIENT SYSTEM:

The client system 18 can be structured in a variety of ways. In a preferred embodiment, and
as shown in Fig. 10, the client system preferably is comprised of three layers of functionality:
communications 200, context 202, and folders 204. The communications layer 200 is configured to
manage the connection between the client 18 and the client manager 32. In a particular
implementation, communication is achieved using either HTTP Tunneling Transport (for Internet
connections) or sockets (for intranet connections).

The context layer 202 is configured to send and receive events and messages to and from the
Client Manager 32. The context functions as the central distribution point of events and messages to
the folder layer 204. The folders layer 204 comprises logical groupings of information and discrete
sets of related content within an information stream. As discussed above with respect to the client
folders 192 shown in Fig. 9, A folder represents subscriptions to one or more information streams,
where each subscription maps to one of the streams typed and published by the Real-time Information
Manager 30 and made available through the Client Manager 32. Subscriptions and filters define the
specific content of a folder.

Preferably, the client output is rendered in a graphical column-and-row (spreadsheet) format.
However, alternative formats can also employed as appropriate. For example, a process could use a
client API to establish a server process within a network, subscribing to content and taking requests
on the server side and render content as HTML pages. The point is that the client should be rendered

in a form that is appropriate to support of the host services and information streams. Advantageously,
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the client manager 32 is generally unconcerned with the manner in which a client acts on received
object data and, as result, a wide variety of client formats can be implemented and supported by the

present methodology.

HTTP TUNNELING TRANSPORT:

Various communication techniques, interfaces, and protocols can be used to connect a client
manager 32 with a client. In a preferred implementation, and as shown in, e.g., Fig. 1, an HTTP
tunneling transport layer 38 is provided to support a virtual persistent connection using the HTTP
tunneling transport. When a client issues a valid request for access to the system, a unique secure
session key is assigned and used to bind the client to a particular service for the life of its session.

The initial HTTP request channel can be held open and becomes the 'push’ or 'publish’
channel (thus appearing to all hops in the connection's path as a potentially very long HTTP
response). Since this connection stays open, it can be used as a path to publish content in real-time to
the client. To do this efficiently and reliably for a given stream, each event from the service is
preferably sequenced, queued, encoded, transmitted, and stored (in case a retransmission is required
due to connectivity problems).

Heartbeat messages can also be sent to the client on at periodic intervals to ensure that the
given channel remains valid. If a problem is detected, transmission of events can be suspended and
the client given a period of time to re-establish connectivity to the session, recover, and resume
normal operation. If a pattern of disconnections emerges (as for example, may occur when a client's
firewall proxy limits connections to no more 3 minutes), the timing parameters for the client's session
are adjusted in an attempt to avoid probleﬁls in the future, e.g., by closing a current channel and
opening a new one before interference by the firewall. In particular, given dynamic timing
parameters, the system can proactively request that the client periodically cycle the existing 'push’
channel to a new HTTP connection - to avoid any problems before they could happen. The client and
transport system 38 preferably carry out this process asynchronously and transparently, so as not to

disturb the consistent flow of real-time data to the end-user.
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CONCLUSION

While the present invention has been particularly shown and described with reference to the
preferred embodiments thereof, various changes in form and details can be made without departing
from the spirit and scope of the invention. In particular, while the preferred embodiment of the
invention is directed to processing and distributing data related to financial offerings, the present
method and system can also be used to permit real-time distribution of data objects directed to
different subject matter, such as distributed inventory systems, network-based auction systems,

remote data monitoring, etc.
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CLAIMS:
1. A system for processing raw data streams carrying a plurality of raw events
containing information which is subject to periodic updates, the system comprising:
an information manager receiving the raw data streams as input;
a processing database connected to the information manager and having object typing and
formatting rules stored therein; and
an object storage pool connected to the information manager;
the information manager configured to:
receive a raw data object carried on a particular raw data stream input;
identify an object type of the raw data object in accordance with the object typing
rules;
generate a formatted data object based on the contents of the raw data object by in
accordance with the formatting rules related to the identified object type;
determine if a prior version of the formatted data object is present in the object
storage pool and in response to a negative determination:
(a) provide the formatted data object to subscriber processes, and
(b) store the formatted data object in the object storage pool
otherwise, in response to a negative determination:
() update the prior version of the formatted data object to correspond with
the generated formatted data object,
(b) identify a data differential between the formatted data object and the prior
version, and

(c) broadcast the data differential on an output broadcast data channel.

2. The system of claim 1, wherein the information manager is further configured to:

associate a respective sequence number with formatted data objects stored in the

object storage pool;
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increment the respective sequence number during an update to the formatted data
object in the storage pool; and

broadcast the respective sequence number with the data differential.

3. The system of claim 1, wherein the information manager is further configured to
select the broadcast channel from a plurality of broadcast channels according to the identified object

type.

4. Th@ system of claim 1, further comprising at least one client manager connected to
the broadcast channel; the client manager configured to:

receive a particular formatted data object;

store the received formatted data object in a database associated with the client manager;

receive a data differential for the particular formatted object via the broadcast data channel;
and

update the stored formatted data object in accordance with the received data differential.

5. The system of claim 4, wherein the client manager is further configured to provide
information related to data objects stored in the associated database to a plurality of subscribing

clients.

6. The system of claim 4, wherein a plurality of client managers are connected to the

broadcast data channel.

7. The system of claim 1, wherein the raw data objects comprise information related to a

financial product offerings.
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8. A method for processing a raw data stream generated by a financial product provider
and carrying a plurality of raw data objects containing information related to financial product
offerings and subject to periodic updates, the method comprising the steps of:

receiving a raw data object carried on a raw data stream input;

determining an object type of the raw data object;

generating a formatted data object based on the contents of the raw data object by applying a
set of formatting rules selected in accordance with the determined object type;

determining if a prior version of the formatted data object is present in an object storage pool;

if a prior version is present in the object storage pool:

determining a data differential between the formatted data object and the prior
version;

updating the prior version of the formatted data object to correspond with the
generated formatted data object; and

incrementing a sequence number associated with the formatted data object; and

broadcasting the data differential and the sequence number on an output broadcast
data channel selected from a plurality of broadcast channels according to the object type;

otherwise, if no prior version is present in the object storage pool;

providing the formatted data object to subscriber processes; and
storing the formatted data object and an associated initial sequence number in the

object storage pool.

9. The method of claim 8, wherein the step of providing the formatted data object

comprises broadcasting the formatted data object on the output broadcast channel.

10. A system for delivering data objects containing data subject to periodic updates to a
plurality of clients via a data communication network, the system comprising;

a client session manager;

at least one object state manager having an associated object pool cache; and
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at least one client session;
the client session manager being configured to:
receive initial access communications from a client;
load a client profile associated with the client and comprising data indicating data
stream subscriptions and at least one object rule associated with the subscribed data streams;
each object state manager being configured to:
connect to at least one input data stream, each input data stream carrying information
related to a respective type of data objects;
receive on the input data streams changes to states of data objects;
upon receipt of a state change for a specific data object on a particular data stream,
update the associated object pool cache to reflect the changed current state of the specific data object
and generate an object event directed to client sessions for clients subscribed to the particular data
stream indicating a state change has occurred with regard to the specific data object;
each client session being configured to:
in response to the receipt of an object event, evaluate the object rules associated with
the particular input data stream from the respective client profile against the specific data object
change noticed by the object event, and
transmitting the current state of the specific data object to the respective client in

response to a positive evaluation.

11. The system of claim 10, further comprising
a delivery manager associated with each respective client session;

the client sessions being configured to transmit the current state by forwarding a state event to

the associated delivery manager;
the delivery manager comprising:

a client queue manager configured to place received client events on a client event

queue; and
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a push module configured to retrieve state events from the client event queue and

send a client event derived from the state event to the respective client.

12. The system of claim 11, wherein:
at least one of the client session and the push module are configured to monitor
performance characteristics of communications with the respective client and dynamically determine
arate at which client events should be transmitted in response to the monitored characteristics;
the push module being configured to send client events to the respective client at the

dynamically determined rate.

13. The system of claim 11, wherein the queue manager is further configured to:

identify events to be transmitted to the respective client which are related to a common data
object; and

initiate an aggregation of the identified events to thereby reduce the number of client events in

the queue.

14. The system of claim 13, wherein:

each state event received by the queue manager has associated aggregation functionality; and

the queue manager is configured to initiate aggregation by executing the aggregation
functionality associated with a received state event when the client event queue contains a queued

event related to data object common to the received state event.

15. The system of claim 10, wherein each client profile comprises at least one client
folder, each client folder comprising data indicating at least one subscribed data stream and containing
object rules associated with the subscribed data stream;

the client session being configured to evaluate the object rules associated with the particular

input data stream for each folder in the client profile indicating a subscription to that stream.
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16. The system of claim 10, further comprising a state dispatch module configured to:
receive requests for the current state of a set of data objects from a requestor;
obtain current state information for the data objects in the set; and

return the current state information to the requestor.

17. The system of claim 16, wherein:

the object state manager is configured to request from the state dispatch module a current
state of a set of data objects carried on a connected input data stream upon first connecting to that
input data stream;

the returned current state information being used to initialize the respective object cache for

the object state manager.

18. The system of claim 17, wherein the object state manager further comprises an update
queue, the object state manager being further configured to place current states received from the
input data stream on the update queue during a pendency of the request and apply the queued current

states to data in the object cache after cache initialization is complete.

19. The system of claim 17, wherein the state dispatch module is connected to at least one
offer pool maintained by a transmitter of the data streams received object state managers and

configured to obtain current state information from an appropriate offer pool.

20. The system of claim 10, wherein the data objects comprise information related to

financial product offerings.

21. The system of claim 10, wherein the client session manager is further configured to,
after a communication session is established with a particular client, deliver to the particular client a
snapshot of the data objects in the object pool cache associated with the data stream subscriptions in

the profile associated with the particular client.
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22. The system of claim 10, wherein the client session manager is further configured to in
response to detecting that a particular client in a communication session has subscribed to a new input
data stream not presently connected to one of the at least one object state managers, activate a new

object state manager to support the new input data stream.

23. The system of claim 10 further comprising at least one information manager receiving
raw object data streams from at least one content provider and generating the input data streams, the

data objects carried on a particular input data stream being of a common type.

24, The system of claim 23, wherein each information manager further comprises a
structured object pool containing a current state of the data objects carried on the input data streams,
the object events on the input data streams representing differential changes to the state of particular

data objects.

25. A method for delivering data objects containing data subject to periodic updates to a
plurality of clients via a data communication network, the method comprising the steps of:

connecting to at least one input data stream, each input data stream carrying a respective type
of data objects;

establishing a communication session with at least one client, each client having an associated
profile comprising data indicating data stream subscriptions and at least one object rule associated
with the subscribed data streams; |

receiving on a particular input data stream a current state for a specific data object;

updating an object pool cache to reflect the current state of the specific data object;

for each respective client subscribed to the particular input data stream, evaluating from the
client profile associated with the respective client the object rules associated with the particular input
data stream against the specific data object and transmitting the current state of the specific data object

to the respective client in response to a positive evaluation.
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26. The method of claim 25, further comprising the step of, after connecting to the at
least one data stream, initializing the object pool cache with an initial state of data objects carried on

the connected at least one data stream.

27. The method of claim 26, further comprising the step of, after a communication
session is established with a particular client, delivering to the particular client a snapshot of the data
objects in the object pool cache associated with the data stream subscriptions in the profile associated

with the particular client.

28. The method of claim 25, further comprising the steps of, in response to detecting that
a particular client in a communication session has subscribed to a new input data stream not in a set of
connected input data streams:

connecting to the new input data stream;

initializing the object pool cache with an initial state of data objects carried on the new input
data stream; and

delivering to the particular client a snapshot of the data objects in the object pool cache

associated with the new data stream.

29. The method of claim 25, wherein the step of transmitting the current state of the
specific data object to the respective client comprises the steps of transmitting a client event related to

the current state of the specific data object.

30. The method of claim 29, further comprising the steps of:
placing a state event in a client event queue, wherein client events derived from state events
extracted from the client event queue are transmitted to the respective client;

identifying state events to be transmitted to the respective client which are related to a

common data object; and
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aggregating the identified state events to thereby reduce the number of state events in the

queue.

31. The method of claim 25, further comprising the steps of:
monitoring the performance of communication with each connected client; and
dynamically adjusting the rate at which client events are transmitted to the respective clients

in response to the monitored performance.

32. The method of claim 25, wherein the data objects comprise information related to

financial product offerings.

33. The method of claim 25, wherein the input data streams are broadcast by at least one
information manager, each information manager maintaining a respective object storage pool;

the method further comprising the steps of:

retrieving an initial state of data objects carried on the connected at least one data stream from
the object storage pool associated with the information manager broadcasting the data stream; and

initializing the object pool cache with the retrieved initial states.

34. A system for processing information provided from at least one content provider
about the state of a plurality of objects, the states being subject to periodic updates, and for delivering
formatted information indicating a current state of at least a portion of the plurality of objects to a
plurality of clients via a data communication network in substantially real-time, the system
comprising:

an information manager comprising at least one raw data stream as input, an object pool
configured to store formatted data objects, and at least one broadcast data stream as output, each raw
data stream carrying a plurality of raw data objects;

the information manager configured to:

generate a formatted data object from a received raw data object;
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store a current state of the formatted data object in the object storage pool; and
broadcast the current state of the formatted data object on a particular broadcast data
stream,;
a client manager receiving at least one broadcast data stream as input, comprising an object
pool cache, and connectable to a plurality of clients;
the client manager configured to:
establish communication sessions with a plurality of clients;
connect to at least one broadcast data stream;
receive on a connected broadcast data stream a current state for a specific data object;
update an object pool cache to reflect the current state of the specific data object; and
transmit the current state of the specific data object to a set of clients selected from

the plurality of clients.

35. The system of claim 34, wherein the information manager is configured to:
determine if a prior version of the formatted data object was present in the object
storage pool;
responsive to the determination that a prior version of the formatted data object was
present, determine a data differential between the prior version and the current state of the formatted
data object and broadcast the data differential on the particular broadcast data stream;
otherwise, broadcast the current state of the formatted data object on the particular

broadcast data stream.

36.  The system of claim 34, wherein the client manager further comprises a client profile
database containing a plurality of client profiles therein, each client profile comprising data indicating
data stream subscriptions and at least one object rule associatea with the subscribed déta streams;

the client manager being further configured to, for each respective client subscribed to the

particular input data stream, evaluate from the client profile associated with the respective client the
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- object rules associated with the particular input data stream against the specific data object to identify

the set of clients.

37. The system of claim 34, wherein the client manager receives a first broadcast data
stream from a first information manager and a second broadcast data stream from a second

information manager.

38. The system of claim 34, wherein the information manager further comprises an offer
processor configured to determine an object type of the raw data object and apply a set of formatting
rules to the received raw data object in accordance with the object type to generate the formatted data

object.

39. The system of claim 38, wherein the information manager further comprises a

processing database having object typing and formatting rules stored therein.

40. The system of claim 39, wherein the object typing and formatting rules are stored in a
tree format;

the tree having a root node and at least one descendant stream nodes, each stream node being
associated with a specific raw data stream;

each stream node further having at least one type leaf node descending therefrom, each type
leaf node being associated with a specific object type carried by the raw data stream associated with
the respective stream node; |

each type leaf node having at least one associated object typing rule for identifying objects of

the type associated with the respective type leaf node.

41. The system of claim 40, wherein each type leaf node further has at least one

associated formatting rule.
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42. The system of claim 38, wherein the information manager further comprises a
translator receiving the raw data stream as input and configured to translate the raw data object into a
raw event comprising at least one name-value pair prior and provide the raw event as output;

the offer processor receiving the raw event as input.

4328. The system of claim 25, wherein the client manager is configured to select the
particular broadcast data stream from a plurality of broadcast data streams according to the

determined object type.

44, The system of claim 34, wherein the client manager is further configured to:
validate the contents of the raw data object; and
upon a failed validation, prevent subsequent broadcast of the current state of the

formatted data object data derived from the raw data object.

45, The system of claim 34, wherein the raw data object comprises information related to

a financial product offering.

46. The system of claim 34, wherein the client manager is further configured to:
in response to a detection that a particular client has subscribed to a new broadcast data

stream not in a set of connected broadcast data streams, connecting to the new broadcast data stream..

47. The system of claim 34, wherein the client manager further comprises a delivery
manager comprising a client event queue associated with each client;
the delivery manager configured to:
queue state events directed to a particular client in the client event queue associated
with the particular client, the state events indicating the current state of specific data objects;

identify pending state events associated with a respective client which are related to a

common data object;
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aggregate the identified state events to thereby reduce the number of pending state

events; and

transmit a client events derived from queued state events to the respective client.

48. The system of claim 34, wherein the client manager is further configured to:
monitor the performance of communication with each connected client; and
dynamically adjust a rate at which the current state of the specific data is transmitted

to each respective client in response to the monitored performance.

49. A method for processing information provided from at least one content provider
about the state of a plurality of objects, the states being subject to periodic updates, and for delivering
formatted information indicating a current state of at least a portion of the plurality of objects to a
plurality of clients via a data communication network in substantially real-time, the method
comprising the steps of:

in an information manager:

receiving raw data objects on at least one raw data stream input, each raw data object
being of a specific object type;

generating a formatted data object from a received raw data object using formatting
rules related to the respective object type;

storing a current state of the formatted data object in an object storage pool; and

broadcasting the current state of the formatted data object on a particular broadcast
data stream selected from a plurality of broadcast data streams according to the object type;

in a client manager:

establishing communication sessions with a plurality of clients;
connecting to at least one broadcast data stream;
receiving on a connected broadcast data stream a current state for a specific data

object;
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updating an object pool cache to reflect the current state of the specific data object;
and
transmitting the current state of the specific data object to a set of clients selected

from the plurality of clients.

50. The method of claim 49, wherein the step of broadcasting the current state of the

formatted data object comprises:

determining if a prior version of the formatted data object was present in the object
storage pool,

if a prior version of the formatted data object was present, determining a data
differential between the prior version and the current state of the formatted data object and
broadcasting the data differential on the particular broadcast data stream;

otherwise, broadcasting the current state of the formatted data object on the particular

broadcast data stream.

51. The method of claim 49, wherein each client has an associated profile comprising
data indicating data stream subscriptions and at least one object rule associated with the subscribed
data streams;

the step of transmitting the current state of the specific data object to a set of clients
comprising the steps of:

for each respective client subscribed to the particular input data stream, evaluating
from the client profile associated with the respective client the object rules associated with the
particular input data stream against the specific data object; and

transmitting the current state of the specific data object to the respective client in

response to a positive evaluation.

52. The method of claim 49, wherein the step of connecting to at least one broadcast data

stream comprises the steps of:
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connecting to a first broadcast data stream from a first information manager; and

connecting to a second data broadcast stream from a second information manager.

53. The method of claim 49, further comprising the steps of:
validating the contents of the raw data object; and
upon a failed validation, preventing subsequent broadcast of the current state of the formatted

data object data derived from the raw data object.

54. The method of claim 49, wherein the raw data object comprises information related to

a financial product offering.

55. The method of claim 49, further comprising the steps of, in the client manager after
connecting to a particular broadcast data stream:

obtaining the initial state of data objects from the information manager generating the
particular broadcast data stream; and

initializing the object pool cache with the initial state of data objects carried on the particular

broadcast data stream.

56. The method of claim 55, further comprising the step of, after establishing a
communication session with a particular client, delivering to the particular client a snapshot of a set of
data objects in the object pool cache which are carried on broadcast data streams to which the

particular client is subscribed.

57. The method of claim 49, wherein each connected client has a respective client event
queue, the step of transmitting the current state of the specific data object to the set of clients
comprises the steps of, for each respective client in the set of clients:
placing a state event in the client event queue associated with the respective client, the state event

indicating the current state of the particular data object; and
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subsequently transmitting a client event derived from the queued event to the respective

client.

58. The method of claim 57, further comprising the steps of:
identifying pending state events associated with a respective client which are related to a
common data object; and

aggregating the identified state events to thereby reduce the number of pending state events.

59. The method of claim 49, further comprising the steps of:
monitoring the performance of communication with each connected client; and
dynamically adjusting a rate at which the current state of the specific data is transmitted to

each respective client in response to the monitored performance.



PCT/US01/23335

WO 02/13091

an it - . - i — g—_ . S -~ —— — o~ o__pa — - - —

e e s e e A S o . . fon dun min

L Ol4

- man e s e ama g s - — —

— - - v . e = - f— -

0Z |suuByD $80IAIBS SANORIBIY|

0L

_
{
|
| [ 1
| b
| (I
| |1
- | |
|1 [ [
| | {
L o8 pe e
I}
: - ~ 1310y jebeuely |t 7, Mmgzmw
sjus|D ! " “ 8OJAIBS CRINELS | # " seuisng
“ | i
8¢ L
_mr _Or | [ ___ {
“ uodsues) “ “ “
|| Bujieuuny N “}) puusyD uopewLoy sul sy b
|
| X , o N
fUBIO I - ! JeBeuey JeBeuepy 1L pL | siepiaold
[ I _ ﬂ N uonewLou| R " jusIuoY
. “ Ly . suw|L-feay L .
8l by
| Ly I
| L [
[ [ — o o ol
! [, . o 1 7 o o o o ]|
L ams o o i s o e At e st i o n A e n i Aan s o m A o b o N a At o A o PR

[44

48

1/10



PCT/US01/23335

WO 02/13091

SjuLI 03

SJUBAS
8jepdn 198[go

¢ 9Old

9s

paInonig

[4>
tebeuepy

uslo

[00d 198/90

vg [4°]

amnjonys BuidAy -
18[00 108[q0

ad
oiny

S

[

“Nedi el v

.

REEL LT

T sdR a0 v

8g
swesans
B]EP UOjEWIOU)
108(qo pajew.lo;

0t
Jabeuepy
uoneuwIo|
Sl L-eay

S
oo™
\N\(c

A Weaqs

‘g

14

“ ssoushy

slesl)s ejep
198[q0 mey

cl

2/10



PCT/US01/23335

WO 02/13091

€ Old

o€

P

9g 100d 4340

, 9.
vL |00} uopiuyep adAL,

ﬂwu

<[alolalu{<[=sTolx]

ﬁ ealtadAjsuely
fole vo
Jebeuetu JUsl0 O L <—TmEEnEToale ] mem:ms_ bl
. 19140 |2nuUSIaLIP [00d 1840 0
A
i L 3| JojeD - 3
2 x a | eoo S e a
g | juy Z9 £ 9]
- 1085820.d - 0| Aoy |- G - 2
¥ | 140 g | vy £ le—I4
x| adA N
VX - v | J0s8@ -« v
anje, awl
A = anjep  sweN 09
[
IUBAT [BUIBIXT 0L e1Ep MEY

UBAT MBY

3/10

weals ejeqg




PCT/US01/23335

WO 02/13091

€0t

e e e e e e —

e e e e e ————

[43

100y

0ol

4/10



PCT/US01/23335

WO 02/13091

A

| adAyy0efqo v

‘j

v 804N0S

SOEN! siuelo ssyd
1 - 7 »]Ia_ .
G Ol
) €28 z'ze 1'ze
Jebeuein Jabeue Jabeue
wusio EEEte) uslD n
]
A A A A A A A A -
e .
- z'o¢: 7 :
g 8dfy108lqo v Jebeuep
uopeuLoU| X Weans E
- ¥ 8dA1 19890 ¥ sulLesy 4%
S
-t %@@mx X
¢ adAyjo8[qo ¥V 108 D .
Z 8dhj08(qo v uonewLIou| a weans
)| auwi | -lesy

2z

L'Zh

5/10



PCT/US01/23335

WO 02/13091

403
Jebeuepy

81818 198(90

89

sl 9 'Ol
]
oL
go4
/
Hodsuel | /
Buysuun Lll....lﬁ % snanD JUBAZ Em__olhﬁ
dLlH -
8e os1 Jebeuey ABAleQ -t $8lJ0id
| 80
A
\d
-
0st
s - - JeBeuepy - -
' UOISSES JUSlD Uo[SS$8g JUsYD
X A
,,-,.w.w.m,uu.m BT I e e ’

S)LBAB 103[q0

weeJ)s Jus)uom 108qo

Y

s)senbads uondiosgns

6/10



PCT/US01/23335

WO 02/13091

L Ol

. W'ZGL
NSO | {11 enenojuenaens | | |4 N'v6} suee 108190
| B N Jebeuepy
N Jabeuepy AieAleq N UOISSaS jualD npeen
8c1t '
+ s8|yold
welo
» "
. ]
" "
Zwel) e '] enanp juenz a0 7 - st Lm%mmcwz :
. 2 JoBeuepy AdAIBQ 7 UoIS388 1uslD uoJssag Bl .
: 1'es)
RN [T enenpjuenziueno || | el o R L m
| 1abeueiy Aienjeq | uoissag Jusl PHeIeIRso R

7/10



PCT/US01/23335

WO 02/13091

9¢ |ood 4850
Jabeuewl aw-jgay

% _ T:mno 1senbay Qm“w_ _

0Ly

SUENCRGE elg)

N'$91
$18QUI0SANS
N wesang

3INPoON -
yojedsiq ajeis

|
|
{
{
|
|
|
{
{
{
{
! zL1
|
{
|
|
(
_
|
|
{
|
|
|

99
e1eQ
oa.1] BuidA]

uoieniul
051 JsBeuew

usio

i

Jeobeuey

8l

uoIsSes jus|D

N Weans

— o o oun ot v i p-

N'ZGt

N t8Beuepy

81B)$ 102[q0
]
=
g
1091 ]
| 80RO | o 2
198[00 m.
=

SJUBAS 108(q0
A

L'pol
s18quosqng
| weang

25l

| Jefeuey
81e)S 09[40

A

L Wwesns

L e e e )

8/10



PCT/US01/23335

WO 02/13091

41
j00d 108[G0
weals paquosang

81 LN3NO

[

\ I

' ™

uoneINBIU0D MBIA =
o1Boj pazieloads -

6 Old

oG
1ebeuepy
uoIsS8S JUsID

suopeoIuUNWWod souewlIopad
% 8dususuEeW J8p|oA

081 > _ | s3nt a)epdn / JUSAS -
8J2MYO0S JUB(D SIBY|1 JUBAS - N
sluBal)s pagquosqgns - S
h N / T ~ < - - J
961 Z6L  sispjod jusiO [ N (- J
JojuoL \ S - )8 - )
douelLIOpS SO 180y pazieioads -
SA sa|n eyepdn 7 JusAs -
SIBY|1) JUBAS -
L N Buiuoissiwied -
\ | (sAey 108[qo jussaud)
X A SUWIBB.)S POGUOSGNS -
-
8l
L s 3 0 | seBew) Jep|o~ JuslD |
SjUBAR 961 HIDVYNVYIW AYIANZAQ M ]
R i
/48plog ! p8L :
SINPOJ YsNd l m@m_‘:msc JUBAZ JuB)D 4
ojel . z8L . pS1 _ SJUBAT
X Jabeuey enand | SiUsAg uojsses jusyo 108[q0
B1BIS / 15p|04

9/10



PCT/US01/23335

WO 02/13091

gl Old

8+ LN3I7D

ﬁ 00T SNOILLYOINNAINOD

202 LX3LNOD

02 SY¥3A104

[43
HAIADYNYIN
IN3O

10/10



INTERNATIONAL SEARCH REPORT

International application No.
PCT/US01/23335

A. CLASSIFICATION OF SUBJECT MATTER
IPC(7) :G O6F 17/60
USCL :705/35

According to International Patent Classification (IPC) or to both national classification and IPC

B. FIELDS SEARCHED

US. :  705/35

Minimum documentation searched (classification system followed by classification symbols)

Documentation searched other than minimum documentation to the extent that such documents are included in the fields searched

EAST

Electronic data base consulted during the international search (name of data base and, where practicable, search terms used)

C. DOCUMENTS CONSIDERED TO BE RELEVANT

Category*

Citation of document, with indication, where appropriate, of the relevant passages

Relevant to claim No.

Y. P

col 7 line 47; col 8 line 5-col 9 line 16;

60-col 13 line 21

4 lines 29-46; col 5 line 27-col 6 line
line 62-col 8 line 56; col 9 line 14-col

US 6,125,355 A (BEKAERT et. al) 26 SEPTEMBER 2000,
Abstract; Fig 1/2/3/4; col 2 lines 29-37; col 2 line 48-col 4 line 12;
col 4 line 24-col 5 line 29; col 5 line 56-col 6 line 39; col 6 line 50-

18-60; col 10 line 64-col 11 line 15; col 11 lines 19-59; col 11 line

US 6,052,673 A (LEON et. al.) 18 APRIL 2000, Abstract; Fig 1;
Fig 2; Fig 3; Fig 4; Fig 5; col 2 lines 55-65; col 3 lines 1-38; col

1-59
col 10 lines 5-25; col 9 lines

1-59

46; col 7 lines 10-61; col 7
10 line 32

Further documents are listed in the continuation of Box C.

D See patent family annex.

¥ Special categories of cited documents;

"A" document defining the general state of the art which is not considered
to be of particular relevance

"E" earlier document published on or after the international filing date

" document whiqh may throw doubts on priority claim(s) or which is
cited to establish the publication date of another citation or other
special reason (as specified) ’

"o document referring to an oral disclosure, use, exhibition or other
‘means

"pr document published prior to the international filing date but later than

the priority date claimed

"T" fater document published after the international filing date or priority
date and not in conflict with the application but cited to understand the

principle or theory underlying the invention

document of particular relevance; the claimed invention cannot be
considered novel or cannot be considered to involve an inventive step
when the document is taken alone

document of particular relevance; the claimed invention cannot be
considered to involve an inventive step when the document is
combined with one or more other such documents, such combination
being obvious to a person skilled in the art

& document member of the same patent family

Date of the actual completion of the international search

09 SEPTEMBER 2001

Date of mailing of the international search report

11 0CT 2001

Name and mailing address of the ISA/US
Commissioner of Patents and Trademarks
Box PCT
Washington, D.C. 20231

Facsimile No.  (703) 305-3230

Authorized officer

VINCENT MIL%&JM ﬁ Mﬂﬁﬁ‘%
03)

Telephone No. 308-1065

Form PCT/ISA/210 (second sheet) (July 1998)*




INTERNATIONAL SEARCH REPORT International application No.

PCT/US01/23335
C (Continuation). DOCUMENTS CONSIDERED TO BE RELEVANT
Category* Citation of document, with indication, where appropriate, of the relevant passages Relevant to claim No.
Y US 5,812,987 A (LUSKIN et. al) 22 SEPTEMBER 1998, 1-59

Abstract; Fig 3; Fig. 4; Fig. 5A/5B/5C/5D; Fig 6; Fig. 7; Fig
8;Fig 9; col 2 lines 29-47; col 2 line 64-col 3 line 5; col 3 lines
32-55; col 4 lines 1-25; col 4 line 44-col 5 line 30; col 5 line 66-
col 6 line 60; col 7 lines 5-64; Table 1; col 8 line 8-col 9 line 22;
col 9 line 25-col 12 line 9

Form PCT/ISA/210 (continuation of second sheet) (July 1998)%




	Abstract
	Bibliographic
	Description
	Claims
	Drawings
	Search_Report

