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NEURAL NETWORK BASED ON FIXED-POINT OPERATIONS

BACKGROUND

[0001] Neural networks have been widely and deeply applied in computer vision, natural
language processing, and speech recognition. Convolutional neural network is a special
neural network and includes a large amount of learnable parameters. Most of the current
convolutional neural networks, even if deployed on one or more fast and power-hungry
Graphics Processing Units (GPUs), take a great amount of time to train.  Various solutions
have been proposed to improve the computing speed of neural networks. However, the
current solutions still have a number of problems to be solved in memory consumption
and/or computation complexity.

SUMMARY

[0002] In accordance with implementations of the subject matter described herein, there
is provided a solution for training a neural network. In the solution, a fixed-point format
is used to store parameters of the neural networks, such as weights and biases. The
parameters are also known as primal parameters to be updated for each iteration.
Parameters in the fixed-point format have a predefined bit-width and can be stored in a
memory unit of a special-purpose processing device. The special-purpose processing
device, when executing the solution, receives an input to a layer of a neural network, reads
parameters of the layer from the memory unit, and computes an output of the layer based
on the input of the layer and the read parameters. In this way, the requirements for the
memory and computing resources of the special-purpose processing device can be reduced.
[0003] This Summary is provided to introduce a selection of concepts in a simplified form
that are further described below in the Detailed Description.  This Summary is not intended
to identify key features or essential features of the claimed subject matter, nor is it intended
to be used to limit the scope of the claimed subject matter.

BRIEF DESCRIPTION OF THE DRAWINGS

[0004] Fig. 1 illustrates a block diagram of a computing environment in which
implementations of the subject matter described herein can be implemented,;

[0005] Fig. 2 illustrates a block diagram of a neural network in accordance with an
implementation of the subject matter described herein;

[0006] Fig. 3 illustrates an internal architecture for a forward pass of a convolutional layer
of the neural network in accordance with an implementation of the subject matter described

herein;
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[0007] Fig. 4 illustrates an internal architecture for a backward pass of a layer of the neural
network in accordance with an implementation of the subject matter described herein,;
[0008] Fig. 5 illustrates a flowchart of a method for training a neural network in
accordance with an implementation of the subject matter described herein;

[0009] Fig. 6 illustrates a block diagram of a device for training a neural network in
accordance with an implementation of the subject matter described herein;

[0010] Fig. 7 illustrates a block diagram of a forward pass of the neural network in
accordance with one implementation of the subject matter described herein; and

[0011] Fig. 8 illustrates a block diagram of a backward pass of the neural network in
accordance with one implementation of the subject matter described herein.

[0012] Throughout the drawings, the same or similar reference symbols refer to the same
or similar elements.

DETAILED DESCRIPTION OF EMBODIMENTS

[0013] The subject matter described herein will now be discussed with reference to several
example implementations. It would be appreciated these implementations are discussed
only for the purpose of enabling those skilled persons in the art to better understand and thus
implement the subject matter described herein, rather than suggesting any limitations on the
scope of the subject matter.

[0014] As used herein, the term “includes” and its variants are to be read as open terms
that mean “includes, but is not limited to.” The term “based on” is to be read as “based at
least in part on.” The term “one implementation” and “an implementation” are to be read
as “at least one implementation.” The term “another implementation” is to be read as “at
least one other implementation.” The terms “first,” “second,” and the like may refer to
different or same objects. Other definitions, explicit and implicit, may be included below.
[0015] Recently, extensive studies have been focused on speeding up model training and
inference using special purpose processing hardware, such as Field Programmable Gate
Arrays (FPGAs) and Application Specific Integrated Circuits (ASICs). Among these
methods, model quantization has been considered to be one of the most promising
approaches, because it not only significantly accelerates the speed and increases the power-
efficiency, but also achieves comparable accuracy. Model quantization is intended to
quantize the model parameters (as well as activations and gradients) to low bit-width values,
while model binarization further pushes the limit of the quantization by extremely
quantizing the parameters to be a binary value (a single bit, -1 and 1). As a result, during

inference, memory footprint and memory accesses can be drastically reduced, and most
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arithmetic operations can be implemented with bit-wise operations, i.e., binary convolution
kernel. However, it is required that the quantization solution be further improved so as to
reduce memory footprint, to lower computation complexity, and so on.

[0016] Basic principles and various example implementations of the subject matter will
now be described with reference to the drawings. It would be appreciated that, for the sake
of clarity, the implementations of the subject matter described herein will be described with
reference mainly to a convolutional neural network. In this way, a convolutional layer is
described as an example of a representative layer of the neural network. However, it would
be appreciated that this is not intended to limit the scope of the subject matter described
herein. The idea and principles described herein are suitable for any suitable neural
network system currently known or to be developed in the future.

Example Environment

[0017] Fig. 1 illustrates a block diagram of a computing device 100 in which
implementations of the subject matter described herein can be implemented. It would be
appreciated that the computing device 100 shown in Fig. 1 is merely illustration but not
limiting the function and scope of the implementations of the subject matter described herein
in any way. As illustrated in Fig. 1, the computing device 100 may include a memory 102,
a controller 104, and a special-purpose processing device 106.

[0018] Insomeimplementations, the computing device 100 can be implemented as various
user terminals or service terminals with computing capability. The service terminals may
be servers, large-scale computer devices, and other devices provided by various service
providers. The user terminals, for example, are any type of mobile terminals, fixed
terminals, or portable terminals, including mobile phones, stations, units, devices,
multimedia computers, multimedia tablets, Internet nodes, communicators, desktop
computers, laptop computers, notebook computers, netbook computers, tablet computers,
Personal Communication System (PCS) devices, personal navigation devices, Personal
Digital Assistants (PDAs), audio/video players, digital camera/camcorders, positioning
devices, television receivers, radio broadcast receivers, electronic book devices, game
devices, or any combination thereof, including the accessories and peripherals of these
devices or any combination thereof. It is also contemplated that the computing device 100
can support any type of interface to the user (such as “wearable” circuitry and the like).
[0019] The special-purpose processing device 106 may further include a memory unit 108
and a processing unit 110. For example, the special-purpose processing device 106 may

be a Field Programmable Gate Array (FPGA), an Application Specific Integrated Circuit
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(ASIC), a processor or a Central Processing Unit (CPU) with a customized processing unit,
or a Graphics Processing Unit (GPU). Therefore, the memory unit 108 may be referred to
as a memory-on-chip and the memory 102 may be referred to as a memory-oft-chip
accordingly. In some implementations, the processing unit 110 can control the overall
operations of the special-purpose processing device 106 and perform various computations.
[0020] The memory 102 may be implemented by various storage media, including but not
limited to volatile and non-volatile medium, and removable and non-removable medium.
The memory 102 can be a volatile memory (such as a register, cache, Random Access
Memory (RAM)), a non-volatile memory (such as, a Read-Only Memory (ROM),
Electrically Erasable Programmable Read-Only Memory (EEPROM), flash memory)), or
any combinations thereof. The memory 102 may be removable and non-removable
medium, and may include a machine-readable medium, such as a memory, flash drive,
magnetic disk or any other media that can be used to store information and/or data and can
be accessed by the computing device 100.

[0021] The controller 104 can control the start and end of the computing process and may
further provide inputs required for forward pass of the convolutional neural network. In
addition, the controller 104 can also provide the weight data for the neural network. The
controller 104 communicates with the special-purpose processing device 106 via a standard
interface such as a PCle bus. The controller 104 assigns the computing tasks to the
processing unit 110 on the special-purpose processing device 106. The processing unit
110 begins the computing process after receiving the start signal from the controller 104.
The controller 104 provides the inputs and weights to the processing unit 110 for
computation. The memory unit 108 of the special-purpose processing device 106 may be
used to store parameters, such as convolution kernel weights, while the memory 102 may
store input and output feature maps and intermediate data generated during computation.
The special-purpose processing device 106 completes the computation of the forward pass
of the neural network and then returns the output result obtained from the previous layer of
the convolutional neural network to the controller 104. However, it would be appreciated
that the above control process is merely exemplary. Those skilled in the art may change
the control process after understanding the implementations of the subject matter described
herein.

[0022] The computing device 100 or the special-purpose processing device 106 can
perform the training of the neural networks in the implementations of the subject matter

described herein. During the training of the neural network, model parameters, also known
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as primal parameters, are defined to be stored weights and biases. The parameters are
updated during each iteration. In the prior art, the parameters are stored in high-resolution
format. These parameters will be quantized or binarized every time before forward pass,
and the associated gradient accumulation is still performed in a floating-point domain.
Thus, the special-purpose processing device, such as the FPGA and the ASIC, still need to
implement expensive floating-point multiplication-accumulation to handle parameter
updates, and even much more expensive nonlinear quantization method.

[0023] In accordance with some implementations of the subject matter described herein,
the limits of quantization are further pushed by representing the parameters in a fixed-point
format, which can decrease the bit-width of the parameters, so as to dramatically reduce the
total memory. For example, 8-bit fixed-point number can reduce the total memory space
to a quarter compared with the 32-bit floating-point number. This makes it possible to
store the parameters on the memory-on-chip of the special-purpose processing device rather
than memory-off-chip. In the case of 45nm CMOS process node, it means 100 times
energy efficiency. Moreover, fixed point arithmetic operations with low resolution in the
special-purpose processing device are much faster and energy efficient than floating-point
representation. Furthermore, fixed-point operations generally will dramatically reduce
logic usage and power consumption, combined with higher clock frequency, shorter
pipelines, and increased throughput capabilities.

Convolutional Neural Network

[0024] Convolutional neural network is a particular neural network, which usually
includes a plurality of layers with each layer including one or more neurons. Each neuron
obtains input data from the input of the neural network or the previous layer to perform
respective operations, and outputs the results to the next layer or the output of the neural
network model. The input of the neural network may be, for example, images, e.g., RGB
images of particular pixels. In the classification problem, the output of the neural network
is a score or a probability of a different class. The last layer (usually the fully-connected
layer) of the neural network may be provided with a loss function, which can be a cross
entropy loss function. During training of the neural network, it is generally required to
minimize the loss function.

[0025] Structure of the convolutional neural network is specially designed for the situation
with images as the input data. In this case, therefore, the convolutional neural network 1s
highly efficient and the number of parameters required in the neural network is greatly

reduced.
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[0026] In the convolutional neural network, each layer is arranged in three dimensions:
width, height, and depth. Each layer of the convolutional neural network converts the
three-dimensional input data to a three-dimensional activation data and outputs the
converted three-dimensional activation data. The convolutional neural network includes
various layers arranged in a sequence and each layer sends the activation data from one layer
to another. The convolutional neural network mainly includes three types of layers: a
convolutional layer, a pooling layer, and a fully-connected layer. By stacking the layers
over each other, a complete convolutional neural network may be constructed.

[0027] Fig. 2 illustrates example architecture of a convolutional neural network (CNN)
200 in accordance with some implementations of the subject matter described herein. It
should be understood that the structure and functions of the convolutional neural network
200 are described for illustration, and do not limit the scope of the subject matter described
herein. The subject matter described herein can be implemented by different structures
and/or functions.

[0028] As shown in Fig. 2, the CNN 200 includes an input layer 202, convolutional layers
204 and 208, pooling layers 206 and 210, and an output layer 212. Generally, the
convolutional layer and the pooling layer are arranged alternately. For example, as shown
in Fig. 2, the convolutional layer 204 is followed by the adjacent pooling layer 206 and the
convolutional layer 208 is followed by the adjacent pooling layer 206. However, it would
be appreciated that the convolutional layer may not be followed by a pooling layer. In
some implementations, the CNN 200 only includes one of the pooling layers 206 and 210.
In some implementations, there are even no pooling layers.

[0029] As described above, each of the input layer 202, the convolutional layers 204 and
208, the pooling layers 206 and 210, and the output layer 212 includes one or more planes,
also known as feature maps or channels. The planes are arranged along the depth
dimension and each plane may include two space dimensions, i.e., width and height, also
known as space domain.

[0030] To help understand the ideas and principles of the subject matter described herein,
the principle of the CNN 200 will now be described with reference to an example application
of the image classification. It would be appreciated that the CNN 200 can be easily
extended to any other suitable applications. Moreover, the input layer 202 may be
represented by the input images, such as 32*32 RGB images. In this case, the dimension
for the input layer 202 is 32*32*3. In other words, the width and height for the image is

32 and there are three color channels.
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[0031] Feature map of each of the convolutional layers 204 and 208 may be obtained by
applying convolutional operations on the feature map of the previous layer. By
convolutional operations, each neuron in the feature map of the convolutional layers is only
connected to a part of neurons of the previous layer. Therefore, applying convolutional
operations on the convolutional layers indicates the presence of sparse connection between
these two layers.  After applying convolutional operations on the convolutional layers, the
result may be applied with an activation function to determine the output of the
convolutional layers.

[0032] For example, in the convolutional layer 204, each neuron is connected to a local
area in the input layer 202 and computes the inner product of the local area and its weights.
The convolutional layer 204 may compute the output of all neurons and, if 12 filters (also
known as convolution kernel) are used, the obtained output data will have a dimension of
[32*32*12]. In addition, activation operations may be performed on each output data in
the convolutional layer 204 and the common activation functions include Sigmoid, tanh,
ReLU, and so on.

[0033] The pooling layers 206 and 210 down sample the output of the previous layer in
space dimension (width and height), so as to reduce data size in space dimension. The
output layer 212 is usually a fully-connected layer, in which each neuron is connected to all
neurons of the previous layer. The output layer 212 computes classification scores and
converts data size to one-dimensional vectors, each element of the one-dimensional vectors
corresponding to a respective category. For instance, regarding the convolutional network
of the images in CIFAR-10 for classification, the last output layer has a dimension of 1*1*10
because the convolutional neural network will finally compress the images into one vector
consisting of classification scores, where the vector is arranged along the direction of depth.
[0034] It can be seen that the convolutional neural network converts the images one by
one from original pixel values to final classification score values. For example, when the
convolutional layers and the fully-connected layer operate on the corresponding inputs, both
the activation function and the learning parameters can be used, where parameters in the
convolutional layers and the fully-connected layer can be optimized based on different
optimization solutions. Examples of the optimization solutions include but not limited to
stochastic gradient descent algorithm, adaptive momentum estimation (ADAM) method and
the like.  Therefore, the errors between the classification scores obtained by the
convolutional neural network and labels of each image can be lowered as much as possible

for the data in the training data set.
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[0035] Training of the neural network can be further implemented by a backward pass.
In this method, the training set is input into the input layer of the neural network, e.g., input
the training set into the input layer of the neural network in batches and iteratively update
the parameters of the neural network by batch. Samples of each batch can be regarded as
a mini-batch. After multiple iterations, all samples in the training set have been trained
once, which is called as an epoch.

[0036] In each iteration, a plurality of inputs is grouped into a mini-batch, which is
provided to the input layer. By the forward pass, the inputs are propagated layer by layer
to the output layer of the neural network, so as to determine the output of the neural network,
such as classification scores. The classification scores are then compared with the labels
in the training set to compute prediction errors by the loss function, for example. The
output layer discovers that the output is inconsistent with the right label. At this time, the
parameters of the last layer in the neural network may be adjusted and then parameters of
the last second layer connected to the last layer may be adjusted. Accordingly, the layers
are adjusted layer by layer in a backward direction. ~When the adjustment for all
parameters in the neural network is completed, the same process is performed on the next
mini-batch.  In this way, the process is performed iteratively until the predefined
termination condition is satisfied.

Binary Neural Network

[0037] The following description introduces a binary neural network (BNN) into which
the implementations of the subject matter described herein are applied. In BNN, weights
and activations can be binarized to significantly speed up the performance by using the bit
convolution kernels. In some implementations, the floating-point value is converted into
a single bit by the stochastic method.  Although the stochastic binarization can get better
performance, the computation complexity of the solution is higher since it requires the
hardware resources to generate random bits when quantizing. In some implementations, a
deterministic method is adopted to convert the floating-point value into a single bit and the
deterministic solution is lower in computation complexity. For example, a simple sign
function sign () is used to binarize the floating-point value, as shown in equation (1).

+1w>0, (D
—1w<o0

[0038] As indicated in the equation (1), when the weigh w is great than or equal to zero, it

w? = sign(w) = {

is converted to +1, and when the weight w is less than zero, it is converted to -1, such that

the obtained value w® is a one-bit binary number. Such binary conversion drastically
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reduces computation complexity and memory consumption in forward pass. However, the
derivative of the sign function is 0 almost everywhere, which makes the gradients of the
loss function ¢ cannot be propagated in backward pass. To address this problem, a
“straight-through estimator” STE method is employed, as shown in equation (2):

Forward: 7, = sign(r;)
dc (2)

dc
Backward: 6_ = a_ro |ril<1

Ti
[0039] In equation (2), 1},,<; represents an indicator function, where when the input i
satisfies the condition that |ri|<1, the value of the indicator function is 1, when the input ri
satisfies the condition that |ri|<1, the value of the indicator function is 0. Accordingly, the
STE method preserves the gradient information and cancels the gradient information when
riistoo large. If the gradient information is not cancelled when ri is too large, it may cause
a significant drop in the performance of the model.
[0040] From another perspective, STE can also be regarded as applying hard-tanh

activation function HT to ri, where HT is defined as:
+l ry i.
HTr) = oroe =L 3)

~1 < ~L

[0041] Correspondingly, the derivative of HT is defined as:
0 ory >,

3

Torp e 1,1, 4)
0 T < —1.

[0042] It can be seen that the STEs defined in equations (4) and (2) are exactly the same.
With equation (3) and (4), the neural network can binarize both activations and weights
during forward pass, while still reserving real-valued gradients to guarantee stochastic
gradient descent to properly operate.

Fixed-Point Format

[0043] In accordance with implementations of the subject matter described herein, weights
and gradients can be stored in a fixed-point format, e.g., weights can be stored in the memory
unit 108 of the special-purpose processing device 106 in a fixed-point format. The fixed-
point format includes a /-bit signed integer mantissa and a global scaling factor (e.g., 2™)

shared with the fixed-point values, as shown in equation (5):

"y "y
ooz ( ' B : g (5)
L EXR e

where n and mantissa m1~mg are integers.
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[0044] It can be seen that the vector v includes K elements vi~vk, which share one scaling
factor 2. Here the integer n actually indicates the radix point position of the /-bit fixed-
point number. In other words, the scaling factor in fact refers to the position of the radix
point. Because the scaling factor is usually fixed, i.e., fixed radix point, this data format is
called as fixed-point number. Lowering the scaling factor will reduce the range of the
fixed-point format but increases the accuracy of the fixed-point format. The scaling factor
is usually set to be a power of 2, since the multiplication can be replaced by bit shift to
reduce the complexity of computation.
[0045] In some implementations, the following equation (6) may be used to convert data
X (such as, a floating-point number) into an /-bit fixed-point number with the scaling factor
2

FXPLe Lo s CRpl] s 081 277 MINOMAX)Y (6)
where |-] means rounding down, and MIN and MAX respectively denote the minimum
value and the maximum value of the /-bit fixed-point number with the scaling factor 2™
In some implementations, to make the summing circuit and multiplication circuit simpler
by taking full advantage of all ordinality 2/, MIN and MAX are defined as follows:

P MAK = 200 gy 7

[0046] It is observed that equation (6) also defines the rounding behavior, i.e., indicated

by the rounding down operation |-]. In addition, equation (6) also defines the saturating

X

+0.5] 2"

behavior represented by Clip. In other words, when |-E’i‘n* is greater than

x
: : ==+ 05277
MAX, the value of the converted fixed-point number is MAX; when [2‘“ l is

less than MIN, the value of the converted fixed-point number is MIN.

[0047] In the following, the operations for converting data into fixed-point format may be
implemented by equations (6) and (7), unless indicated otherwise. Of course, any other
suitable conversion operations may also be adopted.

Quantization

[0048] Itis known that magnitudes of weight, activation, and gradient will fluctuate during
training, where the gradient fluctuation is most apparent. To match the fluctuations,
different bit-widths and scaling factors are assigned to the parameters, activations, and
gradients in different layers and the scaling factors of the parameters are updated

accordingly during iteration. Moreover, different scaling factors can also be assigned to

10
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weights and biases among the parameters.

[0049] In some implementations of the subject matter described herein, the scaling factor
may be updated based on the data range. Specifically, it may be determined, based on
overflow of the data (e.g., overflow rate and/or overflow amount), whether to update the
scaling factor and how to update the scaling factor. The method for updating the scaling
factor will now be explained with reference to weights. However, it would be appreciated
that the method can also be applied for other parameters.

[0050] In the case of the current scaling factor, it may be determined whether the overflow
rate of the weights exceeds the predefined threshold. If the overflow rate exceeds the
predefined threshold, the range of the fixed-point number is too small and the scaling factor
should be increased accordingly. For example, the scaling factor may be multiplied with
the cardinal number (e.g., 2). For example, the radix point may be shifted right by one bit.
If the overflow rate does not exceed the predefined threshold and, after the weight is
multiplied with 2, the overflow rate is still below the predefined threshold, the range of the
fixed-point number is toolarge. Therefore, the scaling factor may be reduced, for example,
by dividing the scaling factor by the cardinal number (e.g., 2). For example, the radix point
may be shifted left by one bit.

[0051] Compared with binary weights and activations, gradients usually require higher
accuracy.  Therefore, quantization of the gradients should be carefully reviewed.
Because the linear quantization approach does not converge well, a non-linear quantization
function is employed instead to quantize the gradients. However, these non-linear
quantization solutions will inevitably increase the computation overhead, which is
undesirable. Hence, in accordance with implementations of the subject matter described
herein, a linear quantization solution is adopted to lower the computation complexity. As
described above, if the linear quantization function is simply used in the training of the
neural network, it will introduce too strong regularization and impede convergence of the
neural network model. However, in the case of using a solution for updating adaptive
scaling factors, the linear quantization approach may be employed without causing non-
convergence or dramatic decrease in model performance.

Forward Pass

[0052] Fig. 3 illustrates an internal architecture for a forward pass of a convolutional layer
300 of the convolutional neural network in accordance with an implementation of the
subject matter described herein. The convolutional layer 300 may be a k-th layer of the

neural network. For example, the convolutional layer 300 may be a convolutional layer
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204 or 208 in the convolutional neural network as shown in Fig. 2. In Fig. 3, legend 10
represents binary numbers and legend 20 represents fixed-point numbers. It would be
appreciated that, although Fig. 3 illustrates a plurality of modules or sub-layers, in specific
implementations one or more sub-layers may be omitted or modified for different purposes.
[0053] Asshownin Fig. 3, parameters of the convolutional layer 300 includes weights 302
W

and b,]: P

and biases 304, respectively denoted as , 1.e., weights and biases of the k-
th layer. In some implementations, parameters of the convolutional layer 300 may be
represented and stored in fixed-point format instead of floating-point format. The
parameters in fixed-point format may be stored in the memory unit 108 of the special-
purpose processing device 106 and may be read from the memory unit 108 during operation.
[0054] In the forward pass, the weights 302 in fixed-point format are converted by a binary
sub-layer 308 to binary weights 310, which may be represented by W,®. For example, the
binary sub-layer 308 may convert the fixed-point weights 302 into binary weights 310 by a
sign function, as shown in equation (1). Moreover, the convolutional layer 300 further
receives an input 306, which may be represented by Xﬁ . For example, when the
convolutional layer 300 is an input layer of the neural network (i.e., k=1), the input 306 can
be input images of the neural network. In this case, the input 306 can be regarded as an 8-
bit integer vector (0-225). In another case, when the convolutional layer 300 is a hidden
layer or an output layer of the neural network, for example, the input 306 may be an output
of the previous layer, which may be a binary vector (+1 or-1). Inboth cases, convolutional
operation only includes integer multiplication and accumulation and may be computed by
bit convolution kernels. In some implementations, if the convolutional layer 300 is the
first layer, it may be processed according to equation (8),

b
IES A T

P >_: 2 by, ®)
R

where x represents an input 306 in an 8-bit fixed-point format, w® represents a binary weight
and x" represents the mantissa of the n-th element of vector x.

[0055] A normalization sub-layer 316 represents integer batch normalization (IBN) sub-
layer, which normalizes input tensor within a mini-batch with mean and variance.
Difterent from conventional batch normalization performed in floating-point domain, all
intermediate results involved in the sub-layer 316 are either 32-bit integers or low resolution

fixed-point values. Since integer is a special fixed-point number, the IBN sub-layer 316
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only includes corresponding fixed-point operations. Subsequently, the quantization sub-
layer 318 converts the output of the IBN sub-layer 316 to a predefined fixed-point format.
[0056] Specifically, for the IBN sub-layer 316, the input may be fixed-point input in a

mini-batch & =i .sx} | including N elements. To obtain normalized output
2
Kop = {0+ A.':{‘/-"'OV crn] e SO e SOV
S =it the sum suemd v 25, o and the sum of squares s < LliwF of all
2

inputs can be determined. Then, the mean value mean ¢ Round(suml/N) and the

. vy deee T evtrrre Ce11mm Y AT Y e grreryy o .
variance Var ¢ Round{sum2/N} —mean® of the input are computed based on sum1 and
sum 2, wherein Round () means rounding to the nearest 32-bit integer. Then, the

normalized output # - (& ~ meau)/Round{\/ver} is determined based on the mean and the

variance. The normalized output can be converted to ¥ ¢ FXFPiw)

in a predefined fixed-
point format via the sub-layer 318.

[0057] For the output of the IBN sub-layer 316, the method for updating scaling factors
described in the Quantization section above can be used to update the scaling factors. For
example, it may be first determined whether the overflow rate of the IBN output exceeds
the predefined threshold. If the overflow rate is greater than the predefined threshold, the
range of the IBN output is extended, that is, increasing the scaling factor or right shifting
the radix point in fixed-point format when the cardinal number is 2. This will not be
repeated because it is substantially the same as the method for updating scaling factors
described with reference to quantization.

[0058] In some implementations, a summing sub-layer 320 adds the output of the IBN
sub-layer 136 with the bias 304 to provide an output sk. The bias 304 may be read from
the memory unit 108 of the special-purpose processing device 106. The activation sub-
layer 322 represents an activation function, which is usually implemented by a non-linear
activation function, e.g., hard-tanh function HT.  The output of the activation sub-layer 322
is converted via the quantization sub-layer 324 to an output 326 in a fixed-point format,
which is denoted by X2, ,,to be provided to the next layer (k+1 layer) of the neural network.
Moreover, the last layer of the neural network may not include the activation sub-layer 322
and binary layer 324, i.e., the loss function layer is computed in a floating-point domain.
[0059] In some implementations, a pooling layer is located after the convolutional layer
300. For example, as shown in Fig. 2, both of the convolutional layers 204 and 208 are
followed by a pooling layer 206 in the convolutional neural network 200. In this case, the
pooling layer may be incorporated into the convolutional layer 300 to further reduce

computation complexity. For example, the pooling layer 206 is incorporated into the
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convolutional layer 204 in the convolutional neural network 200.  As shown in Fig. 3, the
pooling sub-layer 314 indicated by the dotted line may be incorporated into the
convolutional layer 300 and arranged between the convolutional sub-layer 321 and the IBN
sub-layer 316.

[0060] The above description introduces the forward pass with reference to a
convolutional layer 300. It would be appreciated that the forward pass of the entire neural
network may be stacked by a plurality of similar processes. For example, the output of the
k-th layer is provided to the k+1 layer to serve as an input of the k+1 layer; and the process
continues layer by layer. In the convolutional neural network 200 of Fig. 2, the output of
the convolutional layer 204 is determined from the architecture of the convolutional layer
300 (without the sub-layer 314). If the pooling layer 206 is incorporated into the
convolutional layer 204, the output of the pooling layer 206 may be determined by the
architecture of the convolutional layer 300 (including the sub-layer 314). Then, the output
is provided to the convolutional layer 208 and the classification category is provided at the
output layer 212.

Backward Pass

[0061] Fig. 4 illustrates an internal architecture for a backward pass of a convolutional
layer 400 of the convolutional neural network in accordance with an implementation of the
subject matter described herein. The backward pass process is shown in Fig. 4 from right
to left. In Fig. 4, legend 30 represents floating-point number and legend 20 represents
fixed-point number. It would be appreciated that, although the forward pass and backward
pass process of the convolutional layer is respectively indicated by the signs 300 and 400,
the convolutional layers 300 and 400 may refer to the same layer in the neural network.
For example, the convolutional layers 300 and 400 may be the architecture for implementing
the forward pass and backward pass of the convolutional layer 204 or 208 in the
convolutional neural network 200. It would be further appreciated that, although Fig. 4
illustrates a plurality of modules or sub-layers, each sub-layer can be omitted or modified
in specific implementations for different purposes in view of different situations.

[0062] As shown in Fig. 4, during backward pass, the convolutional layer 400 receives a
backward input 426 from a next layer of the neural network, e.g., if the convolutional layer
400 is a k-th layer, the convolutional layer 400 receives a backward input 426 from the k+1-
th layer. The backward input 426 may be a gradient of the loss function with respect to the
forward output 326 of the convolutional layer 300. The gradient may be in floating-point
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format and may be represented as g R
[0063] The backward input 426 is converted to a fixed-point value 430 (denoted by g)f;%p )
+1

by the quantization sub-layer 424. The activation sub-layer 422 computes its output based

on the fixed-point value 430, i.e., the gradient of the loss function with respect to the input

fxp
Sk

sk of the activation sub-layer 322, denoted by g
[0064] It would be appreciated that most of the sub-layers in Fig. 4 corresponds to the sub-
layers shown in Fig. 3.  For example, the activation sub-layer 322 in Fig. 3 corresponds to
the activation sub-layer 422 in Fig. 4, which serves as a backward gradient operation for the
activation sub-layer 322.  If the input of the activation sub-layer 322 is x, the output thereof
is y, the backward input of the corresponding activation sub-layer 422 is a gradient of the
loss function with respect to the output y and the backward output is a gradient of the loss
function with respect to the input x. In Fig. 3, if the hard-tanh function serves as the
activation function, the operations performed by the activation sub-layer 322 are shown in
equation (3). Accordingly, the operations performed by the activation sub-layer 422 are
shown in equation (4). Therefore, in the context of the subject matter described herein, the
names for the two types of sub-layers are not distinguished from each other.

[0065] The backward output of the activation sub-layer 422 is provided to the summing
sub-layer 420, which corresponds to the summing sub-layer 320, and the gradients of the
loss function with respect to two inputs of the summing sub-layer 320 may be determined.
Because an input of the sub-layer 320 is the bias, the gradient of the loss function with

respect to the bias may be determined and the gradient is provided to the quantization sub-

layer 428.  Subsequently, the gradient is converted to a fixed-point gradient by the

quantization sub-layer 428 for updating the bias 404 (represented by &5 rp). The fixed-
point format has a specific scaling factor, which may be updated in accordance with the
method for updating scaling factors as described in the Quantization section above.

[0066] Another backward output of the summing sub-layer 420 is propagated to the IBN
sub-layer 418. In forward pass, a fixed-point format is used to compute the IBN sub-layer
418. However, if the same method is applied in the backward pass and the backward
propagation of IBN is restricted in fixed-point representation, non-negligible accuracy
degradation will occur. In some implementations, therefore, the IBN sub-layer 418 is
returned to the floating-point domain for operations, so as to provide an intermediate

gradient output. As shown in Fig. 4, the intermediate gradient output is a gradient of the
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loss function with respect to the convolution of the input and parameters. Hence, an
additional quantization sub-layer 416 is utilized after the IBN sub-layer 418 for converting
the floating-point format into a fixed-point format. The quantization sub-layer 416
converts the intermediate gradient output to a fixed-point format having a specific scaling
factor, which may be updated according to the method for updating scaling factors as
described in the Quantization section above.

[0067] The convolutional sub-layer 412 further propagates a gradient Iwp of the loss
function with respect to the weight W? and a gradient g b of the loss function with

respect to an output X2 of the convolutional layer. Because the input X7 is either an 8-
bit integer vector (for the first layer, i.e., k=1) or a binary vector (for other layers, i.e., k#1)
and the weight W is a binary vector, the convolutional sub-layer 412 only contains fixed-
point multiplication and accumulation, thereby resulting in a very low computation
complexity.

[0068] The backward output g b of the convolutional sub-layer 412 provides a backward
output 406 of the convolutional layer 400 to a previous layer. The backward output 9wl

of the convolutional sub-layer 412 is converted to a fixed-point format via the quantization

layer 408 to update the weight 402 (represented by ka *P).  The fixed-point format has a
specific scaling factor, which may be updated according to the method for updating scaling
factors as described in the Quantization section above.

[0069] After determining the gradient of the loss function with respect to the parameters
by the backward pass, the parameters may be updated. As described above, the parameter
may be updated by various updating rules, e.g., stochastic gradient descent, Adaptive
Momentum Estimation (ADAM), or the like. In some implementations, the updating rules
are performed in the fixed-point domain to further reduce floating-point computation. It
would be appreciated that, although reference is made to the ADAM optimization method,
any other suitable methods currently known or to be developed in the further may also be
implemented.

[0070] ADAM method dynamically adjusts the learning rate for each parameter based on
a first moment estimate and a second moment estimate of the gradient of the loss function
with respect to each parameter. Fixed-point ADAM optimization method differs from the
standard ADAM optimization method in that the fixed-point ADAM method operates

entirely within the fixed-point domain. In other words, its intermediate variables (e.g., first
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moment estimate and second moment estimate) are represented by fixed-point numbers.
To be specific, one fixed-point ADAM learning rule is represented by the following equation
(9), which converts the standard ADAM updating rules to a fixed-point format.

: SN ; r
i Sy fl-’.'}

©)

il |

4§ e ENP e~y A=y ] cony

G104

In equation (9), g2 denotes element-by-element square For the sake of simplicity,

=597 and ™% are respectively fixed to be -7t and -*:. FXP(-) represents a function

and ¢ =27  The
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of equation (6). The default settings are - =2
parameter ?-i represents the current fixed-point parameter value with a fixed-point format
L, m, and % represents the updated fixed-point parameter value. The fixed-point format
for the gradient gris /2 and m2, and *# is the learning rate. It can be seen that the ADAM
method computes the updated parameters by calculating the intermediate variables mx, vr,

and u:, and only includes respective fixed-point operations.

[0071] By the fixed-point ADAM method, the updated weight kaXp and bias b£Xp can
be computed. As described above, these parameters can be stored in a memory unit 108
of the special-purpose processing device 106 in a fixed-point format. In addition, the
scaling factors for the fixed-point format of the parameters may also be updated as described
above. The scaling factors may be updated according to the method for updating scaling
factors as described in the Quantization section above.

[0072] Additionally, if the pooling layer is incorporated into the convolutional layer 300
to serve as its pooling sub-layer 314 in the forward pass, a corresponding pooling layer
should be incorporated into the convolutional layer 400 to serve as its pooling sub-layer 414
in the backward pass.

[0073] It can be seen that in the architecture shown in Figs. 3 and 4, at most two portions
are implemented by floating-point numbers. The first portion is the loss function and the
second portion is a backward pass of the gradient in the IBN sub-layer 418. Therefore, the
floating-point computations are avoided as much as possible to lower computation
complexity and reduce memory space.

[0074] Additionally, in the architecture shown in Figs. 3 and 4, the quantization sub-layer
may be implemented by a linear quantization method, and an adaptive updating method for
scaling factors of the fixed-point parameters corresponding to the quantization sub-layer

may be used to ensure that no significant drop will occur in accuracy. The linear
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quantization method can greatly lower computation complexity, which can further facilitate
the deployment of the convolutional neural network on the special-purpose processing
device.

[0075] The backward pass process has been introduced above with reference to a
convolutional layer 400. It would be appreciated that the backward pass of the entire
neural network can be stacked by a plurality of similar processes. For example, the
backward output of the k+1-th layer is provided to the k-th layer to serve as a backward
input of the k-th layer; and the parameter of each layer is updated layer by layer. In the
convolutional neural network 200 of Fig. 2, if the convolutional layer 204 and the pooling
layer 206 are combined for implementation, the backward output of the convolutional layer
204 can be determined by the architecture of the convolutional layer 300 (including a sub-
layer 314). Then, the backward output is provided to the input layer 202, to finally finish
updating all parameters of the neural network 200, thereby completing an iteration of a mini-
batch. TIteratively completing iterations of all mini-batches in the training set may be
referred to as finishing a full iteration of the data set, which is also known as epoch.  After
a plurality of epochs, if the training result satisfies the predefined threshold condition, the
training is complete. For example, the threshold condition can be a predefined number of
epochs or a predefined accuracy.

[0076] Additionally, it would be appreciated that it is not necessary to apply the adaptive
updating method in each iteration. For example, the adaptive updating method may be
performed once after a plurality of iterations. Moreover, the frequency for applying the
adaptive updating method may vary for different quantities. For example, the adaptive
updating method may be applied more frequently for the gradients, because the gradients
tend to fluctuation more extensively.

Model Training

[0077] Fig. 5 illustrates a flowchart of a method 500 for a convolutional neural network in
accordance with implementations of the subject matter described herein. The method 500
may be performed on the special-purpose processing device 106 as shown in Fig. 1. As
described above, the special-purpose processing device 106 may be an FPGA or ASIC, for
example.

[0078] At 502, an input to a convolutional layer of the neural network is received. As
described above, the input may be received from the previous layer, or may be an input
image for the neural network. The input may correspond to samples of a mini-batch in the

training set.
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[0079] At 504, parameters of the convolutional layer are read from a memory unit 108 of
the special-purpose processing device 106, where the parameters are stored in the memory
unit 108 of the special-purpose processing device 106 in a first fixed-point format and have
a predefined bit-width. The parameters may represent either weight parameters or bias
parameters of the convolutional layer, or may represent both the weight parameters and the
bias parameters. Generally, the bit-width of the first fixed-point format is smaller than the
floating-point number to reduce the memory space of the memory unit 108.

[0080] At 506, the output of the convolutional layer is computed by fixed-point operations
based on the input of the convolutional layer and the read parameters. In some
implementations, the convolutional operations may be performed on the input and the
parameters of the convolutional layer to obtain an intermediate output, which is normalized
to obtain a normalized output. The normalization only includes respective fixed-point
operations. For example, the normalization may be implemented by the IBN layer 316 as
shown in Fig. 3.

[0081] In some implementations, in order to reduce the bit-width of the first fixed-point
format while maintaining the model accuracy, the scaling factors of the parameters above
are adaptively updated. For example, a backward input to the convolutional layer is
received at the output of the convolutional layer, where the backward input is a gradient of
the loss function of the neural network with respect to the output of the convolutional layer.
Based on the backward input, the gradient of the loss function of the neural network with
respect to parameters of the convolutional layer is computed. The parameters in the first
fixed-point format may be updated based on the gradient of the loss function of the neural
network with respect to parameters. The scaling factors of the first fixed-point format may
be updated based on the updated parameter range. For example, the fixed-point format of
the parameters may be updated by the method described above with reference to
quantization.

[0082] The updated parameters may be stored in the memory unit 108 of the special-
purpose processing device 106 to be read at the next iteration. In addition, it is not
necessary to update the parameter format in each iteration. Instead, the fixed-point format
of the parameters may be updated at a certain frequency. In some implementations,
updating parameters only include respective fixed-point operations, which may be
implemented by a fixed-point ADAM optimization method, for example.

[0083] In some implementations, the gradient of the loss function with respect to the

parameters may be first converted to a second fixed-point format for updating parameters
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in the first fixed-point form. The first fixed-point format may be identical to or different
from the second fixed-point format. The conversion method can be carried out by a linear
quantization method. In other words, the gradient of the loss function of the neural
network with respect to parameters may be converted to the second fixed-point format by a
linear quantization method. Then, the parameters in the first fixed-point format may be
updated based on the gradient in the second fixed-point format. In some implementations,
the scaling factors of the second fixed-point format may be updated based on the range of
the gradient of the loss function with respect to the parameters. As described above, the
linear quantization method has a lower computation complexity and the performance will
not be substantially degraded, because the scaling factor updating method is employed in
the implementations of the subject matter described herein.

[0084] In some implementations, computing the output of the convolutional layer further
comprises: converting the normalized output to a normalized output in a third fixed-point
format, where the scaling factors of the third fixed-point format may be updated based on
the range of the normalized output in the third fixed-point format. As shown in Fig. 3, the
output of the IBN sub-layer 316 may be provided to the quantization layer 318, which can
convert the normalized output of the IBN sub-layer 316 to a normalized output in a second
fixed-point format. The scaling factors of the second fixed-point format can be updated
depending on various factors. For example, the updating method may be configured to be
carried out after a given number of iterations, which updating method may be the method
described in the Quantization section above.

[0085] In some implementations, the method further comprises: receiving a backward
input to the convolutional layer at the output of the convolutional layer, which backward
input is a gradient of the loss function of the neural network with respect to the output of
the convolutional layer. Then, the intermediate backward output is obtained based on the
normalized backward gradient operations. In other words, the gradient of the loss function
with respect to the convolution above is computed based on the backward input. For
example, the backward gradient operations of the IBN gradient sub-layer 416 corresponds
to normalization of the IBN sub-layer 416 as shown in Fig. 4. The backward gradient
operations can be performed on the IBN gradient sub-layer 416 to get an intermediate
backward output. Subsequently, the intermediate backward output is converted to a fourth
fixed-point format and the scaling factors of the fourth fixed-point format can be updated
based on the range of the intermediate backward output. For example, the scaling factors

of the fourth fixed-point format may be updated according to the updating method described
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above with reference to quantization.

[0086] It would be appreciated that, although the method 500 describes one convolutional
layer, the training process of the entire neural network may be stacked by the process of
method 500 as described above with reference to Figs. 3 and 4.

Another Example Implementations of Special-Purpose Processing Device

[0087] Fig. 1 illustrates an example implementation of the special-purpose processing
device 106. In the example of Fig. 1, the special-purpose processing device 106 includes
a memory unit 108 for storing parameters of the neural network, and a processing unit 110
for reading the stored parameters from the memory unit 108 and using the parameters to
process the input.

[0088] Fig. 6 illustrates a block diagram of a further example implementation of the
special-purpose processing device 106.  As described above, the special-purpose
processing device 106 may be an FPGA or ASIC, for example.

[0089] In this example, the special-purpose processing device 106 includes a memory
module 602 configured to store parameters of the convolutional layer of the neural network
in a first fixed-point format, where the parameters in the first fixed-point format have a
predefined bit-width. It would be appreciated that the memory module 602 is similar to
the memory unit 108 of Fig. 1 in terms of functionality and both of them may be
implemented using the same or different techniques or processes. Generally, the bit-width
of the first fixed-point format is smaller than the floating-point numbers to reduce memory
space of the memory module 602.

[0090] The special-purpose processing device 106 further includes an interface module
604 configured to receive an input to the convolutional layer. In some implementations,
the interface module 604 may be used for processing various inputs and outputs between
various layers of the neural network. The special-purpose processing device 106 further
includes a data access module 606 configured to read parameters of the convolutional layer
from the memory module 602. In some implementations, the data access module 606 may
interact with the memory module 602 to process the access to the parameters of the neural
network. The special-purpose processing device 106 may further include a computing
module 608 configured to compute, based on the input of the convolutional layer and the
read parameters, the output of the convolutional layer by a fixed-point operation.

[0091] In someimplementations, the interface module 604 is further configured to receive
a backward input to the convolutional layer at the output of the convolutional layer, where

the backward input is a gradient of the loss function of the neural network with respect to
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the output of the convolutional layer. In addition, the computing module 608 is further
configured to compute a gradient of the loss function of the neural network with respect to
the parameters of the convolutional layer based on the backward input; and update
parameters in the first fixed-point format based on the gradient of the loss function of the
neural network with respect to the parameters, where the scaling factors of the first fixed-
point format can be updated based on the range of the updated parameters.

[0092] Insomeimplementations, updating parameters only includes respective fixed-point
operations.

[0093] In some implementations, the computing module 608 is further configured to
convert the gradient of the loss function of the neural network with respect to the parameters
to a second fixed-point format by a linear quantization method, where the scaling factors of
the second fixed-point format can be updated based on the gradient of the loss function with
respect to the parameters; and update the parameters based on the gradient in the second
fixed-point format.

[0094] In some implementations, the computing module 608 is further configured to
normalize a convolution of the input of the convolutional layer and the parameters to obtain
a normalized output, where the normalization only includes respective fixed-point
operations.

[0095] In some implementations, the computing module 608 is further configured to
convert the normalized output to a normalized output in a third fixed-point format, where
the scaling factors of the third fixed-point format can be updated based on the range of the
normalized output in the third fixed-point format.

[0096] In some implementations, the interface module 604 is further configured to obtain
a backward input to the convolutional layer at the output of the convolutional layer, where
the backward input is a gradient of the loss function of the neural network with respect to
the output of the convolutional layer. Additionally, the computing module 608 may be
configured to compute the gradient of the loss function with respect to the convolution based
on the backward input; and convert the gradient of the loss function with respect to the
convolution to a fourth fixed-point format, where the scaling factor of the fourth fixed-point
format can be updated based on the range of the gradient of the loss function with respect
to the convolution.

Testing and Performance

[0097] The following section will introduce the important factors that affect the final

prediction accuracy of the training model of the neural network in accordance with
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implementations of the subject matter described herein. The factors comprise the batch
normalization (BN) scheme, bit-width of the primal parameters, and bit-width of gradients.
The effects of the factors are evaluated in turn by applying them separately on the binary
neural network (BNN). Finally, all these factors are combined to obtain a neural network
model.

[0098] In the following test, a data set CIRFA-30 is used, where the data set CIRFA-30 is
an image classification benchmark with 60K 32x32 RGB tiny images. It consists of 10
classes object, including airplane, automobile, bird, cat, deer, dog, frog, horse, ship, and
truck. Each class has 5K training images and 1K test images. To evaluate the model
fitting capability and training efficiency, three networks with different size are designed by
stacking basic structural modules of the neural network shown in Figs. 3 and 4, including
Model-S (Small), Model-M (Medium) and Model-L (Large). The overall network
structure is illustrated in Figs. 7 and 8.

[0099] Fig. 7 illustrates a block diagram of a forward pass of the convolutional neural
network 700 in accordance with an implementation of the subject matter described herein
and Fig. 8 illustrates a block diagram of a backward pass of the convolutional neural network
800 in accordance with an implementation of the subject matter described herein.

[00100] In the convolutional neural networks 700 and 800, all convolution kernels are 3x3,
and the number of output channels in the first convolutional layer is 32, 64, and 128. Table
1 lists the number of parameters and the number of multiply-accumulate operations (MACs)
in the three models. In Figs. 7 and 8, “x2 (4 or 8)” in layer C21 means the number of
output channels in layer C21 is two times (4X or 8X) as much as the number in layers C11
and C12. Additionally, S represents same padding, V represents valid padding, MP
indicates maximum pooling, C indicates convolutional layer, and FC indicates the fully-
connected layer. The specific structure of each layer in Figs. 7 and 8 is not shown, which
can be inspected from Figs. 3 and 4. It is noted that the loss function layer is computed in

the floating-point domain in both forward pass and backward pass.

Table 1
Model Parameter number MAC number
Model-S 0.58M 39.82M
Model-M 2.32M 156.60M
Model-L 9.29M 623.74M

[00101] In all of the experiments, SOK training images and a mini-batch size of 200 are
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given. Additionally, there are 37,500 iterations and 150 epochs in total. Because each
epoch means one training that uses all samples in the training set and each iteration uses
samples of one batch for training, each epoch has 250 iterations accordingly. Furthermore,
in the experiments, by using the fixed-point ADAM optimization method or standard
ADAM optimization method and setting the initial learning rate as 2, the learning rate will
be decreased by a factor of 2 every 50 epochs.

[00102] Now the effect of different normalization schemes on prediction accuracy is
evaluated, including standard floating-point BN and IBN output of different bit-widths.
Here the primal parameters and all gradients are kept in the floating-point format and the
standard ADAM algorithm is used to optimize the network. Note that the scaling factor
updating algorithm described above will be performed on the IBN output every 1,125
iterations (3% of total iterations), and the threshold of the scaling factor updating algorithm
is set to be 0.01%.

[00103] After testing, the accuracy loss of the neural network is quite stable with respect to
the bit-width of the IBN output, as low as 6 bits. If the bit-width of the IBN output
continues to decrease, the accuracy will suftfer a cliff-off drop.

[00104] To evaluate the effects resulted from bit-width of storage parameters, experiments
are conducted with floating-point gradients. In this case, the standard ADAM algorithm is
used to update the parameters and the updated parameters are stored in a fixed-point format.
The testing shows that 8-bit parameters are sufficient for maintaining performance and the
bit-width lower than 8-bit will bring significant accuracy loss. Furthermore, the scaling
factors are updated to maintain the values within a normal range. On the contrary, static
scaling factor imposes too strong regularization on model parameters and fails to converge
when the bit-width is lower than 8-bit.

[00105] Furthermore, the effect of the gradient bit-width is also evaluated. The gradients
are more unstable than the parameters, which shows that the scaling factors of the gradients
should be updated more frequently. In some implementations, the update occurs every 375
iterations (1% of total iterations) and the fixed-point ADAM method is employed. In the
testing, the primal parameters are set with floating-point values. It can be seen from the
testing that the prediction accuracy decreases very slowly when the bit-width of the gradient
isreduced. The prediction accuracy also suffers a cliff-off drop when the bit-width of the
gradient is lower than 12 bits, which is similar to the effect of the IBN output and the
parameter bit-width. Therefore, a cliff-off drop will occur when the IBN output, parameter

bit-width, and the gradient bit-width is lower than the threshold.
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[00106] The test is performed by combining the three effects, i.e., the neural network is
implemented to substantially involve fixed-point computations only. In this way, the result

in Table 2 can be obtained.

Table 2
Method | Weight | Running | Activation | Gradient | Para | Relative | CIFAR
(bit) Weight (bit) (bit) meter | Storage -10
(bit) Num error
ber rate
24 1 1 24 9.29 2.0 10.30%
M
Model- 16 1 1 16 9.29 1.3 10.51%
L M
12 1 1 12 9.29 1.0 11.48%
M

[00107] Because the parameters are stored in a memory-on-chip (e.g., memory unit 108) of
the special-purpose processing device 106, the relative storage is characterized by a product
of the parameter number and the bits of the primal weight. It can be seen from Table 2 that
a comparable accuracy with a larger bit-width can be obtained when the bit-width of the
primal weight is 12 and the bit-width of the gradient is also 12.  As the weight bit-width
decreases, the storage will be substantially decreased. Therefore, the training solution for
the neural network according to implementations of the subject matter described herein can
lower the storage while maintaining computation accuracy.

[00108] As shown in Table 2, the method can achieve comparable result with the state-of-
art works (not shown) when the bit-width of each of the primal weight and the gradient is
12. However, compared with the prior art, the method dramatically reduces the storage
and significantly improves system performance.

Example Implementations

[00109] Several example implementations of the subject matter described herein are listed
below.

[00110] In accordance with implementations of the subject matter described herein, there
is provided a special-purpose processing device. The special-purpose processing device

comprises a memory unit configured to store parameters of a layer of a neural network in a
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first fixed-point format, the parameters in the first fixed-point format having a predefined
bit-width; a processing unit coupled to the memory unit and configured to perform acts
including: receiving an input to the layer; reading the parameters of the layer from the
memory unit, and computing, based on the input of the layer and the read parameters, an
output of the layer through a fixed-point operation.

[00111] In some implementations, the layer of the neural network includes a convolutional
layer.

[00112] In some implementations, the acts further include: receiving a backward input to
the convolutional layer at an output of the convolutional layer, the backward input being a
gradient of a loss function of the neural network with respect to the output of the
convolutional layer; computing, based on the backward input, a gradient of the loss function
of the neural network with respect to the parameters of the convolutional layer; and updating
the parameters in the first fixed-point format based on the gradient of the loss function of
the neural network with respect to the parameters of the convolutional layer, a scaling factor
of the first fixed-point format being updatable based on a range of the updated parameters.

[00113] In some implementations, updating the parameters only include a respective fixed-
point operation.

[00114] In some implementations, updating the parameters in the first fixed-point format
based on the gradient of the loss function of the neural network with respect to the
parameters of the convolutional layer comprises: converting the gradient of the loss function
of the neural network with respect to the parameters of the convolutional layer into a second
fixed-point format by a linear quantization method, the scaling factor of the second fixed-
point format being updatable based on a range of the gradient of the loss function with
respect to the parameters of the convolutional layer; and updating the parameters in the first
fixed-point format based on the gradient in the second fixed-point format.

[00115] In some implementations, computing the output of the layer comprises:
normalizing a convolution of the input of the convolutional layer and the parameters in the
first fixed-point format to obtain a normalized output, the normalizing only including a
respective fixed-point operation.

[00116] In some implementations, computing the output of the convolutional layer further
comprises: converting the normalized output into the normalized output in a third fixed-
point format, a scaling factor of the third fixed-point format being updatable based on a
range of the normalized output in the third fixed-point format.

[00117] In some implementations, the acts further include: obtaining a backward input to
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the convolutional layer at an output of the convolutional layer, the backward input being a
gradient of the loss function of the neural network with respect to the output of the
convolutional layer; computing, based on the backward input, a gradient of the loss function
with respect to the convolution; and converting the gradient of the loss function with respect
to a convolution into a fourth fixed-point format, a scaling factor of the fourth fixed-point
format being updatable based on a range of the gradient of the loss function with respect to
the convolution.

[00118] In some implementations, the special-purpose processing device is a field
programmable gate array (FPGA), an application-specific integrated circuit (ASIC), a
processor having a customized processing unit, or a graphics processing unit (GPU).
[00119] In accordance with implementations of the subject matter described herein, there
is provided a method executed by a special-purpose processing device including a memory
unit and a processing unit. The method comprises receiving an input to a layer of a neural
network; reading parameters of the layer from the memory unit of the special-purpose
processing device, the parameters being stored in the memory unit in a first fixed-point
format and having a predefined bit-width; and computing, by the processing unit and based
on the input of the layer and the read parameters, an output of the layer through a fixed-
point operation.

[00120] In some implementations, the layer of the neural network includes a convolutional
layer.

[00121] In some implementations, the method further comprises: receiving a backward
input to the convolutional layer at an output of the convolutional layer, the backward input
being a gradient of a loss function of the neural network with respect to the output of the
convolutional layer; computing, based on the backward input, a gradient of the loss function
of the neural network with respect to the parameters of the convolutional layer; and updating
the parameters in the first fixed-point format based on the gradient of the loss function of
the neural network with respect to the parameters of the convolutional layer, a scaling factor
of the first fixed-point format being updatable based on a range of the updated parameters.
[00122] In some implementations, updating the parameters only include a respective fixed-
point operation.

[00123] In some implementations, updating the parameters in the first fixed-point format
based on the gradient of the loss function of the neural network with respect to the
parameters of the convolutional layer comprises: converting the gradient of the loss function

of the neural network with respect to the parameters of the convolutional layer into a second
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fixed-point format by a linear quantization method, the scaling factor of the second fixed-
point format being updatable based on a range of the gradient of the loss function with
respect to the parameters of the convolutional layer; and updating the parameters in the first
fixed-point format based on the gradient in the second fixed-point format.

[00124] In some implementations, computing the output of the layer comprises:
normalizing a convolution of the input of the convolutional layer and the parameters in the
first fixed-point format to obtain a normalized output, the normalizing only including a
respective fixed-point operation.

[00125] In some implementations, computing the output of the convolutional layer further
comprises: converting the normalized output into the normalized output in a third fixed-
point format, a scaling factor of the third fixed-point format being updatable based on a
range of the normalized output in the third fixed-point format.

[00126] In some implementations, the method further comprises: obtaining a backward
input to the convolutional layer at an output of the convolutional layer, the backward input
being a gradient of the loss function of the neural network with respect to the output of the
convolutional layer; computing, based on the backward input, a gradient of the loss function
with respect to the convolution; and converting the gradient of the loss function with respect
to a convolution into a fourth fixed-point format, a scaling factor of the fourth fixed-point
format being updatable based on a range of the gradient of the loss function with respect to
the convolution.

[00127] In some implementations, the special-purpose processing device is a field
programmable gate array (FPGA), an application-specific integrated circuit (ASIC), a
processor having customized processing units or a graphics processing unit (GPU).
[00128] In accordance with implementations of the subject matter described herein, there
is provided a special-purpose processing device. The special-purpose processing device
comprises: a memory module configured to store parameters of a layer of a neural network
in a first fixed-point format, the parameters in the first fixed-point format having a
predefined bit-width; an interface module configured to receive an input to the layer; a data
access module configured to read the parameters of the layer from the memory module; and
a computing module configured to compute, based on the input of the layer and the read
parameters, an output of the layer through a fixed-point operation.

[00129] In some implementations, the layer of the neural network includes a convolutional
layer.

[00130] In some implementations, the interface module is further configured to receive a
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backward input to the convolutional layer at an output of the convolutional layer, the
backward input being a gradient of a loss function of the neural network with respect to the
output of the convolutional layer; the computing module is further configured to: compute,
based on the backward input, a gradient of the loss function of the neural network with
respect to the parameters of the convolutional layer, and update the parameters in the first
fixed-point format based on the gradient of the loss function of the neural network with
respect to the parameters of the convolutional layer, a scaling factor of the first fixed-point
format being updatable based on a range of the updated parameters.

[00131] In some implementations, updating the parameters only include a respective fixed-
point operation.

[00132] In some implementations, the computing module is further configured to: convert
the gradient of the loss function of the neural network with respect to the parameters of the
convolutional layer into a second fixed-point format by a linear quantization method, the
scaling factor of the second fixed-point format being updatable based on a range of the
gradient of the loss function with respect to the parameters of the convolutional layer; and
update the parameters in the first fixed-point format based on the gradient in the second
fixed-point format.

[00133] In some implementations, the computing module is further configured to:
normalize a convolution of the input of the convolutional layer and the parameters in the
first fixed-point format to obtain a normalized output, the normalizing only including a
respective fixed-point operation.

[00134] In some implementations, the computing module is further configured to: convert
the normalized output into the normalized output in a third fixed-point format, a scaling
factor of the third fixed-point format being updatable based on a range of the normalized
output in the third fixed-point format.

[00135] In some implementations, the interface module is further configured to: obtain a
backward input to the convolutional layer at an output of the convolutional layer, the
backward input being a gradient of the loss function of the neural network with respect to
the output of the convolutional layer; compute, based on the backward input, a gradient of
the loss function with respect to the convolution; and convert the gradient of the loss
function with respect to a convolution into a fourth fixed-point format, a scaling factor of
the fourth fixed-point format being updatable based on a range of the gradient of the loss
function with respect to the convolution.

[00136] In some implementations, the special-purpose processing device is a field
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programmable gate array (FPGA), an application-specific integrated circuit (ASIC), a
processor having customized processing units or a graphics processing unit (GPU).
[00137] The above described functions in the text can be performed, at least in part, by one
or more hardware logic components. For example, and without limitation, examples types
of hardware logic components that can be used include Field-Programmable Gate Arrays
(FPGASs), Application-specific Integrated Circuits (ASICs), Application-specific Standard
Product (ASSP), System-on-a-chip systems (SOC), Complex Programmable Logic Devices
(CPLD), and the like.

[00138] Further, while operations are depicted in a particular order, this should not be
understood as requiring that such operations be performed in the particular order shown or
in sequential order, or that all illustrated operations be performed, to achieve desirable
results.  In certain circumstances, multitasking and parallel processing may be
advantageous. Likewise, while several specific implementation details are contained in
the above discussions, these should not be construed as limitations on the scope of the
subject matter described herein, but rather as descriptions of features that may be specific
to particular implementations. Certain features that are described in the context of separate
implementations may also be implemented in combination in a single implementation.
Conversely, various features that are described in the context of a single implementation
may also be implemented in multiple implementations separately or in any suitable sub-
combination.

[00139] Although the subject matter has been described in language specific to structural
features and/or methodological acts, it is to be understood that the subject matter specified
in the appended claims is not necessarily limited to the specific features or acts described
above. Rather, the specific features and acts described above are disclosed as example

forms of implementing the claims.
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CLAIMS

1. Aspecial-purpose processing device, comprising:

a memory unit configured to store parameters of a layer of a neural network in a first
fixed-point format, the parameters in the first fixed-point format having a predefined bit-
width;

a processing unit coupled to the memory unit and configured to perform acts
including:

receiving an input to the layer;

reading the parameters of the layer from the memory unit; and

computing, based on the input of the layer and the read parameters, an output
of the layer through a fixed-point operation.

2. The special-purpose processing device of claim 1, wherein the layer includes
a convolutional layer, and wherein the acts further include:

receiving a backward input to the convolutional layer at an output of the
convolutional layer, the backward input being a gradient of a loss function of the neural
network with respect to the output of the convolutional layer;

computing, based on the backward input, a gradient of the loss function of the neural
network with respect to the parameters of the convolutional layer; and

updating the parameters in the first fixed-point format based on the gradient of the
loss function of the neural network with respect to the parameters of the convolutional layer,
a scaling factor of the first fixed-point format being updatable based on a range of the
updated parameters.

3. The special-purpose processing device of claim 2, wherein updating the
parameters only include a respective fixed-point operation.

4. The special-purpose processing device of claim 2, wherein updating the
parameters in the first fixed-point format based on the gradient of the loss function of the
neural network with respect to the parameters of the convolutional layer comprises:

converting the gradient of the loss function of the neural network with respect to the
parameters of the convolutional layer into a second fixed-point format by a linear
quantization method, the scaling factor of the second fixed-point format being updatable
based on a range of the gradient of the loss function with respect to the parameters of the
convolutional layer; and

updating the parameters in the first fixed-point format based on the gradient in the

second fixed-point format.
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5. The special-purpose processing device of claim 1, wherein the layer includes
a convolutional layer and computing the output of the layer comprises:

normalizing a convolution of the input of the convolutional layer and the parameters
in the first fixed-point format to obtain a normalized output, the normalizing only including
a respective fixed-point operation.

6.  The special-purpose processing device of claim 5, wherein computing the
output of the convolutional layer further comprises:

converting the normalized output into the normalized output in a third fixed-point
format, a scaling factor of the third fixed-point format being updatable based on a range of
the normalized output in the third fixed-point format.

7. The special-purpose processing device of claim 5, wherein the acts further
include:

obtaining a backward input to the convolutional layer at an output of the
convolutional layer, the backward input being a gradient of the loss function of the neural
network with respect to the output of the convolutional layer;

computing, based on the backward input, a gradient of the loss function with respect
to the convolution; and

converting the gradient of the loss function with respect to a convolution into a fourth
fixed-point format, a scaling factor of the fourth fixed-point format being updatable based
on a range of the gradient of the loss function with respect to the convolution.

8. The special-purpose processing device of claim 1, wherein the special-purpose
processing device is a field programmable gate array (FPGA), an application-specific
integrated circuit (ASIC), a processor having a customized processing unit, or a graphics
processing unit (GPU).

9. A method executed by a special-purpose processing device including a
memory unit and a processing unit, the method comprising:

receiving an input to a layer of a neural network;

reading parameters of the layer from the memory unit of the special-purpose
processing device, the parameters being stored in the memory unit in a first fixed-point
format and having a predefined bit-width; and

computing, by the processing unit and based on the input of the layer and the read
parameters, an output of the layer through a fixed-point operation.

10. The method of claim 9, wherein the layer includes a convolutional layer, and

the method further comprises:
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receiving a backward input to the convolutional layer at an output of the
convolutional layer, the backward input being a gradient of a loss function of the neural
network with respect to the output of the convolutional layer;

computing, based on the backward input, a gradient of the loss function of the neural
network with respect to the parameters of the convolutional layer; and

updating the parameters in the first fixed-point format based on the gradient of the
loss function of the neural network with respect to the parameters of the convolutional layer,
a scaling factor of the first fixed-point format being updatable based on a range of the
updated parameters.

11. The method of claim 10, wherein updating the parameters only include a
respective fixed-point operation.

12.  The method of claim 10, wherein updating the parameters in the first fixed-
point format based on the gradient of the loss function of the neural network with respect to
the parameters of the convolutional layer comprises:

converting the gradient of the loss function of the neural network with respect to the
parameters of the convolutional layer into a second fixed-point format by a linear
quantization method, the scaling factor of the second fixed-point format being updatable
based on a range of the gradient of the loss function with respect to the parameters of the
convolutional layer; and

updating the parameters in the first fixed-point format based on the gradient in the
second fixed-point format.

13.  The method of claim 9, wherein the layer includes a convolutional layer and
computing the output of the layer comprises:

normalizing a convolution of the input of the convolutional layer and the parameters
in the first fixed-point format to obtain a normalized output, the normalizing only including
a respective fixed-point operation.

14. The method of claim 13, wherein computing the output of the convolutional
layer further comprises:

converting the normalized output into the normalized output in a third fixed-point
format, a scaling factor of the third fixed-point format being updatable based on a range of
the normalized output in the third fixed-point format.

15. The method of claim 13, further comprising:

obtaining a backward input to the convolutional layer at an output of the

convolutional layer, the backward input being a gradient of the loss function of the neural
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network with respect to the output of the convolutional layer;

computing, based on the backward input, a gradient of the loss function with respect
to the convolution; and

converting the gradient of the loss function with respect to a convolution into a fourth
fixed-point format, a scaling factor of the fourth fixed-point format being updatable based

on a range of the gradient of the loss function with respect to the convolution.
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