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an application identification unit on a management dedicated 
OS lock a page table of the application and refer to the page 
table to generate a hash value. The application is determined 
to be authorized or unauthorized by comparing the generated 
hash value with a reference hash value. 
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1. 

INFORMATION PROCESSING DEVICE FOR 
CONTROLLING AN APPLICATIONABLE TO 
ACCESSA PREDETERMINED DEVICE, AND 

CONTROL METHOD USING AN 
INFORMATION PROCESSING DEVICE FOR 
CONTROLLING AN APPLICATIONABLE TO 

ACCESSA PREDETERMINED DEVICE 

TECHNICAL FIELD 

The present invention relates to an information processing 
device that includes a virtual machine monitor that manages 
a virtual machine on which an application operates and to a 
method for controlling the information processing device. 

BACKGROUND ART 

In recent years, consumer products are starting to digitalize 
audio data and incorporate the data in a storage device in order 
for consumers to enjoy music. Furthermore, there is a demand 
for consumer products to incorporate not only audio data, but 
also highly expressive content such as High Definition (HD) 
video. 

Digitalized audio data, HD video, etc. can be copied with 
no loss of quality. Therefore, in order to protect the interests 
of copyright holders, such content needs to be protected from 
illicit copying. 

Such content is protected, therefore, by copyright protec 
tion technology such as CPRM (Content Protection Recoding 
Media) or AACS (Advanced Access Content System). These 
copyright protection technologies protect content by encrypt 
ing it, and for users to enjoy content, it is necessary to decrypt 
the data with a terminal Supporting the copyright protection 
technology. 
A terminal Supporting the copyright protection technology 

is provided with a secure device Such as an encryption engine 
that decrypts encrypted content. The secure device needs to 
be operated properly so that content is not decrypted via illicit 
processing. 

Tampering detection is a form of technology for determin 
ing whether a program performing the secure device opera 
tion is authorized or not (for example, Patent Literature 1). 

Patent Literature 1 is technology for detecting whether a 
program that handles data is authorized or not. This technol 
ogy is briefly described with reference to FIG. 19, which 
shows a sequence in Patent Literature 1. 

First, processing begins via operation by, for example, a 
user (S410). 

Next, the program processes input data and outputs pro 
cessed information (S411). 

Next, a hash value (authentication code) is created using a 
hash function for the program (S412). 

Next, the processed information and the hash value (au 
thentication code) are transferred to a verification unit not 
shown in FIG. 19. If the hash values match, the verification 
unit determines that the program corresponding to the hash 
value is authorized (S413). 

Processing then ends (S414). 
Patent Literature 2, for example, is technology for appro 

priately processing data handled by a terminal device. This 
technology is briefly described with reference to FIGS. 20 
and 21. 

FIG. 20 is a software schematic diagram of Patent Litera 
ture 2. 

The software in Patent Literature 2 is composed of a Virtual 
Machine Monitor (VMM) 400, universal OS 401, network 
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2 
compatible application 402, universal OS NIC proxy 403, 
real-time OS 404, real-time NIC proxy 405, real-time UDP/ 
IP 406, and NIC driver 407. 
The VMM400 provides an OS virtualization function. The 

universal OS 401 and the real-time OS 404 are the operating 
system on which the hardware virtualized by the VMM 400 
operates. 
When performing network processing, the network com 

patible application 402 requests network processing of the 
universal OS NIC proxy 403. The universal OS NIC proxy 
403 requests processing of the real-time NIC proxy 405. The 
real-time NIC proxy 405 requests processing of the real-time 
UDP/IP 406 406. The real-time UDP/IP 406 uses the NIC 
driver 407 to control a Network Interface Card (NIC) not 
shown in FIG. 20. 

Also when performing network processing, the real-time 
UDP/IP 406 uses the NIC driver 407 to control an NIC. 

FIG. 21 shows a sequence when receiving notification of 
arrival of packet data from the NIC. 
A notification of arrival of packet data is transmitted via an 

interrupt signal or the like from the NIC, which has detected 
the arrival of packet data (S400). 

Next, the NIC driver 407 receives data from the NIC and 
transmits packet data to the real-time UDP/IP 406 (S401). 
The real-time UDP/IP 406 determines whether the number 

stored in the port area of the packet data is the port number 
that the software in the real-time OS uses. If the number is the 
port number that the software in the real-time OS uses, pro 
cessing proceeds to S403. If the number is not the number that 
the software in the real-time OS uses, processing proceeds to 
S404 (S402). 

In S403, the real-time UDP/IP 406 transmits the packet 
data to appropriate Software in the real-time OS, and process 
ing proceeds to S405 (S403). 

In step S404, the real-time UDP/IP 406 transmits the 
packet data to the universal OS NIC proxy 403 via the real 
time NIC proxy 405. The universal OSNIC proxy 403 trans 
mits the packet data to the network compatible application 
402 (S404). 

Processing then ends (S405). 
Patent Literature 1 Japanese Patent Application Publication 
No. 2003-186561 (Page 8, FIG. 1, etc.). 

Patent Literature 2 Tokuhyo (published Japanese translation 
of PCT international publication for patent application) 
No. 2007-500381 (Page 17, FIG. 1, etc.). 

SUMMARY OF INVENTION 

However, the above-described conventional technology 
leads to the following problems. 

In the method in Patent Literature 1, hash calculation is 
performed on the program to determine whether the program 
is authorized. 

This method, however, has the problem that if an autho 
rized program is replaced by an unauthorized program, and 
the unauthorized program operates, it will be determined to 
be an authorized program. 

This problem is briefly described with reference to FIG. 19. 
First, in S411, an unauthorized program performs process 

ing. Before proceeding from S411 to S412, the unauthorized 
program replaces an authorized program. Processing then 
proceeds to S412. 

In S412, a hash value (authentication code) for the replace 
ment of the authorized program is generated. Accordingly, it 
is determined that processing has been performed by an 
authorized program. 
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Furthermore, the method in Patent Literature 2 only deter 
mines whether the data that the device handles is to be pro 
cessed by software on the real-time OS, or by software on the 
universal OS. This method does not verify whether the appli 
cation is authorized. 

Therefore, even when the network compatible application 
402 has to use a secure transmission method such as SSL 
(Secure Socket Layer), there is a problem in that it is possible 
for unauthorized software to operate on the universal OS 401 
and transmit without SSL. 

In order to solve the above problems, it is an aim of the 
present invention to provide an information processing 
device and control method thereof which, after determining 
whether an application is authorized, prevent the application 
from being overwritten by an unauthorized application that 
controls a device. 
To solve the above-described conventional problems, an 

information processing device according to the present inven 
tion comprises: a virtual machine operable to cause an appli 
cation, which accesses a predetermined device, to operate in 
a work area; a detection unit operable to detect, from the 
virtual machine, an access request to access the predeter 
mined device via the application; a verification unit operable 
to verify authorization of the application; and a virtual 
machine monitor operable to manage the virtual machine, the 
verification unit, and the detection unit and to switch between 
managing the application in one of a writeable state and a 
non-Writable state, wherein upon detecting the access 
request, the detection unit notifies the virtual machine moni 
tor of the detection, upon receiving notification from the 
detection unit, the virtual machine monitor Switches to man 
aging the application in the non-writable state and notifies the 
Verification unit of the Switch, and upon receiving notification 
from the virtual machine monitor, the verification unit verifies 
authorization of the application. 

With this structure for the information processing device in 
the present invention, after the virtual machine monitor 
Switches to managing the application in the work area in a 
non-writable state, the verification unit determines whether 
the application is authorized. Switching to managing the 
application in a non-writable state before the verification unit 
Verifies authorization of the application prevents the applica 
tion from being replaced in the work area by an unauthorized 
application after the verification unit determines the applica 
tion to be authorized. 

The information processing device in Claim 1 of the 
present invention comprises: a virtual machine operable to 
cause an application, which accesses a predetermined device, 
to operate in a work area; a detection unit operable to detect, 
from the virtual machine, an access request to access the 
predetermined device via the application; a verification unit 
operable to verify authorization of the application; and a 
virtual machine monitor operable to manage the virtual 
machine, the verification unit, and the detection unit and to 
Switch between managing the application in one of a write 
able state and a non-Writable state, wherein upon detecting 
the access request, the detection unit notifies the virtual 
machine monitor of the detection, upon receiving notification 
from the detection unit, the virtual machine monitor switches 
to managing the application in the non-Writable state and 
notifies the verification unit of the Switch, and upon receiving 
notification from the virtual machine monitor, the verification 
unit verifies authorization of the application. 

In the present invention, after the virtual machine monitor 
Switches to managing the application in the work area in a 
non-writable state, the verification unit determines whether 
the application is authorized. Switching to managing the 
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4 
application in a non-writable state before the verification unit 
Verifies authorization of the application prevents the applica 
tion from being replaced in the work area by another appli 
cation after the verification unit determines the application to 
be authorized. 
The information processing device in Claim 2 of the 

present invention further comprises an execution unit that 
accesses the predetermined device via the application when 
the Verification unit determines that the application is autho 
rized. 

In the present invention, after the virtual machine monitor 
Switches to managing the application in the work area in a 
non-Writable state, the application is determined to be autho 
rized or unauthorized, and a predetermined device is accessed 
via the application. Switching to managing the application in 
a non-writable state before the verification unit verifies autho 
rization of the application prevents the application from being 
replaced in the work area by an unauthorized application and 
prevents use of the unauthorized application to access the 
predetermined device after the verification unit determines 
the application to be authorized. 

In the information processing device in Claim 3 of the 
present invention, after the execution unit finishes accessing 
the predetermined device via the application, the virtual 
machine monitor Switches back to managing the application 
in the writable state. 

In the present invention, the virtual machine monitor 
Switches back to managing the application in a writable state 
after the execution unit accesses the predetermined device via 
the application. Since the application can be removed from 
the work area after access of the predetermined device via the 
application, unnecessary use of the workspace by the appli 
cation after processing is complete can be prevented. 

In the information processing device in Claim 4 of the 
present invention, the virtual machine monitor manages man 
agement information corresponding to the application, the 
management information including privilege information 
that indicates one or more subjects having authority to rewrite 
the management information, and when the privilege infor 
mation indicates that the virtual machine is a Subject that can 
rewrite the application, the virtual machine monitor Switches 
to managing the application in the non-Writable state by 
rewriting the privilege information to exclude the virtual 
machine from the Subjects that can rewrite the application. 

In the present invention, the virtual machine monitor 
rewrites privilege information within management informa 
tion rewritable by the virtual machine so that the virtual 
machine cannot rewrite the application. Thus, by rewriting 
the privilege information, the virtual machine monitor can 
prevent the virtual machine from rewriting the management 
information. This prevents the application from being 
replaced in the work area by another application after the 
verification unit determines the application to be authorized. 

Since the virtual machine monitor rewrites the privilege 
information, which is part of the management information, to 
exclude the virtual machine from the subjects that can rewrite 
the application, it is easy for the virtual machine monitor to 
prevent the virtual machine from rewriting an application 
operating in the work area. Furthermore, since existing infor 
mation, i.e. the privilege information in the management 
information, is rewritten, another data structure for prohibit 
ing rewriting of the management information by the virtual 
machine is not necessary, making the structure to prohibit 
rewriting simple. 

In the information processing device in Claim 5 of the 
present invention, the virtual machine monitor excludes the 
virtual machine from the subjects that can rewrite the appli 
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cation by rewriting the privilege information, so that instead 
of including the virtual machine and the virtual machine 
monitor as the Subjects that can rewrite the application, the 
privilege information limits the subjects that can rewrite the 
application to the virtual machine monitor. 

In the present invention, the virtual machine monitor 
excludes the virtual machine from the subjects that can 
rewrite the application by rewriting the privilege information, 
so that the privilege information does not include the virtual 
machine as a Subject that can rewrite the application. There 
fore, it is easy for the virtual machine monitor to prevent the 
virtual machine from rewriting an application operating in the 
work area. 

In the information processing device in Claim 6 of the 
present invention, the predetermined device is an SD card. 

In the information processing device in Claim 7 of the 
present invention, the predetermined device is an external 
content server that provides content to the information pro 
cessing device. 
The information processing device in Claim 8 of the 

present invention comprises: a virtual machine operable to 
cause an application, which accesses a predetermined device, 
to operate in a work area; a detection unit operable to detect, 
from the virtual machine, an access request to access the 
predetermined device via the application; and a virtual 
machine monitor operable to manage the virtual machine and 
the detection unit and to Switch between managing the appli 
cation in one of a writeable state and a non-Writable state, 
wherein upon detecting the access request, the detection unit 
notifies the virtual machine monitor of the detection, and 
upon receiving notification from the detection unit, the virtual 
machine monitor (i) switches to managing the application in 
the non-writable state and notifies an external device pro 
vided with a verification unit of the switch and (ii) causes the 
verification unit in the external device to verify authorization 
of the application. 

In the present invention, the verification unit may be 
included in a device external to the information processing 
device instead of being included in the information process 
ing device. 
The information processing device in Claim 9 of the 

present invention comprises: a virtual machine operable to 
cause an application, which accesses a predetermined device, 
to operate in a work area; a detection unit operable to detect, 
from the virtual machine, an access request to access the 
predetermined device via the application; a virtual machine 
monitor operable to manage the virtual machine and the 
detection unit and to Switch between managing the applica 
tion in one of a writeable state and a non-Writable state; and a 
transmission unit operable to transmit to an external device 
that is provided with an execution unit and that provides 
services, wherein upon detecting the access request, the 
detection unit notifies the virtual machine monitor of the 
detection, upon receiving notification from the detection unit, 
the virtual machine monitor Switches to managing the appli 
cation in the non-Writable state, and when the application is 
determined to be authorized after being Switched to manage 
ment in the non-Writable state, the transmission unit receives 
the services provided by the execution unit in the external 
device. 

In the present invention, the execution unit may be 
included in a device external to the information processing 
device instead of being included in the information process 
ing device. 

Claim 10 of the present invention is a control method for 
controlling an information processing device that comprises: 
a virtual machine operable to cause an application, which 
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6 
accesses a predetermined device, to operate in a work area; a 
detection unit operable to detect, from the virtual machine, an 
access request to access the predetermined device via the 
application; a verification unit operable to Verify authoriza 
tion of the application; and a virtual machine monitor oper 
able to manage the virtual machine, the verification unit, and 
the detection unit, wherein upon detecting the access request, 
the detection unit notifies the virtual machine monitor of the 
detection, upon receiving notification from the detection unit, 
the virtual machine monitor Switches to managing the appli 
cation in a non-Writable state and notifies the Verification unit 
of the Switch, and upon receiving notification from the virtual 
machine monitor, the verification unit verifies authorization 
of the application. 

In the present invention, after the virtual machine monitor 
Switches to managing the application in the work area in a 
non-writable state, the verification unit determines whether 
the application is authorized. Switching to managing the 
application in a non-writable state before the verification unit 
Verifies authorization of the application prevents the applica 
tion from being replaced in the work area by an unauthorized 
application after the verification unit determines the applica 
tion to be authorized. 

Claim 11 of the present invention is a control program for 
controlling an information processing device that comprises: 
a virtual machine operable to cause an application, which 
accesses a predetermined device, to operate in a work area; a 
detection unit operable to detect, from the virtual machine, an 
access request to access the predetermined device via the 
application; a verification unit operable to Verify authoriza 
tion of the application; and a virtual machine monitor oper 
able to manage the virtual machine, the verification unit, and 
the detection unit, the control program comprising the steps 
of notifying the virtual machine monitor when the detection 
unit detects an access request, causing the virtual machine 
monitor to Switch to managing the application in a non 
Writable state and causing the virtual machine monitor to 
notify the verification unit of the switch; and causing the 
verification unit, which receives notification from the virtual 
machine monitor, to Verify authorization of the application. 

In the present invention, after the virtual machine monitor 
Switches to managing the application in the work area in a 
non-writable state, the verification unit determines whether 
the application is authorized. Switching to managing the 
application in a non-writable state before the verification unit 
Verifies authorization of the application prevents the applica 
tion from being replaced in the work area by an unauthorized 
application after the verification unit determines the applica 
tion to be authorized. 
The integrated circuit used in an information processing 

device in Claim 12 of the present invention comprises: a 
virtual machine operable to cause an application, which 
accesses a predetermined device, to operate in a work area; a 
detection unit operable to detect, from the virtual machine, an 
access request to access the predetermined device via the 
application; a verification unit operable to Verify authoriza 
tion of the application; and a virtual machine monitor oper 
able to manage the virtual machine, the verification unit, and 
the detection unit, wherein upon detecting the access request, 
the detection unit notifies the virtual machine monitor of the 
detection, upon receiving notification from the detection unit, 
the virtual machine monitor Switches to managing the appli 
cation in a non-Writable state and notifies the Verification unit 
of the Switch, and upon receiving notification from the virtual 
machine monitor, the verification unit verifies authorization 
of the application. 
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In the present invention, after the virtual machine monitor 
Switches to managing the application in the work area in a 
non-writable state, the verification unit determines whether 
the application is authorized. Switching to managing the 
application in a non-writable state before the verification unit 
Verifies authorization of the application prevents the applica 
tion from being replaced in the work area by an unauthorized 
application after the verification unit determines the applica 
tion to be authorized. 

BRIEF DESCRIPTION OF DRAWINGS 

FIG. 1 is a block diagram showing a software configuration 
in embodiment 1 of the present invention. 

FIG.2 is a block diagram showing a software configuration 
in embodiment 1 of the present invention. 

FIG. 3 shows physical memory space in an information 
processing device in embodiment 1 of the present invention. 

FIG. 4 shows an example of a relationship between virtual 
physical memory space and logical memory space in embodi 
ment 1 of the present invention. 

FIG. 5 shows an example of a data structure of a page table 
in embodiment 1 of the present invention. 

FIG. 6 shows access control when a CPU in embodiment 1 
of the present invention accesses normal memory and pro 
tected memory. 

FIG. 7 shows an example of operations on page tables and 
applications by a universal OS in embodiment 1 of the present 
invention. 

FIG. 8 shows an example of operations on page tables and 
software execution environments by a secure VMM in 
embodiment 1 of the present invention. 

FIG. 9 is a sequence diagram showing prevention of secure 
device access by an unauthorized application in embodiment 
1 of the present invention. 

FIG. 10 shows a software configuration in embodiment 2 
of the present invention. 

FIG.11 shows a structure in which an information process 
ing device and an application determination server in embodi 
ment 2 of the present invention are connected via a network. 

FIG. 12 shows a software configuration in embodiment 3 
of the present invention. 

FIG.13 shows a structure in which an information process 
ing device, an application determination server, and a service 
provider server in embodiment 3 of the present invention are 
connected via a network. 

FIG. 14 is a sequence diagram showing prevention of 
secure device access by an unauthorized application in 
embodiment 3 of the present invention. 

FIG. 15 shows a software configuration in embodiment 4 
of the present invention. 

FIG. 16 is a sequence diagram showing prevention of 
secure device access by an unauthorized application in 
embodiment 4 of the present invention. 

FIG. 17 shows a software configuration in embodiment 5 
of the present invention. 

FIG. 18 is a sequence diagram showing prevention of 
secure device access by an unauthorized application in 
embodiment 5 of the present invention. 

FIG. 19 is a sequence diagram of conventional verification 
that a program is authorized. 

FIG. 20 shows a software configuration that processes data 
appropriately for each execution environment in a conven 
tional OS virtualized execution environment. 

FIG. 21 is a sequence diagram showing processing of data 
appropriately for each execution environment in a conven 
tional OS virtualized execution environment. 

FIG. 22 is a sequence diagram showing loading of an 
application on a universal OS. 
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8 
FIG. 23 shows an example of a rewritten data structure of 

a page table in embodiment 1 of the present invention. 
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DETAILED DESCRIPTION OF INVENTION 

Embodiments of the present invention are described below 
with reference to the drawings. 

Embodiment 1 

Description of Software Configuration in 
Embodiment 1 

FIG. 1 is a diagram showing the software configuration in 
embodiment 1 of the present invention. 
An information processing device in embodiment 1 is com 

posed of the following: a secure VMM 100, which is a virtual 
machine monitor; a universal OS 101; an application A102; 
an application B 103; a management dedicated OS 104; a 
secure device driver 105, which includes a device access 
request determination unit 109, which is a detection unit, and 
a secure access control unit 110, which is an execution unit; 
and an application identification unit 106, which is a verifi 
cation unit. The virtual machine includes the universal OS 
101, application A102, and application B 103. 
The secure VMM 100 provides an OS virtualization func 

tion. The universal OS 101 and management dedicated OS 
104 are an operating system that operate on the virtualized 
hardware provided by the secure VMM 100. 

The secure VMM 100 is provided with a running applica 
tion storage memory identification unit 107 and a running 
application memory lock unit 108. 

Application A102 and application B 103 are applications 
that provide services to a user and that access a secure device, 
not shown in FIG. 1, as necessary. 
The secure device driver 105 is a device driver to control a 

secure device, not shown in FIG. 1, and is provided with the 
device access request determination unit 109 and the secure 
access control unit 110. 
The application identification unit 106 is provided with an 

authentication code generation unit 111 and an application 
determination unit 112. 

Description of the Constituent Elements of the 
Secure VMM 

The running application storage memory identification 
unit 107 specifies an application on the universal OS 101 that 
accesses a secure device not shown in FIG. 1. Details are 
provided below. 
The running application memory lock unit 108 controls a 

page table corresponding to an application on the universal 
OS 101 that accesses a secure device not shown in FIG. 1. 
Details are provided below. 

Description of the Constituent Elements of the 
Secure Device Driver 

The device access request determination unit 109 detects a 
request to access a secure device, not shown in FIG.1. Details 
are provided below. 
The secure access control unit 110 controls access to a 

secure device, not shown in FIG. 1. Details are provided 
below. 

Description of the Constituent Elements of the 
Application Identification Unit 

The authentication code generation unit ill generates an 
authentication code of an application on the universal OS 101 
for a secure device, not shown in FIG.1. Details are provided 
below. 
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10 
The application determination unit 112 uses the authenti 

cation code of the application to determine whether the appli 
cation is authorized. Details are provided below. 

Description of the Hardware Configuration in 
Embodiment 1 

FIG. 2 is a hardware configuration diagram for the infor 
mation processing device 120 on which the software in FIG. 
1 operates. 

In the information processing device 120 in FIG. 2, a CPU 
121, a Memory Management Unit (MMU) 122, a normal 
memory 123, a protected memory 124, a secure device 126, 
and a non-volatile storage device 134 are connected to each 
other via a bus 125. 
The information processing device 120 is further provided 

with an I/O unit, auxiliary storage device, etc. which are not 
shown in FIG. 2, but since these elements do not pertain to the 
essence of the present invention, a description thereof is omit 
ted. 
The following is a detailed description of each constituent 

element in the information processing device 120. 

Description of the Constituent Elements in the 
Hardware of the Information Processing Device 

The CPU 121 controls the overall operations of the infor 
mation processing device 120 by executing command code 
included in programs and the like stored in the normal 
memory 123 and the protected memory 124. 
The MMU 122 refers to a page table, not shown in FIG. 2, 

and provides the CPU 121 with a function to convert a physi 
cal address number into a logical address (also generally 
referred to as “virtual address”) number. Furthermore, the 
MMU 122 refers to a page table, not shown in FIG. 2, and in 
accordance with the privilege status of the CPU 121, provides 
a function to control access to write to the memory, read the 
memory, etc. 
The non-volatile storage device 134 is a non-volatile stor 

age device storing an application A127 and an application B 
128. Specifically, the non-volatile storage device 134 is a hard 
disk, flash memory, etc. 
The normal memory 123 is a volatile storage device that 

loads and executes application A127 and application B 128, 
stored in the non-volatile storage device 134, and a universal 
OS 129. The normal memory 123 corresponds to the work 
area in the present invention. 
The protected memory 124 is a storage device storing the 

secure device driver 130, application identification unit 131, 
management dedicated OS 132, and secure VMM 133. 
The secure device 126 is a device that handles information 

to be protected, such as content. Access to the secure device 
126 by unauthorized applications needs to be prevented. The 
secure device 126 is, for example, a decryption circuit that 
decrypts encrypted content. Other possible examples include 
a recording medium, Such as flash memory, on which 
encrypted content is recorded, or memory storing decrypted 
content. The secure device is not limited to being internal to 
the information processing device, but may also be an exter 
nal recording device Such as an SD card. 

Furthermore, the protected memory 124 and the secure 
device 126 are controlled so as to be accessible only by 
software stored in the protected memory 124. 

Description of Relationship Between Universal OS 
and Application 

The universal OS 129 stores a page table 135 and a page 
table 136 respectively for an application A127 and an appli 
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cation B128 operating on the universal OS 129. Details on the 
page table are provided below. 

Description of Memory Space Using OS 
Virtualization Function 

FIG. 3 shows a physical memory space 140 in the infor 
mation processing device 120. 
The physical memory space 140 in the information pro 

cessing device 120 is composed of a memory space 141 
corresponding to the normal memory, a reserved area A142, a 
memory space 143 corresponding to the protected memory, 
and a reserved area B144. The physical memory space 140 in 
the information processing device can be uniquely specified 
by a physical memory address. 

The secure VMM 100 manages the physical memory space 
140 of the information processing device by dividing it into a 
physical memory space allocated to the universal OS 101 and 
a physical memory space allocated to the management dedi 
cated OS 104. 
The physical memory space allocated to the universal OS 

101 is composed of a memory space 141 corresponding to the 
normal memory and a reserved area A142. 
The physical memory space allocated to the management 

dedicated OS 104 is composed of a memory space 143 cor 
responding to the protected memory and a reserved area 
B144. 
The Secure VMM 100 causes the universal OS 101 and the 

management dedicated OS 104 to refer to their respective 
memory spaces as virtual physical address spaces. The uni 
versal OS 101 and the management dedicated OS 104 read 
from and write to their respective virtual physical address 
spaces using virtual physical address numbers. 

Description of the Virtual Physical Memory Space 
and the Logical Memory Space 

FIG. 4 shows an example of the relationship between vir 
tual physical memory space and logical memory (also gener 
ally referred to as “virtual memory') space. Note that the 
universal OS reads from and writes to the virtual physical 
memory space shown in FIG. 4. 
The normal memory 151 is managed by being divided into 

sizes of a fixed length, called pages. 
The page table 153 manages a group of multiple pages to 

form a logical address space. Furthermore, one page table 
corresponds to one application. 
An application reads from and writes to logical address 

spaces using logical address numbers. 

Description of Constituent Elements of Page Table 

FIG. 5 shows an example of the data structure of a page 
table 160. 

Each entry in the page table 160, corresponding to a page, 
has a data structure composed of a page number 161, logical 
address number 162, virtual physical address number 163, 
privilege information 164, writable/non-writable information 
165, readable/non-readable information 166, and other infor 
mation 167. 
The page number 161 is a field storing the number of a 

page. 
The logical address number 162 is a field storing a logical 

address number corresponding to when the MMU 122 con 
verts a virtual physical address number into a logical address 
number. This field may store a logical address number corre 
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sponding to each virtual physical address number, or may 
store the top logical address number of the page. 
The logical address number 163 is a field storing a virtual 

physical address number corresponding to when the MMU 
122 converts a virtual physical address number into a logical 
address number. This field may store the top virtual physical 
address number of the page. 
The privilege information 164 is a field storing privilege 

information to which the MMU 122 refers when controlling 
access to the memory. Details are provided below. 
The writable/non-writable information 165 is a field show 

ing whether the application corresponding to the page table 
160 is allowed to write to the page. This field stores informa 
tion indicating permission or lack of permission. 
The readable/non-readable information 166 is a field 

showing whether the application corresponding to the page 
table 160 is allowed to read from the page. This field stores 
information indicating permission or lack of permission. 
The other information 167 is a field storing page size, dirty 

information for a page, or information on attributes other than 
those listed above. 

Changes to the information in each field in the page table 
are only possible when the privileged mode of the CPU 121 is 
Ring 0. Note that details on the privileged mode are provided 
below. 

Note that the page table 160 shown in FIG. 5 is a logical 
data structure, and for example, a widely-known hierarchical 
page table structure may be used. 

Note also that in the page table 160 shown in FIG. 5, 
privilege information is allocated to each page, but one piece 
of privilege information may also be allocated for one page 
table. In that case, the one piece of privilege information may 
be managed with a separate data structure or register. 

In the page table 160 shown in FIG. 5, the writable/non 
writable information 165 is a field showing whether writing 
by an application is permitted, but this field is not limited in 
this way. For example, this field may indicate both informa 
tion designating a subject of a write operation stored in the 
other information 167 and whether the subject is permitted to 
perform the write operation. 

In the page table 160 shown in FIG. 5, the readable/non 
readable information 166 is a field showing whether reading 
by an application is permitted, but this field is not limited in 
this way. For example, this field may indicate both informa 
tion designating a Subject of a read operation stored in the 
other information 167 and whether the subject is permitted to 
perform the read operation. 

Description of Controlling Access to Memory Based 
on Privileged Mode of CPU 

FIG. 6 is a table showing access control when the CPU 121 
accesses normal memory 123 and protected memory 124. 

Either the CPU 121 or the MMU 122 may perform the 
access control in FIG. 6. 
The CPU 121 has privileged modes of Ring 0, Ring 1, Ring 

2, and Ring 3. The CPU 121 transitions between privileged 
modes by executing a privilege command. 

Software that operates on a CPU 121 having a privileged 
mode of Ring 0 can access pages whose privilege information 
164 in the page table 160 is Ring 0, Ring 1, Ring 2, and Ring 
3. The software can also rewrite page tables whose privilege 
information 164 field is Ring 0, Ring 1, Ring 2, and Ring 3. 

Software that operates on a CPU 121 having a privileged 
mode of Ring 1 can access pages whose privilege information 
164 in the page table 160 is Ring 1, Ring 2, and Ring 3. The 
Software can also rewrite page tables whose privilege infor 
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mation 164 field is Ring 1, Ring 2, and Ring 3. When software 
that operates on the CPU 121 having a privileged mode of 
Ring 1 attempts to access a page whose privilege information 
164 in the page table 160 indicates Ring 0, the CPU 121 or the 
MMU 122 detects and denies the unauthorized access. 

Software that operates on a CPU 121 having a privileged 
mode of Ring 2 can access pages whose privilege information 
164 in the page table 160 is Ring 2 and Ring 3. The software 
can also rewrite page tables whose privilege information 164 
field is Ring 2 and Ring 3. When software that operates on the 
CPU 121 having a privilege information of Ring 2 attempts to 
access a page whose privilege information 164 in the page 
table 160 indicates Ring 0 or Ring 1, the CPU 121 or the 
MMU 122 detects and denies the unauthorized access. 

Software that operates on a CPU 121 having a privileged 
mode of Ring 3 can access pages whose privilege information 
164 in the page table 160 is Ring 3. The software can also 
rewrite page tables whose privilege information 164 field is 
Ring 3. When software that operates on the CPU 121 having 
a privileged mode of Ring 3 attempts to access a page whose 
privilege information 164 in the page table 160 indicates Ring 
0, Ring 1, or Ring 2, the CPU 121 or the MMU 122 detects 
and denies the unauthorized access. 

In the information processing device 120, the secure VMM 
100 is allocated to Ring 0, the management dedicated OS 104 
to Ring 1, the universal OS 101 to Ring 2, and applications 
operating on the universal OS to Ring 3. 

Note, however, that the allocation of privileges to Rings is 
not limited in this way. Other allocation methods may be 
used, as long as the privileges allocated to the universal OS 
101 and to the applications operating on the universal OS are 
lower than the privileges allocated to the secure VMM 100 
and to the management dedicated OS 104. 

Description of Processing to Load Applications 

FIG. 22 is a sequence diagram showing loading of an 
application by a universal OS. 

Loading of an application begins after indication by a user, 
for example, via an interface not shown in FIG. 22 (S300). 
The universal OS 180 reads the file storing the application 

from the non-volatile storage device 134 (S301). 
The universal OS 180 refers to the required memory size 

stored in the header of the file, calculates the memory size to 
allocate to the application, and guarantees the required 
memory area from the normal memory 123 (S302). 
The universal OS 180 internally creates a page table cor 

responding to the application (S303). 
The universal OS 180 loads the application program (code 

and data) from the file read in step S301 into the memory area 
guaranteed in step S302 (S304). 
The universal OS 180 then terminates processing to load 

the application (S305). 
Note that steps S304 and S305 may be performed in reverse 

order. 

Description of Operations on Page Tables and 
Applications by OS 

FIG. 7 shows an example of operations on page tables and 
applications by the universal OS. In FIG. 7, application A183 
and application B 184 operate on the universal OS 180. 
The universal OS 180 allocates the CPU to application A 

183 and application B 184 via time-sharing to cause the 
application A 183 and application B 184 to operate. 

During the allocation via time-sharing, the universal OS 
180 switches between the application. A 183 and the applica 
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tion B 184. The universal OS 180 accomplishes this switching 
by Switching between the page table corresponding to each 
application. 

In the case in FIG. 7, the universal OS 180 retains the page 
table 181 corresponding to application A 183 and the page 
table 182 corresponding to application B184 and executes the 
applications via time-sharing by Switching between these 
page tables. 

Also, the management dedicated OS 104 switches between 
software operating on the management dedicated OS 104 by 
performing similar operations on page tables. 

Description of Operations on Page Tables and 
Software Execution Environments by the Secure 

VMM 

FIG. 8 shows an example of operations on page tables and 
software execution environments by the secure VMM. In 
FIG. 8, the universal OS 193 and management dedicated OS 
194 operate on the secure VMM 190. 
The Secure VMM190 allocates the CPU to the universal 

OS 193 and the management dedicated OS 194 via time 
sharing to cause the universal OS 193 and the management 
dedicated OS 194 to operate. 

During the allocation via time-sharing, the secure VMM 
190 switches between the universal OS 193 and the manage 
ment dedicated OS 194. The secure VMM190 accomplishes 
this Switching by Switching between the current page table 
corresponding to each OS (software execution environment). 
The current page table is the page table to which each OS 
causes the CPU 121 to refer. 

In the case in FIG. 8, the secure VMM 190 retains the 
current page table 191 corresponding to the universal OS 193 
and the current page table 192 corresponding to the manage 
ment dedicated OS 194 and executes each OS (software 
execution environment) via time-sharing by Switching 
between these page tables. 

Description of Detecting Access to a Secure Device 
by an Unauthorized Application and Prevention of 

Access 

With reference to FIG. 9, the following is a description of 
how the information processing device 120 detects access to 
a secure device by an unauthorized application and prevents 
aCCCSS, 

An application on the universal OS 101 issues a secure 
device processing request via the universal OS 101 (S100). 
The Secure VMM 100 Switches from the universal OS 101 

to the management dedicated OS 104 via the above-described 
operations on the Software execution environment. During 
the processing request detection step, the device access 
request determination unit 109 in the secure device driver 105 
detects the secure device processing request. The device 
access request determination unit 109 issues a target applica 
tion retrieval request to the secure VMM 100 (S101). 

In response to the target application retrieval request, the 
secure VMM 100 performs a target application retrieval step 
and a target application lock step. 

During the target application retrieval step, the running 
application storage memory identification unit 107 in the 
secure VMM 100 retrieves the current page table of the uni 
versal OS 101. Since the application causing the universal OS 
101 to operate is the application that issued the secure device 
processing request, the current page table is the page table for 
this application (S102). 
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During the target application lock step, the running appli 
cation memory lock unit 108 in the secure VMM 100 backs up 
the information stored in the current page table of the univer 
sal OS 101 in the protected memory. The running application 
memory lock unit 108 then changes all of the writable/non 
writable information fields in the current page table of the 
universal OS 101 to “non-writable'. For example, performing 
the above operations changes the page table 160 shown in 
FIG.5 to the page table 300 shown in FIG.23. In the rewritten 
page table 300, the field for the privilege information 164 in 
the page table 160, which was Ring 3 before rewriting, is 
rewritten to Ring 0, as shown by the privilege information 304 
in the page table 300. Furthermore, in the rewritten page table 
300, the fields for writable/non-writable information 165 in 
the page table 160 are all rewritten to “non-writable' as 
shown by the writable/non-writable information 305 in the 
page table 300. 

It thus becomes impossible to rewrite the memory space 
into which the application that issues a secure device process 
ing request has been loaded. Furthermore, the privilege infor 
mation field is changed to a Ring number that ensures that the 
privilege information field cannot be changed under the privi 
leges allocated to the universal OS and the applications oper 
ating on the universal OS. By changing the privilege infor 
mation, it becomes impossible for the universal OS and the 
application operating on the universal OS to restore the field 
for the writable/non-writable information from “non-writ 
able to “writable' regardless of the original privilege infor 
mation of the current page table. This makes it possible to 
prevent an attack whereby the universal OS or an application 
operating on the universal OS restores the writable/non-writ 
able information field in the page table to "writable’, making 
it possible to rewrite the memory space into which an appli 
cation is loaded. In the present embodiment, by rewriting the 
writable/non-writable information 165 field and the privilege 
information field, a virtual machine that includes the univer 
sal OS and all of the applications operating on the universal 
OS is prevented from being able to rewrite an application that 
issues a secure device processing request. An application 
identification request is issued to the application identifica 
tion unit 106 (S103). 

In response to the application identification request, the 
application identification unit 106 performs a authentication 
code generation step and an application determination step. 

During the authentication code generation step, the authen 
tication code generation unit 111 of the application identifi 
cation unit 106 uses the retrieved page table to refer to the 
logical address space. The authentication code generation 
unit 111 uses a one-way function such as SHA1 to generate a 
hash value from the program Stored in the referenced logical 
address space (S104). 

Next, during the application determination step, the appli 
cation determination unit 112 of the application identification 
unit 106 determines whether the generated hash value 
matches a pre-stored reference hash value. If the values 
match, the application determination unit 112 determines that 
the application that issued the secure device processing 
request in S100 is an authorized application. If the values do 
not match, the application determination unit 112 determines 
that the application that issued the secure device processing 
request in S100 is an unauthorized application. The applica 
tion determination unit 112 refers to the determination results 
and issues a device access control request to the secure device 
driver 105 (S105). 

In response to the device access control request, the device 
access control unit 110 in the secure device driver 105 permits 
access to the secure device when the determination results 
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indicate that the application is authorized. When the determi 
nation results indicate that the application is unauthorized, the 
device access control unit 110 denies access to the secure 
device (S106). 
When the device access control unit 110 permits access to 

the secure device, the secure device driver 105 performs 
processing on the secure device (S107). After processing is 
complete, the secure device driver 105 issues a target appli 
cation unlocking request to the secure VMM 100. 

In response to the target application unlocking request, the 
running application memory lock unit 108 of the Secure 
VMM 100 performs a target application unlocking step. 

During the target application unlocking step, the running 
application memory lock unit 108 resets the current page 
table of the universal OS 101 to the current page table that was 
backed up. The writable/non-writable information and the 
privilege information of the page table thus return to their 
states before the target application lock step (S108). 
The Secure VMM 100 then Switches to the universal OS 

101. The universal OS 101 notifies the application of the 
processing results of the secure device driver 105. 

During step S106, when access to the secure device is 
determined to be denied, the secure device driver 105 issues a 
target application unlocking request to the secure VMM 100, 
and the running application memory lock unit 108 in the 
secure VMM 100 performs the same processing as in step 
S108. The Secure VMM 100 then Switches to the universal OS 
101. The universal OS notifies the application of the process 
ing results of the secure device driver 105. 

Advantageous Effects of Embodiment 1 

In embodiment 1, when a secure device processing request 
is detected, the application issuing the request is verified after 
changing the settings of the page table for the application to 
be non-writable. The settings are kept as non-writable until 
access to the secure device is complete. This makes it possible 
to prevent an attack that attempts unauthorized access to the 
secure device by rewriting an unauthorized application over 
an application in memory after the application has been Veri 
fied as being authorized. In other words, since an application 
is verified after the memory in which the application is loaded 
is set to be non-writable, it is impossible to replace the appli 
cation in memory with an unauthorized application immedi 
ately after verification is complete. 

Furthermore, changing the privilege information field of 
the page table to a privilege Such that the privilege informa 
tion field cannot be changed by the universal OS or applica 
tions operating on the universal OS prevents the universal OS 
and the applications from being able to restore the settings of 
the page table to “writable'. This prevents an attack whereby 
an unauthorized application operating on the universal OS 
restores the settings of the page table to “writable' and 
replaces an application. 

Embodiment 2 

FIG. 10 is a diagram showing a software configuration of 
an information processing device according to embodiment 2 
of the present invention. 

FIG. 11 shows a structure in which the information pro 
cessing device and the application determination unit in 
embodiment 2 of the present invention are connected via a 
network. 
The differences in configuration between the information 

processing device 120 in embodiment 1 and the information 
processing device 220 in embodiment 2 are as follows. 
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In the information processing device 120 in embodiment 1, 
the application identification unit 106 includes an application 
determination unit 112 that is a verification unit, whereas the 
application identification unit 206 in the information process 
ing device 220 in embodiment 2 does not include an applica 
tion determination unit that is a verification unit. Further 
more, the application identification unit 206 in embodiment 2 
differs by including a transmission unit 212. 

Furthermore, the information processing device 220 in 
embodiment 2 is connected to an application determination 
server 221 via a network 222. The application determination 
server 221 is provided with an application determination unit 
223 that is a verification unit. 
The difference in the operations of embodiment 1 and 

embodiment 2 are as follows. 
In embodiment 1, the application determination unit 112 

compares the hash value (authentication code) generated by 
the authentication code generation unit 111 with a reference 
hash value (authentication code) to make a determination. 

In embodiment 2, on the other hand, the transmission unit 
212 uses a network function not shown in the figures to 
transmit a hash value (authentication code) generated by the 
authentication code generation unit 211 via a network 222 to 
the application determination server 221. The application 
determination unit 223 in the application determination 
server 221 compares the transmitted hash value (authentica 
tion code) with a pre-stored hash value (authentication code) 
to determine whether an application is authorized. 

Apart from the above differences, embodiment 2 is the 
same as embodiment 1, and therefore further description is 
omitted. 

In embodiment 2, the application determination server 
determines whether an application is authorized. Accord 
ingly, unlike in embodiment 1, there is no need for the infor 
mation processing device 220 to pre-store a hash Value (au 
thentication code) for use in the application determination 
step. This has the advantageous effect of making it possible to 
reduce the size of the storage area in the information process 
ing device 220. 

Embodiment 3 

FIG. 12 is a block diagram showing a software configura 
tion of an information processing device according to 
embodiment 3 of the present invention. 

FIG. 13 shows a structure in which the information pro 
cessing device, the application determination unit, and the 
service provider server in embodiment 3 of the present inven 
tion are connected via a network. 

FIG.14 shows a sequence for device access control accord 
ing to embodiment 3 of the present invention. 
The differences in configuration between the information 

processing device 120 in embodiment 1 and the information 
processing device 250 in embodiment 3 are as follows. 
The difference inhardware configuration between embodi 

ment 1 and embodiment 3 is the network interface in the 
secure device. The network interface driver 235 is the device 
driver that controls the network interface. 

In the information processing device 120 in embodiment 1, 
the application identification unit 106 includes an application 
determination unit 112 that is a verification unit, whereas the 
application identification unit 236 in the information process 
ing device 250 in embodiment 3 does not include an applica 
tion determination unit that is a verification unit. Further 
more, the application identification unit 236 in embodiment 3 
differs by including a transmission unit 241. Also, the net 
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work interface driver 235 in embodiment 3 is not provided 
with a device access control unit that is an execution unit. 

Furthermore, the information processing device 250, 
application determination server 251, and service provider 
server 252 in embodiment 3 are connected by a network 253. 
The application determination server 251 is provided with an 
application determination unit 254 that is a verification unit. 
The service provider server 252 is provided with a service 
provider unit 255 and service provider determination unit 256 
as execution units. 
As an execution unit, the service provider unit 255 provides 

the information processing device 250 with services such as 
content distribution. 
The service provider determination unit 256 determines 

whether it is acceptable to provide the information processing 
device 250 with Services. 

With reference to the sequence in FIG. 14, a description is 
provided for the steps by which the information processing 
device 250 receives services from the service provider server 
252. 

First, the following steps performed in the information 
processing device 250 are the same as in embodiment 1, and 
therefore a description thereof is omitted: secure device pro 
cessing request (S200), processing request detection step 
(S201), target application retrieval step (S202), target appli 
cation lock step (S203), authentication code generation step 
(S204), and target application unlocking step (S209). 

During the authentication code transmission step (S205), 
the transmission unit 241 transmits a generated hash value 
(authentication code) via the network 253 to the application 
determination server 251. The application determination unit 
254 in the application determination server 251 compares the 
transmitted hash value (authentication code) with a pre 
stored hash value (authentication code) to determine whether 
an application is authorized. The application determination 
unit 254 then transmits the determination results to the ser 
vice provider server 252 via the network 253 (S206). 
The service provider determination unit 256 in the service 

provider server 252 receives the transmitted determination 
results. 

If the determination results indicate an authorized applica 
tion (S207), the service provider determination unit 256 
instructs the service provider unit 255 to provide services to 
the information processing device 250. Upon being instructed 
to provide services, the service provider unit 255 provides 
services to the information processing device 250 via the 
network 253 (S208). 

If the determination results indicate an unauthorized appli 
cation (S207), the service provider determination unit 256 
notifies the information processing device 250 by transmit 
ting information indicating failure of the request (S208). 

Note that the application determination server 251 and the 
service provider server 252 may be the same server. 
Note also that the application determination server 251 and 

the service provider server 252 may be connected by a dedi 
cated network to which the information processing device 
250 is not connected. If the application determination server 
251 and the service provider server 252 are connected by a 
dedicated network, the application determination server 251 
notifies the service provider server 252 of the determination 
results via the dedicated network. 

Apart from the above differences, embodiment 3 is the 
same as embodiment 1, and therefore further description is 
omitted. 

In embodiment 3, the service provider server determines 
whether to provide the information processing device with 
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services. This has the advantageous effect of making it pos 
sible for a service provider to verify software via a network. 

Embodiment 4 

FIG. 15 is a block diagram showing a software configura 
tion of an information processing device according to 
embodiment 4 of the present invention. 

FIG.16 shows a sequence for device access control accord 
ing to embodiment 4 of the present invention. 
The differences in configuration between the information 

processing device 120 in embodiment 1 and the information 
processing device in embodiment 4 are as follows. 

In the information processing device 120 in embodiment 1, 
the secure device driver 105 is provided with the device 
access request determination unit 109 as a detection unit and 
the device access control unit 110 as an execution unit, 
whereas the secure device driver 265 in embodiment 4 is not 
provided with a device access request determination unit as a 
detection unit nor with a device access control unit as an 
execution unit. Furthermore, the secure VMM260 in embodi 
ment 4 is provided with a device access request determination 
unit 269 as a detection unit and a device access control unit 
270 as an execution unit. 

With reference to the sequence in FIG. 16, a description is 
provided of the steps whereby the information processing 
device in embodiment 4 allows only an authorized applica 
tion to access the secure device. 

In embodiment 1, the processing request detection step 
(S101) and the device processing determination step (S106) 
are performed in the secure device driver 105. In embodiment 
4, on the other hand, a processing request detection step 
(S211) and a device processing determination step (S216) are 
performed in the secure VMM 260. 

Apart from the above differences, embodiment 4 is the 
same as embodiment 1, and therefore further description is 
omitted. 

Embodiment 4 differs from embodiment 1 in that the 
device access request determination unit 269 and device 
access control unit 270 exist within the secure VMM260, not 
within the secure device driver 265. Accordingly, the infor 
mation processing device in embodiment 4 can be operated 
without altering the secure device driver. 

Embodiment 5 

FIG. 17 is a block diagram showing a software configura 
tion of an information processing device according to 
embodiment 5 of the present invention. 

FIG. 18 shows a sequence for device access control accord 
ing to embodiment 5 of the present invention. 
The differences in configuration between the information 

processing device 120 in embodiment 1 and the information 
processing device in embodiment 5 are as follows. 

In the information processing device 120 in embodiment 1, 
the application identification unit 106 is provided with an 
authentication code generation unit 111 as a verification unit, 
but the application identification unit 286 in embodiment 5 is 
not provided with an authentication code generation unit as a 
verification unit. Furthermore, the secure VMM 280 in 
embodiment 5 is provided with an authentication code gen 
eration unit 289 as a verification unit. 

With reference to the sequence in FIG. 18, a description is 
provided of the steps whereby the information processing 
device in embodiment 5 allows only an authorized applica 
tion to access the secure device. 
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In embodiment 1, the authentication code generation step 

(S104) is performed in the application identification unit 106. 
In embodiment 5, on the other hand, an authentication code 
generation step (S224) is performed in the secure VMM 280. 

Apart from the above differences, embodiment 5 is the 
same as embodiment 1, and therefore further description is 
omitted. 

In embodiment 5, unlike embodiment 1, the authentication 
code generation unit 289 exists within the secure VMM 280, 
not within the application identification unit 286. Therefore, 
notification of information from the running application Stor 
age memory identification unit 287 to the authentication code 
generation unit 289 takes place within the same module (i.e. 
the secure VMM 280). This has the advantageous effect that 
notification of information from the running application Stor 
age memory identification unit 287 to the authentication code 
generation unit 289 can be performed more quickly. 

(Other Modifications) 
(1) In the processing request detection step in the above 

embodiments, rather than detecting the processing request 
itself, a processing request can be determined to have been 
issued by referring to the command classification of the 
request or to the nature of the data processing. 

(2) In the above embodiments, the processing request 
detection step may be performed only on operations during 
device initialization. 

(3) In the above embodiments, whether detection during 
the processing request detection step is performed may be 
determined randomly based on a random number. 

(4) In the above embodiments, whether detection during 
the processing request detection step is performed may 
depend on the number of times the device is accessed. For 
example, detection may be performed after the secure device 
driver is accessed ten times. 

(5) In the above embodiments, a one-way function other 
than SHA1 may be used to generate the hash value in the 
authentication code generation step. For example, MD5. 
SHA256, AES, or DES may be used. 

(6) In the above embodiments, the hash value in the authen 
tication code generation step may be generated using only a 
part of the logical address space. For example, a hash value 
may be generated for only the code area of an application. 

(7) In the above embodiments, multiple hash values may be 
generated in the authentication code generation step. For 
example, the logical memory space may be divided, and a 
hash value may be generated for each divided area. 

(8) In the above embodiments, when backing up the infor 
mation in the page table in the target application lock step, 
only part of the information may be backed up. 

(9) In the above embodiments, the application determina 
tion unit may determine that only applications provided with 
a specific application license are unauthorized applications. 

(10) In the above embodiments, the CPU may be provided 
with a protected mode and a regular mode. Furthermore, the 
CPU may be permitted to access the protected memory only 
when in protected mode. 

(11) In the above embodiments, the protected memory and 
the secure device are controlled to be accessible only by 
Software stored in the protected memory, but this configura 
tion may be implemented by hardware. For example, the bus 
may be controlled so that the CPU may only access the 
protected memory and the secure device when a program in 
protected memory operates. 

(12) In the above embodiments, the normal memory and 
the protected memory may be the same memory. 

(13) In the above embodiments, a non-volatile storage 
device may store the universal OS. In this case, the universal 
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OS is loaded into the normal memory by special firmware 
(programs) referred to as a Basic Input Output System 
(BIOS) or Initial Program Loader (IPL). 

(14) In the above embodiments, a non-volatile storage 
device may store the secure device driver, the application 
identification unit, the management dedicated OS, or the 
secure VMM. In this case, the secure device driver, applica 
tion identification unit, management dedicated OS, or secure 
VMM are stored after being encrypted with an encryption 
algorithm, for example a private key encryption method Such 
as AES or an asymmetric key encryption method Such as 
RSA. Each of the modules is then decrypted, loaded into the 
protected memory, and executed. 

(15) In the above embodiments, the secure VMM may be 
stored in the normal memory. In this case, a tampering detec 
tion program, which is not shown in the figures and which is 
stored in the protected memory, may detect tampering with 
the secure VMM. Furthermore, this detection of tampering 
with the secure VMM may be performed in the following 
cases: when the secure VMM is loaded in normal memory; on 
a regular basis; on an irregular basis in accordance, for 
example, with a random number; or based on Some sort of 
trigger. 

(16) In the above embodiments, the secure VMM may be 
stored in the normal memory. In this case, a tampering detec 
tion program, which is not shown in the figures and which is 
stored in Read Only Memory (ROM) internal to the informa 
tion processing device, may detect tampering with the Secure 
VMM. Furthermore, this detection of tampering with the 
secure VMM may be performed in the following cases: when 
the secure VMM is loaded in normal memory; on a regular 
basis; on an irregular basis in accordance, for example, with a 
random number, or based on some sort of trigger. 

(17) In the above embodiments, the privileged mode of the 
CPU is implemented using the CPU's Ring function, but 
other methods may be used. For example, a virtual domain 
(administrative domain and universal domain) function in a 
CPU that supports full virtualization may be used. 

(18) In the above embodiments, the universal OS manages 
the page table of an application, but other methods may be 
used. For example, shadow paging in OS virtualization tech 
nology may be used for the secure VMM to manage the page 
tables. 

Furthermore, in the above embodiments, the secure VMM 
refers to the page table for each application managed by the 
universal OS via the current page table. Specifically, a pointer 
pointing to the current page table is linked to the page table for 
the application, among the applications managed by the uni 
versal OS, that is currently being processed. However, the 
invention is not limited in this way. For example, when using 
shadow paging, the secure VMM copies the page table man 
aged by the universal OS upon each Switch between running 
application. In this case, since access to memory is controlled 
based on the page table stored by the secure VMM, the secure 
VMM can perform the same processing on the page table it 
has copied as the processing performed on the current page 
table in the above embodiments. 

(19). In embodiment 2 and embodiment 3, the information 
processing device may send information to identify the infor 
mation processing device to the application determination 
server along with the hash value (authentication code). 

(20) In embodiment 2 and embodiment 3, a secure trans 
mission channel may be used between the information pro 
cessing device and the application determination server. For 
example, SSL may be used. 

(21) In embodiment 2 and embodiment 3, the information 
transmitted from the information processing device to the 
application determination server may be protected using a 
digital signature. For example, a digital signature may be 
created for information to be transmitted using Trusted Plat 
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form Module (TPM) by the Trusted Computing Group 
(TCG), and the digital signature may be transmitted to the 
application determination server. 

(22) In embodiment 2 and embodiment 3, the information 
processing device and the application determination server 
may perform mutual authentication using challenge-response 
processing. 

(23) In the above embodiments, the CPU is permitted to 
access all of the entries in page tables corresponding to privi 
lege information that is lower than the CPU's privileged 
mode, but the present invention is not limited in this way. For 
example, a privileged mode may be related to privilege infor 
mation in a one-to-one correspondence, so that in a privileged 
mode of Ring 3, only entries having privilege information of 
Ring 3 can be accessed. 

(24) Part or all of the constituent elements in the above 
embodiments may be implemented, insofar as possible, as 
software. By doing so, the amount of hardware that has to be 
placed on an integrated circuit can be reduced, thus improv 
ing the degree of integration. 

(25) Part or all of the constituent elements in the above 
embodiments may be implemented, insofar as possible, as 
hardware. In this case, processing is faster than when imple 
menting the constituent elements as Software. This sort of 
implementation is particularly advantageous for processing 
that is expected to be fast for the sake of user convenience, 
Such as saving or restoring. 

(26) Depending on the degree of integration, a system LSI 
is also referred to as an IC, LSI, super LSI, or ultra LSI. It goes 
without saying that the present invention includes implemen 
tation on a system LSI with any of these degrees of integra 
tion. A Field Programmable Gate Array (FPGA), which is 
programmable after the LSI is manufactured, or a reconfig 
urable processor, which allows reconfiguration of the connec 
tion and setting of circuit cells inside the LSI, may be used. 

Furthermore, if technology for forming integrated circuits 
that replaces LSIs emerges, owing to advances in semicon 
ductor technology or to another derivative technology, the 
integration of function blocks and components may naturally 
be accomplished using Such technology. The application of 
biotechnology or the like is possible. 

(27) The present invention may also be a computer read 
able recording medium Such as a flexible disk, hard disk, 
CD-ROM, MO, DVD, DVD-ROM, DVD-RAM, BD (Blu 
ray Disc), semiconductor memory, etc. on which a computer 
program or a digital signal is recorded. The present invention 
may also be the digital signal recorded on Such a recording 
medium. 

(28) The above embodiments and modifications may be 
combined with one another. 
The method of controlling access to a secure device in the 

present invention locks the logical memory space in which an 
application is stored and generates a hash value for determi 
nation of authorization, thus yielding the advantageous effect 
of preventing access to the device by an unauthorized appli 
cation that replaces the application. During data processing 
on the secure device, this method therefore has the advanta 
geous effect of preventing operation of an unauthorized appli 
cation. 

The invention claimed is: 
1. An information processing device comprising: 
a hardware processor programmed to operate as: 
a virtual machine operable to cause an application, which 

accesses a predetermined device, to operate in a work 
area, 

a detection unit operable to detect, from the virtual 
machine, an access request to access the predetermined 
device via the application; 
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a verification unit operable to verify authorization of the 
application; and 

a virtual machine monitor operable to manage the virtual 
machine, the verification unit, and the detection unit and 
to Switch between managing the application in one of a 
writeable state and a non-writable state, wherein 

upon detecting the access request, the detection unit noti 
fies the virtual machine monitor of the detection, 

upon receiving notification from the detection unit, the 
virtual machine monitor Switches to managing the appli 
cation in the non-writable state and notifies the verifica 
tion unit of the Switch, and 

upon receiving notification from the virtual machine moni 
tor, the verification unit verifies authorization of the 
application. 

2. The information processing device of claim 1, further 
comprising an execution unit that accesses the predetermined 
device via the application when the verification unit deter 
mines that the application is authorized. 

3. The information processing device of claim 2, wherein 
after the execution unit finishes accessing the predetermined 
device via the application, the virtual machine monitor 
Switches back to managing the application in the Writable 
State. 

4. The information processing device of claim 1, wherein 
the virtual machine monitor manages management infor 

mation corresponding to the application, the manage 
ment information including privilege information that 
indicates one or more subjects having authority to 
rewrite the management information, and 

when the privilege information indicates that the virtual 
machine is a subject that can rewrite the application, the 
virtual machine monitor Switches to managing the appli 
cation in the non-writable state by rewriting the privilege 
information to exclude the virtual machine from the 
Subjects that can rewrite the application. 

5. The information processing device of claim 4, wherein 
the virtual machine monitor excludes the virtual machine 
from the subjects that can rewrite the application by rewriting 
the privilege information, so that instead of including the 
virtual machine and the virtual machine monitor as the Sub 
jects that can rewrite the application, the privilege informa 
tion limits the subjects that can rewrite the application to the 
virtual machine monitor. 

6. The information processing device of claim 1, wherein 
the predetermined device is an SD card. 

7. The information processing device of claim 1, wherein 
the predetermined device is an external content server that 
provides content to the information processing device. 

8. An information processing device comprising: 
a hardware processor programmed to operate as: 
a virtual machine operable to cause an application, which 

accesses a predetermined device, to operate in a work 
area, 

a detection unit operable to detect, from the virtual 
machine, an access request to access the predetermined 
device via the application; and 

a virtual machine monitor operable to manage the virtual 
machine and the detection unit and to switch between 
managing the application in one of a writeable state and 
a non-writable state, wherein 

upon detecting the access request, the detection unit noti 
fies the virtual machine monitor of the detection, and 

upon receiving notification from the detection unit, the 
virtual machine monitor (i) Switches to managing the 
application in the non-Writable state and notifies an 
external device provided with a verification unit of the 
switch and (ii) causes the verification unit in the external 
device to verify authorization of the application. 
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9. An information processing device comprising: 
a hardware processor programmed to operate as: 
a virtual machine operable to cause an application, which 

accesses a predetermined device, to operate in a work 
area, 

a detection unit operable to detect, from the virtual 
machine, an access request to access the predetermined 
device via the application; 

a virtual machine monitor operable to manage the virtual 
machine and the detection unit and to switch between 
managing the application in one of a writeable state and 
a non-Writable state; and 

a transmission unit operable to transmit to an external 
device that is provided with an execution unit and that 
provides services, wherein 

upon detecting the access request, the detection unit noti 
fies the virtual machine monitor of the detection, 

upon receiving notification from the detection unit, the 
virtual machine monitor Switches to managing the appli 
cation in the non-Writable state, and 

when the application is determined to be authorized after 
being Switched to management in the non-Writable state, 
the transmission unit receives the services provided by 
the execution unit in the external device. 

10. A control method for controlling an information pro 
cessing device that comprises: 

a virtual machine operable to cause an application, which 
accesses a predetermined device, to operate in a work 
area, 

a detection unit operable to detect, from the virtual 
machine, an access request to access the predetermined 
device via the application; 

a verification unit operable to verify authorization of the 
application; and 

a virtual machine monitor operable to manage the virtual 
machine, the verification unit, and the detection unit, 
wherein 

upon detecting the access request, the detection unit noti 
fies the virtual machine monitor of the detection, 

upon receiving notification from the detection unit, the 
virtual machine monitor Switches to managing the appli 
cationina non-writable state and notifies the verification 
unit of the switch, and 

upon receiving notification from the virtual machine moni 
tor, the verification unit verifies authorization of the 
application. 

11. A non-transitory computer-readable recording medium 
on which is recorded a control program for controlling an 
information processing device, the control program causing 
the information processing device to operate as: 

a virtual machine operable to cause an application, which 
accesses a predetermined device, to operate in a work 
area, 

a detection unit operable to detect, from the virtual 
machine, an access request to access the predetermined 
device via the application; 

a verification unit operable to verify authorization of the 
application; and 

a virtual machine monitor operable to manage the virtual 
machine, the verification unit, and the detection unit, 

the control program comprising the steps of 
notifying the virtual machine monitor when the detec 

tion unit detects an access request; 
causing the virtual machine monitor to Switch to managing 

the application in a non-Writable state and causing the 
virtual machine monitor to notify the verification unit of 
the Switch; and 
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causing the verification unit, which receives notification 
from the virtual machine monitor, to verify authoriza 
tion of the application. 

12. An integrated circuit used in an information processing 
device, the integrated circuit comprising: 

a hardware processor programmed to operate as: 
a virtual machine operable to cause an application, which 

accesses a predetermined device, to operate in a work 
area, 

a detection unit operable to detect, from the virtual 
machine, an access request to access the predetermined 
device via the application; 

a verification unit operable to verify authorization of the 
application; and 

a virtual machine monitor operable to manage the virtual 
machine, the verification unit, and the detection unit, 
wherein 

upon detecting the access request, the detection unit noti 
fies the virtual machine monitor of the detection, 

upon receiving notification from the detection unit, the 
virtual machine monitor Switches to managing the appli 
cationina non-writable state and notifies the verification 
unit of the switch, and 

upon receiving notification from the virtual machine moni 
tor, the verification unit verifies authorization of the 
application. 
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