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Description

BACKGROUND OF THE INVENTION

Field of the Invention

[0001] The present invention relates to pervasive computing, and deals more particularly with user interfaces, meth-
ods, systems, and computer program products for improving a user's interactions with pervasive computing devices
by providing an application launcher that is specifically adapted to such devices.

Description of the Related Art

[0002] Pervasive computing devices are the most rapidly growing class of computing devices available today. Such
devices include personal digital assistants ("PDAs"), Web-enabled cellular phones, Web appliances, wearable com-
puting devices, so-called "smart" appliances in the home, and so forth. It is predicted that by the year 2004, pervasive
computing devices will be more widely used than personal computers. The reasons for this are evident. The Internet
and World Wide Web (hereinafter, "Internet") bring mobility, and mobility dictates a need for portability. As more and
more people incorporate these devices into their everyday lives, the cost of such devices becomes more affordable.
Now factor in the coming of inexpensive wireless access to the Internet, and it is easy to understand why these pervasive
computing devices are becoming ever more popular. (Note: reference herein to "computing" devices is also intended
to include devices used primarily for communications or other purposes, such as cellular phones.)
[0003] Pervasive computing devices vary in their characteristics. Often, pervasive computing devices are adapted
to operation while being held, and many accept user input with a touch-sensitive display screen or via a light pen or
other type of stylus. Typically, the display screen on these devices is much more limited in size than the displays
available on personal computers. The user interface models that have been developed in recent years to optimize a
user's interactions with a more traditional type of computing device therefore do not necessarily adapt well to use with
pervasive computing devices. The Palm class of devices appears to have a market leadership position for handheld
pervasive computing devices with respect to popularity and usability. However, even within this class of devices there
are several drawbacks. For example,

- A single application launcher paradigm has not yet emerged. Most often, the application launcher used on such
devices is very similar to a Windows program manager. In this approach, applications are typically reflected on a
workspace using icons. With the constrained viewing space available on most pervasive computing devices, an
icon-based display often proves to be inefficient and cumbersome. For example, it may take a considerable amount
of time to search for an icon throughout a series of display screens. The SilverScreen® application launcher offers
some improvements, for example by providing the ability to drag and drop applications and data to services (such
as dragging an application to the trash can to delete it), but is still oriented toward use of application icons and
resembles a (very small) Windows desktop. ("SilverScreen" is a registered trademark of PocketSensei.)

- Existing application launchers are not optimized for use with a pen or stylus interface. (Hereinafter, the words "pen"
and "stylus" are used interchangeably.) They still require the user to search for an application based upon its iconic
representation, and then tap the icon to start execution of the application. These existing launchers have often
implemented good pen support given their paradigm, but are not specifically adapted nor optimized for a pen-
based interface.

- The user interfaces of these devices are not optimized for switching from a launched application or task to the
application launcher and back. Note that many devices in the Palm class provide a "home" button to enable switch-
ing back to the application launcher from a task view: this button would not be needed if a uniform way existed to
switch between the launcher and a launched application or task (referred to hereinafter as a "task" for ease of
reference).

[0004] Accordingly, what is needed are improvements to the user interface of these devices that address the draw-
backs of existing solutions.

SUMMARY OF THE INVENTION

[0005] An object of the present invention is to provide improvements to the user interface of pervasive computing
devices that address the drawbacks of existing solutions.
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[0006] Another object of the present invention is to provide a user interface for pervasive computing devices that
supports improved navigation.
[0007] Another object of the present invention is to provide a user interface that is optimized for a pen-based interface.
[0008] A further object of the present invention is to provide a user interface that is optimized for handheld devices.
[0009] Still another object of the present invention is to provide a user interface that is specifically adapted for devices
having a limited display area.
[0010] Yet another object of the present invention is to provide a user interface for pervasive computing devices that
enables quickly and efficiently switching between an application launcher and a task view.
[0011] Other objects and advantages of the present invention will be set forth in part in the description and in the
drawings which follow and, in part, will be obvious from the description or may be learned by practice of the invention.
[0012] To achieve the foregoing objects, and in accordance with the purpose of the invention as broadly described
herein, in a first aspect the present invention provides a user interface for pervasive computing devices. In one aspect,
this user interface comprises a graphical representation of a collection of one or more tasks of the pervasive computing
device, and a display area corresponding to the graphical representation of the collection, wherein the display area
indicates status information for each of the one or more tasks and also provides accessibility to a plurality of functions
for the collection of tasks.
[0013] In another aspect, this comprises a multi-functional application launcher view and a plurality of task views,
wherein a user of the pervasive computing device selectively navigates between the multi-functional application launch-
er view and selected ones of the task views. The multi-functional application launcher view comprises: a displayed list
of tasks available to the user for execution by the pervasive computing device; and a displayed grid corresponding to
the displayed list of tasks, wherein the displayed grid comprises a plurality of columns and a row for each task in the
displayed task list. The displayed grid preferably further comprises entries at intersections of the columns and the rows,
wherein the entries provide status information for the tasks in the displayed list and enable performing a plurality of
actions (e.g. launching tasks) relative to selected ones of the tasks in the displayed list.
[0014] The status information preferably includes which tasks are executing, which tasks are requesting input from
the user, and which tasks have information to display to the user. The status information may also include a notification
that a particular task should be started by the user. In this latter case, the notification may be received because of an
event which occurred in another task or perhaps because a message arrived for the user, in which case the message
indicates that the particular task should be started: The message may optionally include input values to be used by
the particular task when it is started. The input values may be encoded within a structured markup language document
or other means.
[0015] The status information may also include which tasks have completed normally, and/or which tasks have com-
pleted abnormally. In the latter case, the user may see the task view of a selected one of the tasks that have completed
abnormally by activating the entry providing the status information of the selected task.
[0016] The actions that may be performed preferably include starting execution of a selected task and surfacing the
task view for a selected task, and may also include stopping execution of a selected task. Preferably, entries in the
grid may be selectively activated by the user to perform the actions. The activation may comprise tapping a selected
entry with a stylus or pen input device. The actions may also include stopping execution of a selected group of tasks,
in which case the selected group may comprise multiple instances of a particular task from the displayed list.
[0017] A graphical selection area may be provided on the task view for a selected task, where this selection area
may be activated by the user to return to the multi-function application launcher view.
[0018] In yet another aspect, the present invention provides methods, systems, and computer program products for
providing an improved user interface for pervasive computing devices. This aspect preferably comprises displaying a
multi-functional application launcher view, and enabling a user of the pervasive computing device to selectively navigate
between the multi-functional application launcher-view and selected ones of a plurality of task views. Displaying the
multi-functional application launcher view preferably comprises displaying a list of tasks available to the user for exe-
cution by the pervasive computing device, and displaying a grid corresponding to the displayed list of tasks, wherein
the displayed grid comprises a plurality of columns and a row for each task in the displayed task list. The columns
preferably correspond to life cycle points of the displayed list of tasks, and this aspect may further comprise displaying
entries at selected intersections of the columns and the rows, wherein the entries provide status information about
particular life cycle points of the task associated with that row and/or graphical depictions of available actions for
particular life cycle points of the task associated with that row.
Optionally, the user may be allowed to modify the life cycle points and/or to modify the graphical depictions of available
actions. The graphical depictions may be activated to perform actions for particular life cycle points of the task asso-
ciated with that row. A selected displayed entry may be revised when the task associated with that row has different
status information or when the task associated with that row has a different available action. In this case, an application
programming interface invocation may be received which indicates the different status or available action.
[0019] Optionally, a graphical indication may be displayed on the multi-functional application launcher view when
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the displayed list of tasks exceeds a display capacity of the pervasive computing device.
[0020] The actions in this aspect preferably include starting execution of a selected task and surfacing the task view
for a selected task, and may also include stopping execution of a selected task. The status information preferably
includes which tasks are executing, which tasks are requesting input from the user, and which tasks have information
to display to the user. A plurality of instances of a particular task may be executing, in which case surfacing a task view
preferably further comprises surfacing the task view of a selected one of the plurality when the user activates the
graphical depiction for surfacing the task view of the particular task. The particular one may be, for example, the instance
which was most recently viewed by the user. Or, if the activated graphical depiction indicates that input is requested
from the user, then the particular one may be the instance which is requesting the input. Or, if the activated graphical
depiction indicates that information is available for presenting to the user, then the particular one may be the instance
which has the available information. As yet another alternative, the particular one may be selected by the user. In this
latter case, the activated graphical depiction preferably indicates presence of the plurality, and a selectable represen-
tation of the plurality is presented to the user in response to the activation of the graphical depiction.
[0021] The particular one is then preferably the instance which is selected by the user from the selectable represen-
tation.
[0022] The user of the pervasive computing device may selectively navigate between the multi- functional application
launcher view and selected task views.
[0023] The present invention will now be described with reference to the following drawings, in which like reference
numbers denote the same element throughout.

BRIEF DESCRIPTION OF THE DRAWINGS

[0024]

Figures 1A - 1E illustrate various aspects of an improved user interface for pervasive computing devices, according
to the present invention;

Figures 2A - 2C depict sample task view displays which illustrate use of an optional feature of the present invention;

Figure 3 provides a list of command and status symbols that may be supported by an implementation of the present
invention;

Figure 4 illustrates a network in which the present invention may optionally be used;

Figures 5 - 12 provide flowcharts depicting logic that may be used in implementing preferred embodiments of the
present invention; and

Figures 13A - 13B illustrate additional features that may be provided in the improved user interface of the present
invention.

DESCRIPTION OF PREFERRED EMBODIMENTS

[0025] The present invention provides improvements to the user interface of pervasive computing devices. A multi-
functional application launcher is defined that is specifically adapted for use on devices with limited display space and
which use pen-based input or other similar input means. This application launcher enables improved navigation, and
provides an improved way to show task status information to the device user. In particular, the multi-function application
launcher of the present invention reflects task status information on the same view which supports launching tasks.
The advantages of this new user interface will become clear from the following description of the novel features of the
present invention.
[0026] An exemplary embodiment of the improved user interface of the present invention is illustrated in Figs. 1A -
1E. (The content of Figs. 1A and 1B is identical, except that the reference numbers which are used to assist in describing
the application launcher appear in Fig. 1A but have been removed from Fig. 1B in order to more clearly illustrate the
appearance of this novel user interface technique.) The application launcher of preferred embodiments is structured
as a list of task names and a corresponding grid of information pertaining to a set of life cycle points for the tasks. The
life cycle points preferably correspond to (1) the ability to start a task; (2) a current execution status of a task; and (3)
the ability to stop a task. (In preferred embodiments, when a task is "stopped" by the user it is cancelled, although in
alternative embodiments the stop function may be implemented as merely pausing task execution.) In some imple-
mentations, the present invention may be used with a multi-tasking operating system, such as Windows CE or
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Epoch32/Psion. In these implementations, an additional life cycle point may correspond to the ability to stop a group
of executing tasks. Optionally, embodiments of the present invention may be adapted for allowing a user to add more
life cycle points and/or to delete one or more of the provided life cycle points (although the start task and execution
status life cycle points should be defined as basic functionality which is not capable of deletion).
[0027] A sample list of task names is shown at element 110 of Fig. 1A. The life cycle points are represented by
columns 120, 130, 140, 150. To save display space, the function of each column is preferably depicted by a column
heading which uses an iconic symbol or a limited number of representative characters. For purposes of illustration, a
star symbol (*) is used for the Start Task column 120; a switch or stack symbol (see element 130 in Fig. 1A) is used
for the Running Task column 130; an "X" is used for the Stop Task column 140; and an "XX" symbol is used for the
Stop All Tasks column 150. The grid 160 comprises a row for each task name from the list 110, where each row has
an intersection with the column for each life cycle point. At each point of intersection, the grid may either be empty or
it may contain a "tap point". As used herein, the term "tap point" refers to a small area of the display screen in which
a graphical indicator is provided, where that graphical indicator may be tapped by the user with a pen to trigger a
particular action. If there is no graphical indicator at an intersection point, then tapping there has no effect (although
optionally, an indication such as an audible beep may be provided to signal the user). The presence of tap points at
particular intersection points also provides certain status information to the user, as will be described in more detail
herein. For purposes of illustration, a "dot" symbol is used herein as a default tap point symbol, as shown at 121.
[0028] By defining the user interface of the present invention with a grid approach, multiple functions may be per-
formed for a particular task from this single view, providing significant usability improvements over the prior art user
interface approach for pervasive computing devices.
[0029] As an example of how the tap points in grid 160 are used by the present invention to convey status information
and to provide an improved pen-based interface, the presence of a tap point symbol 121 at the intersection of the row
for the "E*Trade" task 111 and the Start Task column 120 indicates that this task is available to be started. Thus, if the
user taps on this particular tap point, it will trigger execution of the E*Trade task. In this example, task 111 has not yet
been started, and therefore there is no tap point for its row in any of the remaining columns 130, 140, or 150. On the
other hand, the E*Trade Portfolio task 112 has a tap point 132 in the Running Task column 130 and another tap point
142 in the Stop Task column 140, indicating that this task is now running (but may be stopped if the user so desires).
The absence of a tap point in the Start Task column 120 for this row indicates that the task 112 is not available to be
started.
[0030] Tapping on a tap point from the Running Task column 130 causes the application launcher view 100 to be
replaced with a task view corresponding to the task in the row of that tap point. For example, if tap point 129 is tapped,
the application launcher will be replaced by a view for the "People Search" task 119.
[0031] In a basic embodiment of the present invention, only a single tap point symbol (i.e. the default symbol) is
supported. (See Fig. 1E for a depiction of an example application launcher which only supports this basic symbol.) In
a more advanced embodiment, tap points other than the default symbol are supported. These other symbols are pref-
erably used to convey additional status information. For example, the tap point shown at 132 is depicted as a question
mark "?". This tap point may be used in an implementation to indicate to the user that an underlying task is requesting
user input. The tap point shown at 128 is depicted as an exclamation point "!". This symbol may be used to indicate
that an underlying task needs to show the user some type of status information, such as an error message.
[0032] As an example of how the "?" may be used, suppose the E*Trade Portfolio task 112 is creating portfolio
information and needs to know for whom this information is to be created. The presence of tap point 132 notifies the
user that the task is awaiting user input. When the user taps on tap point 132, the application launcher will be replaced
with a view pane for corresponding task 112. For example, a task view pane such as that illustrated as element 200
of Fig. 2A may be displayed. This example task view pane also illustrates an advantageous navigational mechanism
provided by the improved user interface of the present invention, wherein a user may tap on the left-pointing arrow
210 (or other analogous symbol) to immediately return to the application launcher view 100 from a currently-displayed
task pane view. Preferably, this return function is provided from all task view panes. By placing this arrow in the title
bar (shown as element 220) of the task view panes, very little additional display space is consumed.
[0033] An example of using the "!" tap point is illustrated in Figs. 2B and 2C. By tapping on tap point 128 for the
System Admin task 117, the corresponding task view pane is then automatically surfaced. For purposes of illustration,
suppose this task view pane is as shown at 240 in Fig. 2B. In preferred embodiments, the surfaced task view pane
includes this same "!" symbol in proximity to the item to which the user's attention should be directed. In this example,
the "!" symbol is placed at the end of an input field (see element 245) used for entering a user name, thereby conveying
that there is some type of additional information available about this user name or perhaps about this input field. Upon
tapping on the "!" in this pane, that information is preferably added to the task view pane, as shown at element 260 in
Fig. 2C. In this case, the information is an error message pertaining to the input value "Lection". The entered input
value associated with this error message may optionally be graphically highlighted in some manner, as illustrated at
element 250 in Fig. 2C by surrounding the input value with a box. Preferably, the status information displayed at 260
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includes a symbol that may be used to indicate acknowledgement of the message (which is an "X" in preferred em-
bodiments). When the user is finished viewing this status information, he taps on this acknowledgement symbol, and
in preferred embodiments, the task view pane is then automatically replaced by the application launcher pane. (In
alternative embodiments, the status information may simply be removed from the task view pane, and the user may
return to the application launcher pane at his convenience by tapping the left-facing "Return" arrow symbol. Further-
more, in alternative embodiments the status message may already be displayed upon surfacing the task view pane,
such that the user is not required to tap on element 245 to see the message.)
[0034] In some implementations (e.g. those which do not support multi-tasking), it may be desirable to define the
Start Task and Running Task columns 120, 130 as mutually exclusive, such that a tap point may appear in only one
of these columns for a particular row at any given time. Typically, when a tap point is shown in the Running Task column
130, a tap point for that row is also displayed in the Stop Task column 140.
[0035] In preferred embodiments, tapping on the default tap point from the Stop Task column 140 causes a task view
pane for the corresponding task to be surfaced, so that the user may see any information that may be presented therein
prior to actually stopping the task's execution. Optionally, the user may also be allowed to confirm whether the task is
to be stopped or not. (In alternative embodiments, the task may be stopped without surfacing the task view pane, if
desired.) After the task is stopped, preferred embodiments may remove the tap points in columns 130 and 140 of this
row and then display a tap point in column 120, indicating that the task has become available for (re-)starting. (Alter-
natively, the Start Task tap point may be displayed upon receiving an event or other similar notification from the un-
derlying task, indicating that the task is available to be started.)
[0036] In advanced embodiments, the Stop Task column 140 may support use of the "!" symbol and/or a "C" symbol
as tap points. Preferably, the "!" symbol is used to indicate that a task has ended with some condition that the user
should be informed of. By tapping on this symbol, the task view pane will be surfaced. Preferably, an application pro-
gramming interface ("API") is provided for use by executing tasks, and the task invokes this API to signal that the tap
point should be changed to reflect the special tap point symbols discussed herein. The user can then see the information
about the particular condition in the context of the task's view pane. Upon returning to the application launcher, the
task is purged and the "!" tap point is removed.
[0037] A "C" tap point symbol in the Stop Task column preferably indicates that the underlying task completed nor-
mally. In such cases, there is typically no additional status information to show to the user, and the task preferably uses
the API invocation to request changing the tap point to a "C" rather than to the "!" symbol. Thus, when the user taps
on a "C" tap point, preferred embodiments simply terminate the task without surfacing its view pane.
[0038] In a multi-tasking environment, more than one task may be executing at the same time, in which case multiple
rows of grid 160 will contain tap points in column 130. In addition, more than one instance of a particular task may be
executing at the same. time. In this latter case, implementations of the present invention preferably provide for surfacing
the task view of a predetermined one of these multiple instances, and optionally for stopping execution for a particular
one of the instances, when a tap is received in column 130 or 140, respectively. The predetermined one may be selected
in a number of different ways. For example, a record may be kept of which instance was most recently viewed, and
that instance may then be selected. Or, the first instance to be started, or perhaps the last instance to be started, may
be selected. When a "?" or "!" is displayed as a tap point in the Running Task column 130 for a task with multiple
instances, then the instance to be surfaced is preferably the one which generated the event (e.g. the API invocation)
causing this special status symbol to replace the symbol which was displayed. As yet another alternative, an explicit
selection means may be provided whereby the user determines which instance the switch or stop tap applies to. An
example of this latter technique is illustrated in Fig. 1C, where the tap points for the E*Trade task and the Events task
are depicted as using downward-pointing arrows (see element 162), for purposes of illustration, to indicate to the user
that a list is available for viewing here. Fig. 1D illustrates a result of tapping on the upper left one of these arrow symbols,
wherein a pop-up view pane 170 is displayed to show the currently-running instances of the corresponding task. (Note
that in this example, the tapped arrow 162a is shown slightly larger than arrow 162b, to emphasize to the user which
arrow the pop-up view pane 170 corresponds to.) The user may then select one of these tasks from the list, e.g. by
tapping on its displayed name.
[0039] In a multi-tasking environment where more than one instance of a particular task may be executing at the
same time, implementations of the present invention may optionally provide for stopping execution of all such tasks
with a single tap through use of the Stop All Tasks column 150. For example, Fig. 1A indicates that multiple instances
of the "Events - NC" task 115 are running by the presence of the tap point 155, and the presence of this tap point also
allows the user to stop all of them by touching the pen to the tap point.
[0040] A task display stack model is preferably used with the present invention, whereby the view pane at the top of
the stack is the one currently displayed. According to preferred embodiments of the present invention, upon tapping
on a tap point from the application launcher view, the launcher view 100 is automatically replaced by a task view pane
for the task corresponding to the tapped point (as has been briefly discussed above). For example, upon tapping on
tap point 128 for the System Admin task 117, the task pane 240 illustrated in Fig. 2B becomes the top entry on the
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task display stack, and is therefore displayed instead of application launcher 100. There are, however, a limited number
of exceptions to this automatic replacement. In preferred embodiments, when a task is closed by selecting the "C" tap
point from the Stop Task column or selecting the default tap point from the Stop All Tasks column of the application
launcher view, the application launcher view remains on the display. In addition, when the pop-up view pane technique
illustrated by Figs. 1C and 1D is used, the application launcher is preferably only temporarily (and partially) overlaid
with the pop-up view pane.
[0041] Fig. 3 illustrates the tap point symbols that may be supported in advanced embodiments of the present in-
vention. A particular implementation may support one or more of these special tap point symbols. In addition, an im-
plementation may optionally modify the set of tap point symbols, e.g. to provide one or more additional tap point symbols
to account for the unique semantics of particular tasks. It will be obvious to one of ordinary skill in the art how this
additional functionality may be provided once the teachings disclosed herein are known. Furthermore, an optional user
input mechanism may be supported whereby the user invokes functions of an API defined for use with the present
invention to specify additional user-specific or application-specific tap point symbols and/or to change the provided
symbols.
[0042] As shown at 300, the tap point symbols supported for the Start Task column of the application launcher are
preferably (1) the dot symbol, which starts a new copy of a task and which serves as the default symbol, and (2) an
"E", which represents an event occurrence that is being graphically conveyed to the user. The "E" symbol has not been
described previously. This symbol may be used, for example, when an action has occurred in some currently-executing
task - such as the user pressing a button or other application-specific condition - where a result of this action is that
another task should be started. In this case, the task in which the action occurred invokes an API to signify that the
currently-displayed tap point in the Start Task column 120 should be replaced with this "E" symbol. As another example,
suppose that a systems administrator is responsible for maintaining an up-to-date employee list for a corporation, and
that managers of this corporation are responsible for sending e-mail notifications to the systems administrator when
new employees are to be added to the list.
[0043] The systems administrator may have a task on his pervasive computing device which receives these e-mail
messages and then automatically updates a tap point symbol in column 120 to reflect that an incoming message has
arrived. By monitoring his pervasive computing device for this type of changes to the tap points, the systems admin-
istrator is informed of events indicating that the employee list needs to be modified and he can therefore start the
necessary task. When this optional event symbol is supported, the associated incoming message or notification may
optionally include data to be used as input parameter values for the task for which the event symbol is displayed. For
example, suppose that the "Add a user" task shown in Fig. 2B is adapted for this type of automatic event notification
and processing. The triggering incoming message may include the employee's name and employee number. One way
in which this type of information may be provided is through use of a structured markup language document (such as
an Extensible Markup Language, or "XML", document) passed with the incoming message. As an example, the fol-
lowing markup document may be used as input to signify that employee Joe Smith, who is employee number 12345,
should be added:

Upon receiving this markup language document, the tag values may be stripped out and used to prime the task instance
that is started when the user taps on the "E" tap point.
[0044] Referring again to Fig. 3, element 310 shows the tap point symbols that may be supported for the Running
Task column. In preferred advanced embodiments, these comprise (1) the default (e.g. dot) symbol, (2) a question
mark (?) symbol, and (3) an exclamation point (!) symbol. As in element 300, the default symbol is shown as a dot.
When a dot symbol in the Running Task column is tapped, this indicates that the corresponding task view pane should
be surfaced to the top of the task display stack (thereby replacing the display of the application launcher pane). As
stated earlier, the "?" symbol is preferably used to indicate to the user that the corresponding task (or perhaps a par-
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ticular instance thereof) is requesting user input, and the "!" symbol is preferably used to indicate that the corresponding
task (or a particular instance thereof) needs to show the user some type of status information, such as an error message.
Preferably, an implementation of the present invention provides support for API invocations from tasks encountering
events of these types, and replaces the default "*" tap point with a "?" or "!" tap point upon detecting a corresponding
API invocation.
[0045] In a multi-tasking environment, if there is more than one instance of a task running when its default Running
Task tap point is tapped, then in preferred embodiments a predetermined selected one is surfaced, as has been de-
scribed above. Rather than surfacing a selected event, a marquee-style presentation of all such executing instances
for this task may be provided, where the user may then select an instance for viewing. For example, the user may hold
the pen on this tap point while the marquee shows one instance after another, where he then lifts his pen to signal that
the marquee should stop, and the last-viewed instance is brought to the top of the task display stack (and is thus
available for the user to see).
[0046] Referring again to Fig. 3, element 320 shows that the tap point symbols supported in the Stop Task column
140 of advanced embodiments are preferably (1) the default symbol, which again may be a dot, and which may be
tapped to indicate that a selected currently-running instance of the task in this row is to be stopped, (2) the "!" symbol,
which has been described above, and (3) the "C" symbol, which has also been described above.
[0047] Finally, element 330 of Fig. 3 shows the default tap point symbol "*" for closing all instances of an executing
task.
[0048] Optionally, a pervasive computing device using the application launcher of the present invention may operate
in a networking environment. A simple example of such a network is represented in Fig. 4, wherein example pervasive
computing devices are shown as a Web-enabled cell phone 405 and PDA 410, connected using wireless network
connections to a cellular tower 420 and then by land connections to a server 425 (which may be an edge server, proxy,
firewall, or other networking device). Server 425 then connects to one or more other server-side devices 430 and 435,
which may be Web application servers, legacy host application or database servers, and so forth.
[0049] Figs. 5 - 12 provide flowcharts depicting logic that may be used in implementing preferred embodiments of
the present invention. These flowcharts illustrate support for an advanced embodiment in which all tap point symbols
and life cycle points discussed herein are supported. It will be obvious to one of ordinary skill in the art how the logic
in the flowcharts which have been provided may be modified to provide a basic embodiment which supports only the
default tap point symbol. (For example, all logic pertaining to symbols other than the default symbol may simply be
omitted.) It will also be obvious how this logic may be modified to support a subset of the symbols, as well as additional
or different symbols and life cycle points that may be supported in a particular implementation. Support for the basic
embodiment (or for some subset of the features illustrated in Figs. 5 - 12 for an advanced embodiment) may be-
particularly desirable on pervasive computing devices which have limited processing and/or storage capacity.
[0050] The logic of Fig. 5 is invoked when the user taps on the display screen of the pervasive computing device
(and the operating system therefore detects an event such as "stylus touchdown"), as shown at 505. At Block 510, a
variable "STP" (stylus touchdown point) is set to the (X, Y) coordinate location of the tap. Block 515 tests whether a
task view pane is currently displayed. If not (i.e. the application launcher pane is displayed), then control transfers Fig.
6, as shown at 525. Upon returning from this invocation, the processing of Fig. 5 will end, as shown at 560. Otherwise
(i.e. the task view pane is displayed), processing continues to Block 520 which checks to see if the STP is within the
"return to launcher" indicator (such as the left- facing arrow 210 of Fig. 2A). If so, then Block 530 causes the application
launcher view to be redisplayed, and processing continues at Block 535. Otherwise, Block 550 passes the tap event
to the executing task for application-specific processing, and the processing of Fig. 5 ends. (As an example of this
application-specific processing, if the user taps on element 245 of Fig. 2B, the application may then display the error
message 260 shown in Fig. 2C.)
[0051] When processing reaches Block 535, a variable "TT" (terminate task) is evaluated to see if it references a
task to be stopped. This variable is initially set to null, and may be set to reference a task by the processing in Block
1055 of Fig. 10 (as described below). If the variable currently has a null value, then the logic of Fig. 5 merely ends (see
555). Otherwise, the referenced task is terminated (Block 540) and the TT variable is reset to null (Block 554). The
processing of Fig. 5 then ends for this tap event.
[0052] The logic of Fig. 6 is invoked from Block 525 of Fig. 5 to process a tap received while the application launcher
view is displayed. At Block 605, a test is made to see if the STP indicates that the tap occurred over a tap point. If it
did, then processing continues to Fig. 7, as indicated at 610. Otherwise, processing continues to Block 615, which
tests to see if the tap may have been over another defined point. Figs. 13A and 13B illustrate examples of such other
defined points, which may optionally be supported by an implementation of the present invention. It may happen that
a particular user has more tasks than can be displayed on a single view, in which case arrows (such as those illustrated
at 1310 and 1320 of view 1300 in Fig. 13A) may be displayed. Or, a slider bar such as that shown at 1360 of Fig. 13B,
which also has up and down arrows 1365 and 1370, may be used alternatively. Use of these graphical elements serves
two purposes: it indicates to the user that additional information is available beyond what is displayed, and it provides
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a means for allowing the user to display that additional information.
[0053] Block 620 is reached when the user tapped over the "scroll up" indicator (illustrated by arrow 1310 of Fig.
13A and arrow 1365 of Fig. 13B). Block 625 then checks to see if the list of tasks being displayed is already at the top.
If so, then Block 630 indicates that an audible beep (or other indicator) may be provided to inform the user. When the
list was not at the top, Block 635 scrolls the task list upward (preferably, by one task at a time).
[0054] Block 640 is reached when the user tapped over the "thumb area" or slider bar indicator (illustrated at 1360
of Fig. 13B). Block 645 then calculates the relative task list position ("RTL") from the point where the slider was tapped,
and Block 650 positions the task list accordingly. These techniques for slider bar manipulation are well known in the
art, and will not be described in detail herein.
[0055] Block 655 is reached when the user tapped over the "scroll down" indicator (illustrated by arrow 1320 of Fig.
13A and arrow 1370 of Fig. 13B). Block 660 then checks to see if the list of tasks being displayed is already at the
bottom. If so, then Block 665 indicates that an audible beep (or other indicator) may be provided to inform the user.
When the list was not at the bottom, Block 670 scrolls the task list downward (preferably, by one task at a time).
[0056] Upon completing the processing of Block 630, 635, 650, 665, or 670, control returns to Fig. 5, as indicated
as 680, after which the processing for this tap event is complete.
[0057] The logic of Fig. 7 is invoked from Block 610 of Fig. 6 to handle a tap received over a tap point on the application
launcher. Block 705 sets a variable "TAPCOL" (tap column) to the column location of the STP. Block 710 then sets a
variable "TC" (tap character) to the character or symbol at the point where the tap event was received. Block 715 sets
a variable "TROW" (tap row) to the row in which the tap event was received, thereby reflecting the corresponding task
from the task list. Block 720 sets a variable "TNAME" (task name) to the name of that task. Control then branches out
from Block 725, depending on which column the tap was received over. If it was the Start Task column 120, then Block
730 receives control, and (at Block 735) the processing shown in Fig. 8 is invoked. If the tap was received over the
Running Task column 130, then Block 740 receives control, and (at Block 745) the processing shown in Fig. 9 is
invoked. Similarly, if the tap was received over the Stop Task column 140 or the Stop All Tasks column 150, then Blocks
750 and 755, or Blocks 760 and 765, invoke the processing shown in Figs. 10 or 11, respectively.
[0058] The logic of Fig. 8 processes tap events received over the Start Task column 120. Block 805 checks to see
if the tap event was over the default tap point symbol. If so, then Block 810 launches the task from this row, and then
transfers control to Block 825 where the task view pane for that task is displayed. Otherwise, when the tap was not
over the default tap point, Block 815 checks to see if the tap event was over the "E" symbol. If it was, Block 820 launches
the task from this row, and provides any externally-supplied data that may have been received. The task view pane
for the launched task is then automatically displayed (Block 825), after which processing returns to the logic of Fig. 5
(as indicated at 835), and the processing of this tap event is complete. If the tap event was not over the default character
or the "E", then thus is an invalid event and Block 830 preferably signals the user, after which processing returns to Fig. 5.
[0059] The logic of Fig. 9 processes tap events received over the Running Task column 130. Block 905 checks to
see if the tap event was over the default tap point symbol. If so, then Block 910 preferably displays a modal task list
attached to the task name associated with TROW. Fig. 1D illustrates this type of modal task list at element 170. After
the user selects an instance from this list (Block 915), then a variable "TI" (task instance) is set to refer to that instance
(Block 920). The task view pane for this instance is then moved to the top of the task display stack (Block 925), and
the task view pane is displayed (Block 930).
[0060] Block 935 is reached when the tap event was not over the default tap point symbol, and checks to see if it
was the "?" or "!" symbol instead. If not, then an indication is preferably provided to inform the user (Block 955). Oth-
erwise, Block 940 sets TI to the task instance requiring attention. (The manner of determining the appropriate instance
has been discussed above.) Block 945 then moves the task view pane for this instance to the top of the task display
stack, after which the task view pane is displayed (Block 950).
[0061] After the processing of Block 930, 950, or 955, control returns to Fig. 5 (as shown at 960), where the processing
of this tap event is then complete.
[0062] The logic of Fig. 10 processes tap events received over the Stop Task column 140. Block 1005 checks to see
what tap point the tap event was over. If it was the default tap point symbol, Block 1010 receives control, and (in Block
1015) invokes the processing of Fig. 11.
[0063] If the tap event was received over the "C" character, then Block 1020 receives control. To process a tap event
over the "C" character, Block 1025 sets TI to the task by this name (i.e. having the name TNAME saved in Block 720
of Fig. 7) which generated the API invocation causing the "C" to be displayed. At Block 1030, the task instance indicated
by TI is terminated, and preferably an indicator such as an audible beep is emitted (Block 1035) to notify the user.
Control then returns to Fig. 5, as indicated at 1065, after which the processing for this tap event is complete.
[0064] Block 1040 is reached when the tap event was over a "!" symbol. Block 1045 sets TI to reference the task of
this name that ended in the abnormal condition which triggered the display (e.g. via an API invocation) of the "!", and
Block 1050 moves this task to the top of the task display stack. Block 1055 sets variable TT (discussed at Block 535
of Fig. 5) to refer to this task, and Block 1060 displays that task view pane. Processing then returns to Fig. 5 (see 1065).
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[0065] The logic in Fig. 11 processes a tap event received over the default symbol in the Stop Task column 140.
Block 1105 sets TI to reflect the task of this name which is closest to the top of the task display stack (i.e. the most
recently viewed instance). (Other techniques for determining which instance the tap event applies to have been de-
scribed above, and may be easily reflected by appropriate modification of Fig. 11.) The task view pane for this task is
then moved to the top of the task display stack (Block 1110) and displayed (Block 1115). Preferably, a modal graphical
element (e.g. an "OK" button or similar graphic) is displayed (Block 1120), enabling the user to confirm whether the
task should be terminated or not. Block 1125 checks to see what was entered. If the user clicked on the "OK" button,
then the task is terminated (Block 1130). Otherwise, an indication such as an audible beep may be emitted (Block
1135). In either case, the application launcher view is re-displayed (Block 1140), after which control returns to Fig. 5
(as indicated at 1145) and the processing of the tap event is complete.
[0066] The logic in Fig. 12 processes tap events received over the Stop All Tasks column 150. At Block 1205, TI is
set to reflect the task currently at the top of the task display stack. Block 1215 then checks to see if this task's name
matches the value previously stored in TNAME (set in Block 720 of Fig. 7). If so, then this is one of the tasks to be
stopped, and Block 1220 terminates this instance. If not (and also after Block 1220), control reaches Block 1225 which
checks to see if there are any more tasks in the task display stack. If not, then control returns to Fig. 5 (as indicated
at 1230), after which processing for this tap event is complete. If there are more tasks in the task display stack, then
the test in Block 1225 has a positive result and control reaches Block 1210 which sets TI to refer to the next task in
the stack. The logic at Block 1215 then iterates again, thereby locating each task to be stopped.
[0067] As has been demonstrated, the present invention provides an improved user interface and improved tech-
niques for interacting with users of pervasive computing devices. Multiple functions per task are supported, and status
information is provided, all from the application launcher view.
[0068] As will be appreciated by one of skill in the art, embodiments of the present invention may be provided as
methods, systems, or computer program products. Accordingly, the present invention may take the form of an entirely
hardware embodiment, an entirely software embodiment or an embodiment combining software and hardware aspects.
Furthermore, the present invention may take the form of a computer program product which is embodied on one or
more computer-usable storage media (including, but not limited to, disk storage, CD-ROM, optical storage, and so
forth) having computer-usable program code embodied therein.
[0069] The present invention has been described with reference to flowchart illustrations and/or flow diagrams of
methods, apparatus (systems) and computer program products according to embodiments of the invention. It will be
understood that each block of the flowchart illustrations and/or flow diagrams, and combinations of blocks in the flow-
chart illustrations and/or flows in the flow diagrams, can be implemented by computer program instructions. These
computer program instructions may be provided to a processor of a general purpose computer, special purpose com-
puter, embedded processor or other programmable data processing apparatus to produce a machine, such that the
instructions, which execute via the processor of the computer or other programmable data processing apparatus, create
means for implementing the functions specified in the flowchart and/or flow diagram block(s) or flow(s).
[0070] These computer program instructions may also be stored in a computer-readable memory that can direct a
computer or other programmable data processing apparatus to function in a particular manner, such that the instructions
stored in the computer-readable memory produce an article of manufacture including instruction means which imple-
ment the function specified in the flowchart and/or flow diagram block(s) or flow(s).
[0071] The computer program instructions may also be loaded onto a computer or other programmable data process-
ing apparatus to cause a series of operational steps to be performed on the computer or other programmable apparatus
to produce a computer implemented process such that the instructions which execute on the computer or other pro-
grammable apparatus provide steps for implementing the functions specified in the flowchart and/or flow diagram block
(s) or flow(s). Furthermore, the instructions may be executed by more than one computer or data processing apparatus.
[0072] While the preferred embodiments of the present invention have been described, additional variations and
modifications in those embodiments may occur to those skilled in the art once they learn of the basic inventive concepts.
Therefore, it is intended that the appended claims shall be construed to include both the preferred embodiments and
all such variations and modifications as fall within the scope of the invention.

Claims

1. An improved user interface for a pervasive computing device, the improved user interface comprising a multi-
functional application launcher view and a plurality of task views, wherein a user of the pervasive computing device
selectively navigates between the multi-functional application launcher view and selected ones of the task views,
and wherein the multi-functional application launcher view comprises:

a displayed list of tasks available to the user for execution by the pervasive computing device (110); and
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a displayed grid corresponding to the displayed list of tasks (160), wherein the displayed grid comprises a
plurality of columns and a row for each task in the displayed task list, wherein said displayed grid comprises
entries at intersections of the columns and the rows, and wherein said entries provide status information for
the tasks in the displayed list and enable launching tasks in the displayed list and enable performing a plurality
of actions relative to selected ones of the tasks in the displayed list.

2. The improved user interface according to Claim 1, wherein the actions include

(1) starting execution of a selected task and
(2) surfacing the task view for a selected task, and/or stopping execution of a selected task or selected group
of tasks.

3. The improved user interface according to Claim 1, wherein the status information may include

(1) which tasks are executing, and/or
(2) which tasks are requesting input from the user, and/or
(3) which tasks have information to display to the user, and/or which tasks have completed abnormally, and/
or a notification that a particular task should be started by the user.

4. The improved user interface according to Claim 1, wherein the entries may be selectively activated by the user to
perform the actions.

5. The improved user interface according to Claim 1, further comprising a graphical selection area on the task view
for the selected task that may be activated by the user to return to the multi-function application launcher view.

6. A method of providing an improved user interface for a pervasive computing device, comprising steps of:

displaying a multi-functional application launcher view, comprising steps of:

displaying a list of tasks available to the user for execution by the pervasive computing device (110); and
displaying a grid corresponding to the displayed list of tasks (160), wherein the displayed grid comprises
a plurality of columns and a row for each task in the displayed task list, wherein said columns correspond
to life cycle points of the displayed list of tasks and further comprising the step of displaying entries at
selected intersections of the columns and the rows, wherein the entries provide

(1) status information about particular life cycle points of the task associated with that row, and/or
(2) graphical depictions that may be activated to perform actions for particular life cycle points of the
task associated with that row, and enables the user to modify the life cycle points and enabling a user
of the pervasive computing device to selectively navigate between the multi-functional application
launcher view and selected ones of a plurality of task views.

7. The method according to Claim 6, wherein the displayed grid enables the user to perform one or more actions on
one or more selected tasks from the displayed task list.

8. The method according to Claim 6, further comprising the step of revising a selected displayed entry when the task
associated with that row has different status information or different available actions.

9. The method according to Claim 8, wherein the step of revising further comprises the step of receiving an application
programming interface invocation indicating the different available actions.

10. The method according to Claim 6, further comprising the step of displaying a graphical indication on the multi-
functional application launcher view when the displayed list of tasks exceeds a display capacity of the pervasive
computing device.

11. The method according to Claim 6, wherein the actions include

(1) starting execution of a selected task and
(2) surfacing the task view for a selected task, and/or stopping execution of a selected task.
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12. The method according to Claim 6, wherein the status information includes

(1) which tasks are executing,
(2) which tasks are requesting input from the user, and
(3) which tasks have information to display to the user.

13. A computer program product for providing an improved user interface for a pervasive computing device, the com-
puter program product embodied on one or more computer-readable media and comprising:

computer-readable program code means for displaying a multi-functional application launcher view, compris-
ing:

computer-readable program code means for displaying a list of tasks available to the user for execution
by the pervasive computing device (110);
computer-readable program code means for displaying a grid corresponding to the displayed list of tasks
(160), wherein the displayed grid comprises a plurality of columns and a row for each task in the displayed
task list, each of the columns corresponding to life cycle points for the displayed list of tasks; and
computer-readable program code means for displaying entries in the grid at selected intersections of the
columns and the rows, wherein the entries provide

(1) status information about particular life cycle points of the task associated with that row, and
(2) graphical depictions that may be activated to perform actions for particular life cycle points of the
task associated with that row.

14. The computer program product according to Claim 13, further comprising computer-readable program code means
for enabling a user of the pervasive computing device to selectively navigate between the multi-functional appli-
cation launcher view and selected ones of a plurality of task views.

Patentansprüche

1. Verbesserte Benutzerschnittstelle für eine marktübliche Datenverarbeitungseinheit, wobei die verbesserte Benut-
zerschnittstelle eine multifunktionelle Anwendungsstarteinrichtungsansicht und eine Vielzahl von Taskansichten
umfasst, wobei ein Benutzer der marktüblichen Datenverarbeitungseinheit selektiv zwischen der multifunktionellen
Anwendungsstarteinrichtungsansicht und ausgewählten der Taskansichten navigiert und wobei die multifunktio-
nelle Anwendungsstarteinrichtungsansicht Folgendes umfasst:

eine angezeigte Liste von Tasks, die dem Benutzer zur Ausführung durch die marktübliche Datenverarbei-
tungseinheit (110) zur Verfügung stehen; und

ein angezeigtes Rasterfeld, das der angezeigten Liste von Tasks (160) entspricht, wobei das angezeigte Ra-
sterfeld eine Vielzahl von Spalten und eine Zeile für jede Task in der angezeigten Taskliste umfasst, wobei
das angezeigte Rasterfeld Einträge an Schnittpunkten der Reihen und der Zeilen umfasst und wobei die Ein-
träge Statusinformationen für die Tasks in der angezeigten Liste bereitstellen und das Starten von Tasks in
der angezeigten Liste ermöglichen und die Ausführung einer Vielzahl von Vorgängen bezüglich ausgewählten
der Tasks in der angezeigten Liste ermöglichen.

2. Verbesserte Benutzerschnittstelle nach Anspruch 1, wobei die Vorgänge Folgendes beinhalten:

(1) Starten der Ausführung einer ausgewählten Task und

(2) Bearbeiten der Taskansicht für eine ausgewählte Task und/oder Stoppen der Ausführung einer ausgewähl-
ten Task oder von ausgewählten Gruppen von Tasks.

3. Verbesserte Benutzerschnittstelle nach Anspruch 1, wobei die Statusinformationen Folgendes enthalten können:

(1) welche Tasks ausgeführt werden und/oder
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(2) welche Tasks eine Eingabe vom Benutzer erfordern und/oder

(3) welche Tasks Daten aufweisen, die dem Benutzer angezeigt werden müssen, und/oder welche Tasks
abnormal endeten und/oder einen Hinweis, dass eine bestimmte Task vom Benutzer gestartet werden muss.

4. Verbesserte Benutzerschnittstelle nach Anspruch 1, wobei die Einträge vom Benutzer selektiv aktiviert werden
können, um die Vorgänge auszuführen.

5. Verbesserte Benutzerschnittstelle nach Anspruch 1, die außerdem einen grafischen Auswahlbereich auf der Ta-
skansicht für die ausgewählte Task umfasst, die vom Benutzer aktiviert werden kann, um zur multifunktionellen
Anwendungsstarteinrichtungsansicht zurückzukehren.

6. Verfahren zur Bereitstellung einer verbesserten Benutzerschnittstelle für eine marktübliche Datenverarbeitungs-
einheit, die die folgenden Schritte umfasst:

Anzeigen einer Liste von Tasks, die dem Benutzer zur Ausführung durch die marktübliche Datenverarbei-
tungseinheit (110) zur Verfügung stehen; und

Anzeigen eines Rasterfelds, das der angezeigten Liste von Tasks (160) entspricht, wobei das angezeigte
Rasterfeld eine Vielzahl von Spalten und eine Zeile für jede Task in der angezeigten Taskliste umfasst, wobei
die Spalten Lebensdauerpunkten der angezeigten Liste von Tasks entsprechen,

und das außerdem den Schritt des Anzeigens von Einträgen bei ausgewählten Schnittpunkten der Spalten
und der Zeilen umfasst, wobei die Einträge Folgendes bereitstellen:

(1) Statusinformationen über bestimmte Lebensdauerpunkte der dieser Zeile zugeordneten Task und/oder

(2) grafische Darstellungen, die aktiviert werden können, um Vorgänge für bestimmte Lebensdauerpunkte
der dieser Zeile zugeordneten Task auszuführen, und wobei es dem Benutzer ermöglicht wird, die Le-
bensdauerpunkte zu ändern, und wobei es einem Benutzer der marktüblichen Datenverarbeitungseinheit
ermöglicht wird, zwischen der multifunktionellen Anwendungsstarteinrichtungsansicht und ausgewählten
aus einer Vielzahl von Taskansichten selektiv zu navigieren.

7. Verfahren nach Anspruch 6, wobei das angezeigte Rasterfeld es dem Benutzer ermöglicht, einen oder mehrere
Vorgänge mit einer oder mehreren ausgewählten Tasks aus der angezeigten Taskliste auszuführen.

8. Verfahren nach Anspruch 6, das außerdem den Schritt des Überarbeitens eines angezeigten Eintrags umfasst,
wenn die dieser Zeile zugeordnete Task verschiedene Statusinformationen oder verschiedene verfügbare Vorgän-
ge aufweist.

9. Verfahren nach Anspruch 8, wobei der Schritt des Überarbeitens außerdem den Schritt des Empfangens eines
Anwendungsprogrammier-Schnittstellenaufrufs umfasst, der die verschiedenen verfügbaren Vorgänge anzeigt.

10. Verfahren nach Anspruch 6, das außerdem Schritt des Anzeigens einer grafischen Meldung auf der multifunktio-
nellen Anwendungsstarteinrichtungsansicht umfasst, wenn die angezeigte Liste von Tasks eine Anzeigekapazität
der marktüblichen Datenverarbeitungseinheit überschreitet.

11. Verfahren nach Anspruch 6, wobei die Vorgänge Folgendes beinhalten:

(1) Starten der Ausführung einer ausgewählten Task und

(2) Bearbeiten der Taskansicht für eine ausgewählte Task und/oder Stoppen der Ausführung einer ausgewähl-
ten Task.

12. Verfahren nach Anspruch 6, wobei die Statusinformationen Folgendes enthalten:

(1) welche Tasks ausgeführt werden



EP 1 377 902 B1

5

10

15

20

25

30

35

40

45

50

55

14

(2) welche Tasks eine Eingabe vom Benutzer erfordern und

(3) welche Tasks Daten aufweisen, die dem Benutzer angezeigt werden müssen.

13. Computerprogrammprodukt zur Bereitstellung einer verbesserten Benutzerschnittstelle für eine marktübliche Da-
tenverarbeitungseinheit, wobei das Computerprogrammprodukt auf einem oder mehreren computerlesbaren Da-
tenträgern enthalten ist und Folgendes umfasst:

ein computerlesbares Programmcodemittel zum Anzeigen einer multifunktionellen Anwendungsstarteinrich-
tungsansicht, das Folgendes umfasst:

ein computerlesbares Programmcodemittel zum Anzeigen einer Liste von Tasks, die dem Benutzer zur
Ausführung durch die marktübliche Datenverarbeitungseinheit (110) zur Verfügung stehen;

ein computerlesbares Programmcodemittel zum Anzeigen eines Rasterfeldes, das der angezeigten Liste
von Tasks (160) entspricht, wobei das angezeigte Rasterfeld eine Vielzahl von Spalten und eine Zeile für
jede Task in der angezeigten Taskliste umfasst, wobei jede der Spalten Lebensdauerpunkten für die an-
gezeigte Liste von Tasks entspricht; und

ein computerlesbares Programmcodemittel zum Anzeigen von Einträgen im Rasterfeld an ausgewählten
Schnittpunkten der Spalten und der Zeilen, wobei die Einträge Folgendes bereitstellen:

(1) Statusinformationen über bestimmte Lebensdauerpunkte der dieser Zeile zugeordneten Task und

(2) grafische Darstellungen, die aktiviert werden können, um Vorgänge für bestimmte Lebensdauer-
punkte der dieser Zeile zugeordneten Task auszuführen.

14. Computerprogrammprodukt nach Anspruch 13, das außerdem ein computerlesbares Programmcodemittel um-
fasst, um es einem Benutzer der marktüblichen Datenverarbeitungseinrichtung zu ermöglichen, selektiv zwischen
der multifunktionellen Anwendungsstarteinrichtungsansicht und ausgewählten aus einer Vielzahl von Taskansich-
ten zu navigieren.

Revendications

1. Interface d'utilisateur améliorée destinée à un dispositif informatique d'usage de plus en plus répandu, l'interface
d'utilisateur améliorée comprenant une vue d'un lanceur d'application à fonctions multiples et une pluralité de vues
de tâches, dans laquelle un utilisateur du dispositif informatique d'usage de plus en plus répandu navigue sélec-
tivement entre la vue du lanceur d'application à fonctions multiples et une vue sélectionnée parmi les vues de
tâches, et où la vue du lanceur d'application à fonctions multiples comprend :

une liste affichée des tâches disponibles pour l'utilisateur en vue d'une exécution par le dispositif informatique
d'usage de plus en plus répandu (110), et une grille affichée correspondant à la liste affichée des tâches (160),
où la grille affichée comprend une pluralité de colonnes et une ligne pour chaque tâche dans la liste des tâches
affichées, où ladite grille affichée comprend des entrées aux intersections des colonnes et des lignes, et où
lesdites entrées procurent des informations d'état pour les tâches dans la liste affichée et permettent le lan-
cement de tâches dans la liste affichée et permettent l'exécution d'une pluralité d'actions concernant des
tâches sélectionnées parmi les tâches de la liste affichée.

2. Interface d'utilisateur améliorée selon la revendication 1, dans laquelle les actions comprennent

(1) lancer l'exécution d'une tâche sélectionnée et

(2) développer la vue de la tâche pour une tâche sélectionnée, et/ou arrêter l'exécution d'une tâche sélection-
née ou d'un groupe de tâches sélectionné.

3. Interface d'utilisateur améliorée selon la revendication 1, dans laquelle les informations d'état peuvent comprendre
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(1) quelles tâches sont en exécution, et/ou

(2) quelles tâches requièrent une entrée de l'utilisateur, et/ou

(3) quelles tâches comportent des informations à afficher à l'utilisateur, et/ou quelles tâches se sont terminées
anormalement, et/ou une notification de ce qu'une tâche particulière devrait être lancée par l'utilisateur.

4. Interface d'utilisateur améliorée selon la revendication 1, dans laquelle les entrées peuvent être activées sélecti-
vement par l'utilisateur pour exécuter les actions.

5. Interface d'utilisateur améliorée selon la revendication 1, comprenant en outre une zone de sélection graphique
sur la vue de la tâche pour la tâche à sélectionner qui peut être activée par l'utilisateur pour revenir à la vue du
lanceur d'application à fonctions multiples.

6. Procédé consistant à procurer une interface d'utilisateur améliorée pour un dispositif informatique d'usage de plus
en plus répandu, comprenant les étapes consistant à :

afficher une vue d'un lanceur d'application à fonctions multiples, comprenant les étapes consistant à :

afficher une liste des tâches disponibles pour l'utilisateur en vue d'une exécution par le dispositif informa-
tique d'usage de plus en plus répandu (110), et
afficher une grille correspondant à la liste affichée des tâches (160), dans lequel la grille affichée comprend
une pluralité de colonnes et une ligne pour chaque tâche pour la liste des tâches affichées, où lesdites
colonnes correspondent à des points de cycle de vie de la liste affichée des tâches et comprenant en
outre l'étape consistant à afficher les entrées à des intersections sélectionnées des colonnes et des lignes,
où les entrées procurent

(1) des informations d'état concernant des points de cycle de vie particuliers de la tâche associée à
cette ligne, et/ou

(2) des descriptions graphiques qui peuvent être activées pour exécuter des actions pour les points
de cycle de vie particuliers de la tâche associée à cette ligne, et permet à l'utilisateur de modifier les
points de cycle de vie et permettant à un utilisateur du dispositif informatique d'usage de plus en plus
répandu de naviguer sélectivement entre la vue du lanceur d'application à fonctions multiples et des
vues sélectionnées parmi une pluralité de vues de tâches.

7. Procédé selon la revendication 6, dans lequel la grille affichée permet à l'utilisateur d'exécuter une ou plusieurs
actions sur une ou plusieurs tâches sélectionnées à partir de la liste des tâches affichée.

8. Procédé selon la revendication 6, comprenant en outre l'étape consistant à réviser une entrée affichée sélectionnée
lorsque la tâche associée à cette ligne présente des informations d'état différentes ou des actions disponibles
différentes.

9. Procédé selon la revendication 8, dans lequel l'étape de révision comprend en outre l'étape consistant à recevoir
un appel d'interface de programmation d'application indiquant les différentes actions disponibles.

10. Procédé selon la revendication 6, comprenant en outre l'étape consistant à afficher une indication graphique sur
la vue du lanceur d'application à fonctions multiples lorsque la liste affichée des tâches dépasse une capacité
d'affichage du dispositif informatique d'usage de plus en plus répandu.

11. Procédé selon la revendication 6, dans lequel les actions comprennent

(1) lancer l'exécution d'une tâche sélectionnée et

(2) développer la vue de la tâche pour une tâche sélectionnée, et/ou arrêter l'exécution d'une tâche sélection-
née.

12. Procédé selon la revendication 6, dans lequel les informations d'état comprennent
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(1) quelles tâches sont en exécution,

(2) quelles tâches requièrent une entrée de l'utilisateur, et

(3) quelles tâches comportent des informations à afficher à l'utilisateur.

13. Produit de programme informatique destiné à procurer une interface d'utilisateur améliorée pour un dispositif in-
formatique d'usage de plus en plus répandu, le produit de programme informatique étant incorporé sur un ou
plusieurs supports lisibles par un ordinateur et comprenant :

un moyen de code de programme lisible par un ordinateur destiné à afficher une vue d'un lanceur d'application
à fonctions multiples, comprenant :

un moyen de code de programme lisible par un ordinateur destiné à afficher une liste de tâches disponibles
pour l'utilisateur en vue d'une exécution par le dispositif informatique d'usage de plus en plus répandu
(110),

un moyen de code de programme lisible par un ordinateur destiné à afficher une grille correspondant à
la liste affichée des tâches (160), dans lequel la grille affichée comprend une pluralité de colonnes et une
ligne pour chaque tâche dans la liste des tâches affichée, chacune des colonnes correspondant à des
points de cycle de vie pour la liste affichée des tâches, et

un moyen de code de programme lisible par un ordinateur destiné à afficher des entrées dans la grille à
des intersections sélectionnées des colonnes et des lignes, où les entrées procurent

(1) des informations d'état concernant des points de cycle de vie particuliers des tâches associées à
cette ligne, et

(2) des descriptions graphiques qui peuvent être activées pour exécuter les actions pour des points
de cycle de vie particuliers des tâches associées à cette ligne.

14. Produit de programme informatique selon la revendication 13, comprenant en outre un moyen de code de pro-
gramme lisible par un ordinateur destiné à permettre à un utilisateur de dispositif informatique d'usage de plus en
plus répandu de naviguer sélectivement entre la vue du lanceur d'application à fonctions multiples et des vues
sélectionnées parmi une pluralité de vues de tâches.
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