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Systems Programming
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Fall 2023
100 points

It is all about having a positive attitude!
Purpose of this assignment
Hooray! It is time for your first project.
The purpose of this project is to help us understand multi-core programming and its
benefits.
Specific objectives of the assignment are listed below -

1. Learn what type of programming can benefit from multi-core multithreaded
programs.

2. Learn how to divide data for data parallelization to gain performance
3. Learn to create multithreaded programs in RUST
4. Learn to handle resource sharing in a multithreaded program
5. Learn File I/O in RUST

Description
Impressed by your awesome coding skills, company Ay Caramba hired you as a
Systems Programmer. One of the first systems programs you will have to develop
relates to sales data of their products sold in various branches of the company. The
company has one (1) unique product and that product is sold in all of their 500
branches. But we will only deal with 40 branches to keep things simple.
Each branch sends weekly sales reports in text files to the main office. How they send
the files is none of our concerns at the moment - it will be our concern when we delve
into network programming. At this moment your only concern is to process this file to
generate a complete sales report (text) file that will contain the branch code and the
product code and the total quantity sold each week.
You do not have to worry about scheduling your program to run every week - all you
have to do is write the program to process the files the way dictated by the company.

● Input File Format
The format of the sales report file sent by each branch is given below -
Branch code, product code, quantity sold, date sold
Each file will have seven lines that will contain these data for 7 days.
A concrete example of line is given below, which is taken from a file sent by the
Albuquerque, NM branch -
ALBNM, PROD001, 12, 2023-01-01
A set of files will be given to you to test with.

https://duckduckgo.com/y.js?ad_domain=homes.com&ad_provider=bingv7aa&ad_type=txad&eddgt=6LQhHWFPU_NAUoz0lNSSHQ%3D%3D&rut=966824f0b08d125276393df9f46ee697286620de01503b20fdf1c6f07bd0af8a&u3=https%3A%2F%2Fwww.bing.com%2Faclick%3Fld%3De8E23QXoA_65e3dQBrZmOiPjVUCUwqSCvuo6eeNYL4E%2DfM1O15EFu0Vyu008ky67r1ewXLAOdWi9XC7XsDM2hp6_ZzsQSe%2DbkRKzwUhP1kXBKb8HPib7vYeLOGm6PiS8vl70EMtZAnGDYj3MjRkPms83abjVzZBwbCL8iDCELzPfYIsqAdE6EBa0WyqHuu6kgsMSmgOw%26u%3DaHR0cHMlM2ElMmYlMmZjbGlja3NlcnZlLmRhcnRzZWFyY2gubmV0JTJmbGluayUyZmNsaWNrJTNmbGlkJTNkNDM3MDAwNzc1NTA3NTMwNzklMjZkc19zX2t3Z2lkJTNkNTg3MDAwMDg1MDY4NTMyOTclMjZkc19hX2NpZCUzZDExNzcxOTcwODUlMjZkc19hX2NhaWQlM2QyMDQzODYyNDMzMSUyNmRzX2FfYWdpZCUzZDE1NTk3NDIxNDgwNyUyNmRzX2FfbGlkJTNka3dkLTEyMzkxNDYwJTI2JTI2ZHNfZV9hZGlkJTNkNzc1ODQ0ODIyMTk3NDclMjZkc19lX3RhcmdldF9pZCUzZGt3ZC03NzU4NDYwNzM5MjY5NCUzYWxvYy03MTExOSUyNiUyNmRzX2VfbmV0d29yayUzZHMlMjZkc191cmxfdiUzZDIlMjZkc19kZXN0X3VybCUzZGh0dHBzJTNhJTJmJTJmd3d3LmhvbWVzLmNvbSUyZmFsYnVxdWVycXVlLW5tJTJmJTNmZ2NsaWQlM2Q1ZDE2NDg3ZmU1ZDExYTIzZTUzNDJkNzA4ZjlkYWNjNCUyNmdjbHNyYyUzZDNwLmRzJTI2JTI2dXRtX3NvdXJjZSUzZGJpbmclMjZ1dG1fbWVkaXVtJTNkY3BjJTI2dXRtX2NhbXBhaWduJTNkSG9tZXNfQl9ETUFfQWxidXF1ZXJxdWUtU2FudGElMjUyMEZlJTJjJTI1MjBOTS1DTy1BWl9TUlBfS1dUX01TVF9Ccm9hZCUyNnV0bV90ZXJtJTNkYWxidXF1ZXJxdWUlMjUyMGhvbWVzJTI1MjBmb3IlMjUyMHNhbGUlMjZ1dG1fY29udGVudCUzZEhvbWVzX0JfQWxidXF1ZXJxdWUtU2FudGElMjUyMEZlJTJjJTI1MjBOTS1DTy1BWl9jaXR5X0FsYnVxdWVycXVlX0hvbWVzX1NSUF9LV1RfQnJvYWRfTW91bnRhaW4lMjUyMFRpbWUlMjUyMFpvbmU%26rlid%3D5d16487fe5d11a23e5342d708f9dacc4&vqd=4-121121608640824875515357567363423019076&iurl=%7B1%7DIG%3DF7888168FB6B4B9CA2750D3341DA4254%26CID%3D2A996E1321AE6C9D13D07D8620486DB3%26ID%3DDevEx%2C5060.1


The company has 500 branches - I am keeping the number of input files smaller
(40) to keep things easy.
The name of each input file will be branch_weekly_sales.txt.

● Output File Format
The format of the summary sales report file that your code will generate is given
below -
Branch code, product code, total quantity sold in a week
Each output file will have 40 lines that will contain the total weekly sale of each
branch..
A concrete example of a line is given below -
ALBNM, PROD001, 32
The name of the output file has to be weekly_sales_summary.txt.

● File locations
You will have a data folder that will contain 40 folders - one for each branch.
Inside these folders, we will have the input file for the weekly sales report for the
concerned branch. The input folders will be called branch1, branch2, .., branchN
where N is the number of branches.
You will have another folder in the root data folder named “weekly_summary”
where your code will save the weekly summary report.

● Processing Information
Your code will read each input file, extract the quantity sold data and add them
for the seven days. This summary data has to be written to the output file in the
format specified above. Remember, even though you have 40 input files for 40
branches, you will only generate one (1) output file with the summary that will
contain each branch’s total sale each week.
We are not concerned about dates or weeks at the moment. We will simply
generate an output file with total sales.

Details of what you will have to do
You will have to create two versions of the program to test which is better, following the
two algorithms given.
Please do not hate me! It is actually not bad at all - much of the code in version 1 can
be used in version 2.
Version 1 will be a linear program that will simply use a loop to go through all the input
folders and read the files and generate the output file.
Version 2 will create 4 threads where each thread will deal with input files for 10
branches and do what the linear version of the program in version 1 does.
This will be a command line based program that will accept the name of the data folder
as an argument.



The program will have a file calledmain.rs that will contain themain function to get the
program started.
In a separate file named lib.rs, we will have two functions to begin with -

1. Function named process_input_file that will process the input file
2. Function named write_to_summary_file that will write to the output file.

See? It is not that bad🙂
● Version 1 algorithm

Main.rs -
1. Accept, validate and parse the data folder name (with path) from the

command line argument.
2. Check if the output folder exists in the data folder - if not, create it.

Assume that all the input folders will be there for all the branches.
3. Start a timer
4. Call the file input function process_input_file in lib.rs and pass the list of

folders (with path) for all the branches.
5. Output to console the message received from the input function in lib.rs

file
6. Stop the timer and show the total time in the console
7. Print the following message to indicate processing of all files are done -

“Phew! I am done.”
lib.rs file

A. The process_input_file function
a. Accept the list folders as parameters.
b. Loop through the folder list and do the following -

i. Open the input file in each folder
ii. Read each line and extract the quantity sold and add it to a

sum variable using an inner loop or some other better way if
available..

iii. Call the output function and pass it a string that will have
the branch code, product code and the total sale separated
by comma.
Example: “ALBNM, PROD001, 32”

iv. Close the input file.
c. Once the outer loop is done return either of the following string

message to the calling function (main) depending on the status of
the file processing - “OK”, “ERROR”

B. The write_to_summary_file function
a. Accept a string that will have the branch code, product code and

the total sale separated by comma.
b. Open the output file



c. Write the string received to the output file
d. Close the file.

● Version 2 algorithm
In this version, you will move the output function (write_to_summary_file) to write
to file from lib.rs to the main.rs file.
Main.rs -

1. Accept, validate and parse the data folder name (with path) from the
command line argument.

2. Check if the output folder exists - if not, create it.
3. Create a channel to communicate with child threads that you will create in

the next step. This channel is what children threads will use to pass the
output string that will have the branch code, product code and the total
sale separated by comma.

4. Split all the branch input folders into 4 groups with 10 folders in each
group

5. Start a timer
6. In a loop create 4 threads to run the input processing function

process_input_file in lib.rs on each of the group of folders you created in
step 4 above.

a. The file input function in lib.rs will accept a list of 10 folders (with
path) for all the branches. Remember, in version 1 you already have
this implemented.

b. Make sure you wait for each thread to finish
7. Once all the threads are done processing their assigned folders,

a. In a loop, process all the messages received in the channel from the
children threads -
i. Go through all the messages in a loop and

1. print them on the console
2. Write them to the output file using the

write_to_summary_file file described in Version 1.
8. Stop the timer and print the total time in the console
9. Print the following message to indicate processing of all files are done -

“Phew! I am done.”
lib.rs file

C. The process_input_file function
IN this version, this function will change a little bit. Instead of returning a
message to the calling function, it will have to write the message to the
channel received from the main thread.

a. Accept the list folders as parameters.
b. Loop through the folder list and do the following -



i. Open the input file in the folder
ii. Read each line and extract the quantity sold and add it to a

sum variable
iii. Send a string that will have the branch code, product code

and the total sale separated by comma to the calling thread
(main) through the channel.
Example: “ALBNM, PROD001, 32”

iv. Log messages in a log file using any of the logging crates
available for RUST. The name of the log file should be log.txt
and should be placed in the root folder of the app.

1. You should log any errors
2. You should log the name of each of the folders you

have processed in that thread.
c. Once the loop is done return either of the following string message

to the calling function depending on the status of the file
processing - “OK”, “ERROR”

Notes:
● Both versions of your code must be in a git repository where you will give me

access.
● We have omitted extensive error checking, unit testing, and many other standard

coding practices to keep things simple so that we concentrate on our main task -
multithreaded programming in RUST

● You can assume that all input files will always contain valid data
● You do not have to worry about dates, weeks, sorting by company code or

anything like that.
● Make sure you use crates appropriately
● Your projects must be created and built with cargo
● Do not lose these versions - we will use these code to learn I/O optimization

later

Resources you will need
● https://blog.logrocket.com/deep-dive-concurrency-rust-programming-language
● https://doc.rust-lang.org/book/ch16-02-message-passing.html
● https://doc.rust-lang.org/book/ch12-04-testing-the-librarys-functionality.html
● https://www.programiz.com/rust/thread
● https://doc.rust-lang.org/book/ch16-04-extensible-concurrency-sync-and-send

.html
● https://doc.rust-lang.org/rust-by-example/std_misc/channels.html
● https://play.rust-lang.org/?version=stable&mode=debug&edition=2021&gist=a6

7eea2acb00d92ca6041bd185685664

https://blog.logrocket.com/deep-dive-concurrency-rust-programming-language/
https://doc.rust-lang.org/book/ch16-02-message-passing.html
https://doc.rust-lang.org/book/ch12-04-testing-the-librarys-functionality.html
https://www.programiz.com/rust/thread
https://doc.rust-lang.org/book/ch16-04-extensible-concurrency-sync-and-send.html
https://doc.rust-lang.org/book/ch16-04-extensible-concurrency-sync-and-send.html
https://doc.rust-lang.org/rust-by-example/std_misc/channels.html
https://play.rust-lang.org/?version=stable&mode=debug&edition=2021&gist=a67eea2acb00d92ca6041bd185685664
https://play.rust-lang.org/?version=stable&mode=debug&edition=2021&gist=a67eea2acb00d92ca6041bd185685664


● https://medium.com/nerd-for-tech/logging-in-rust-e529c241f92e
What you will submit

1. A zip file containing -
a. Both versions of the code - the complete projects so that I can simply

build and run them without having to do any setups.
b. A readme file

i. telling me how to run the programs
ii. Telling me if there was any performance gain in version 2 over

version 1.

How you will submit
● The file listed in the “What you will submit” section must be submitted to Moodle.
● You must name the file sysprog_P1_stuname_stuid.zip

How your work will be graded
Your work will be graded based on the following criteria -

1. Both versions -
a. Contains the needed code implementing the algorithms given and

compiles error free (30 points)
b. Runs error free (15)
c. Does what they are supposed to do (40)
d. Logging (5 points)

2. Git repository - it is an inherent requirement that carries no points, but if you do
not have it, there will be a 50 points deduction.

3. Naming of file as specified in the “What you will submit” section. (5 points)
4. Clean coding, proper indentations, proper naming and so on (5 points)

I know you are awesome! Now let your work reflect this fact.


