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OPEN SOURCE H/W - What's keeping us
back?

1. Access to tools
2. Accesstoh/w

3. Complexity/Scale



..AND THE WALLS ARE BREAKING DOWN!!!

1. Accesstotools
 Complete open-source FPGA design flows now exist

2. Accesstoh/w
* Cloud FPGAs are the answer!

3. Complexity/Scale
* TL-Verilog






4th Barrier - Patents
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1. Accesstotools EENEEENEE oo ”

Saa_sq[7:0] = $aa[3:0] ** 2;
Shb_sq[7:0] = $bb[3:0] ** 2;

- in browser

Scc_sq[8:0] = $aa_sq + $bb_sq;

2. Accesstoh/w it sty
- Cloud FPGASs

3. Complex./Scale
- TL-Verilog
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TIMING ABSTRACTION

RTL:

c = sqrt(a”2 + b"2)

-> Flip-flops and staged
al signals are implied

from context.



TL-VERILOG VS. SYSTEMVERILOG

|calc // Calc Pipeline
logic [31:0] a C1;
logic [31:0] b C1;
logic [31:0] a_sq C1,
a sq C2;
logic [31:0] b sq C1,
b sq C2;
logic [31:0] c_sq C2,
c_sq C3;
logic [31:0] c C3;
always ff @ (posedge clk) a sq C2 <=
always ff @ (posedge clk) b sq C2 <=
always ff @ (posedge clk) c _sq C3 <=
// Stage 1
assign a sq C1 = a Cl * a Cl;
assign b sq C1 = b Cl1 * b Cl;
// Stage 2
assign c_sq C2 a sq C2 + b sq C2;
// Stage 3
assign ¢ _C3 = sqrt(c_sq C3);

@1

$aa sq[31:0] Saa * $Saa;

$bb sq[31:0] = $bb * $bb;
@2

$cc_sq[31:0] $aa_sq + $bb sqg;
@3

$cc[31:0] = sqgrt($cc_sq);




ADDING BACKPRESSURE

$aa sq[31:0]
$bb_sq[31:0] Sbb * S$bb;

@l
$cc_sq[31:0] $aa_sq + $bb_sqg;

@1

$cc[31:0] = sqrt($cc_sq);
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